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一：题目描述

天然气经过管道网络从其生产基地输送到消耗地，在传输过程中，其性能的某一个或几个方面可能会有所衰减（例如气压）。为了保证信号衰减不超过容忍值，应在网络中的合适位置放置放大器以增加信号（例如电压）使其与源端相同。设计算法确定把信号放大器放在何处，能使所用的放大器数目最少并且保证信号衰减不超过给定的容忍值。

二：题目分析

此程序为解决此问题设计算法以确定把信号放大器放在何处。目标是所放置的信号放大器数目最少且信号衰弱不超过容忍值

三：知识点分析

为了简化问题，假设分布网络是二叉树结构，源端是树的根结点，信号从一个结点流向其孩子结点（处了根），表示一个可以用来放装置放大器的位置。图片中是一个网络示意图，边上标出的是从父结点到子节点的信号衰弱量

四：伪代码描述

1. D(i) = 0 ;

2. for (i 的每个孩子j )

2.1 如果D(j) +d(j)>容忍值，则在j处放置放大器;

2.2 否则D(i) = max{D(i)，D(j) +d(j)}

五：程序设计

#include <iostream>

using namespace std;

struct element{

int D; // 该结点的衰减量

int d; // 父结点的衰减量

bool boost; //当且仅当本处设置放大器，则boost为true

};

struct BiNode{

element data;

char name;

BiNode \*lchild,\*rchild;

};

class BiTree{

public:

BiTree();

~BiTree(){Release(root);}

void CalcD(){CalcD(root);}

void print(){print(root);}

void SetAMP(int stand){SetAMP(root,stand);}

private:

BiNode \*root;

void Release(BiNode \*root);

int CalcD(BiNode \*root);

void print(BiNode \*root);

void SetAMP(BiNode \*root,int stand);

};

void BiTree::print(BiNode \*root){

if(root!=NULL){

print(root->lchild);

print(root->rchild);

cout<<root->name<<" "<<root->data.d<<" "<<root->data.D<<endl;

}

else return ;

}

BiTree::BiTree(){

BiNode \*A=new BiNode;

BiNode \*B=new BiNode;

BiNode \*C=new BiNode;

BiNode \*D=new BiNode;

BiNode \*E=new BiNode;

BiNode \*F=new BiNode;

BiNode \*G=new BiNode;

BiNode \*H=new BiNode;

BiNode \*I=new BiNode;

BiNode \*J=new BiNode;

BiNode \*K=new BiNode;

root=A;

A->name='A';

A->lchild=B;

A->rchild=C;

A->data.d=0;

A->data.boost=0;

B->name='B';

B->lchild=D;

B->rchild=E;

B->data.d=1;

B->data.boost=0;

D->name='D';

D->lchild=H;

D->rchild=I;

D->data.d=2;

D->data.boost=0;

H->name='H';

H->lchild=NULL;

H->rchild=NULL;

H->data.d=2;

H->data.D=0;

H->data.boost=0;

I->name='I';

I->lchild=NULL;

I->rchild=NULL;

I->data.d=1;

I->data.D=0;

I->data.boost=0;

E->name='E';

E->lchild=NULL;

E->rchild=NULL;

E->data.D=0;

E->data.d=2;

E->data.boost=0;

C->name='C';

C->lchild=F;

C->rchild=G;

C->data.d=3;

C->data.boost=0;

F->name='F';

F->lchild=J;

F->rchild=NULL;

F->data.d=1;

F->data.boost=0;

G->name='G';

G->lchild=K;

G->rchild=NULL;

G->data.d=2;

G->data.boost=0;

J->name='J';

J->lchild=NULL;

J->rchild=NULL;

J->data.D=0;

J->data.d=2;

J->data.boost=0;

K->name='K';

K->lchild=NULL;

K->rchild=NULL;

K->data.D=0;

K->data.d=2;

K->data.boost=0;

}

void BiTree::Release(BiNode \*root){

if(root!=NULL){

Release(root->lchild);

Release(root->rchild);

delete root;

}

}

int BiTree::CalcD(BiNode \*root){

if(root->lchild==NULL && root->rchild==NULL) //如果root是叶子节点

return root->data.D; //返回D值

else{

int n=0,m=0,left=0,right=0;

if(root->lchild!=NULL){ //如果root有左孩子

n=CalcD(root->lchild); //计算root左子树的D值

if(root->lchild->data.boost==1) //如果被设置了放大器

n=0; //忽略左子树的D值

left=root->lchild->data.d+n; //root左侧给出的D值

}

if(root->rchild!=NULL){ //如果root有右孩子

m=CalcD(root->rchild); //计算root右孩子的D值

if(root->rchild->data.boost==1) //如果被设置了放大器

m=0; //忽略右子树的D值

right=root->rchild->data.d+m; //root右侧给出的D值

}

root->data.D=(left>right)?(left):(right); //root的D值是左侧和右侧的较大值

}

}

void BiTree::SetAMP(BiNode \*root,int stand){ //用入栈两次来省略flag的方法

BiNode \*s[200];

int top=-1;

BiNode \*visit;

s[++top]=root;

s[++top]=root;

while(s&&top>=0){

root=s[top];

top--;

visit=s[top];

if(root->rchild!=NULL && root==visit){

s[++top]=root->rchild;

s[++top]=root->rchild;

}

if(root->lchild!=NULL && root==visit){

s[++top]=root->lchild;

s[++top]=root->lchild;

}

if(root->lchild==NULL && root->rchild==NULL){

if(root->data.D+root->data.d>stand){

root->data.boost=1;

CalcD();

}

top--;

}

if(root!=visit){

if(root->data.D+root->data.d>stand){

root->data.boost=1;

CalcD();

}

}

}

CalcD(); //改进一下节点的D值

}

int main(){

BiTree test;

test.CalcD();

cout<<endl;

test.print();

cout<<endl;

test.SetAMP(3);

test.print();

return 0;

}

六：运行结果及结果分析

![](data:image/png;base64,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)

前一段是未设置放大器的时候

从左到右依次是节点名字，d值，D值

后一段是设置完放大器后，结果无误

七：总结

本题的难点在于计算D值并设置放大器，考虑到它的难度，可以将它分为两步进行。第一步是计算未设置放大器时D值，第二步是设置放大器并且每次设置放大器的时候重新计算D值。

设置放大器的时候需要交互的数值比较多，用非递归算法为宜。

另附思考题代码：

#include <iostream>

using namespace std;

struct element{

int D;

int d;

bool boost;

};

struct TreeNode{

element data;

char name;

TreeNode \*first,\*right;

};

class Tree{

public:

Tree();

~Tree(){Release(root);}

void print(){print(root);}

void CalcD(){CalcD(root);}

void SetAMP(int stand){SetAMP(root,stand);}

private:

TreeNode \*root;

void Release(TreeNode \*root);

int CalcD(TreeNode \*root);

void print(TreeNode \*root);

void SetAMP(TreeNode \*root,int stand);

};

void Tree::print(TreeNode \*root){

if(root!=NULL){

print(root->first);

cout<<root->name<<" "<<root->data.d<<" "<<root->data.D<<endl;

print(root->right);

}

else

return ;

}

Tree::Tree(){

TreeNode \*A=new TreeNode;

TreeNode \*B=new TreeNode;

TreeNode \*C=new TreeNode;

TreeNode \*D=new TreeNode;

TreeNode \*E=new TreeNode;

TreeNode \*F=new TreeNode;

TreeNode \*G=new TreeNode;

TreeNode \*H=new TreeNode;

TreeNode \*I=new TreeNode;

TreeNode \*J=new TreeNode;

TreeNode \*K=new TreeNode;

root=A;

A->name='A';

A->first=B;

A->right=NULL;

A->data.d=0;

A->data.boost=0;

B->name='B';

B->first=D;

B->right=C;

B->data.d=1;

B->data.boost=0;

D->name='D';

D->first=H;

D->right=E;

D->data.d=2;

D->data.boost=0;

H->name='H';

H->first=NULL;

H->right=I;

H->data.d=2;

H->data.D=0;

H->data.boost=0;

I->name='I';

I->first=NULL;

I->right=NULL;

I->data.d=1;

I->data.D=0;

I->data.boost=0;

E->name='E';

E->first=NULL;

E->right=NULL;

E->data.D=0;

E->data.d=2;

E->data.boost=0;

C->name='C';

C->first=F;

C->right=NULL;

C->data.d=3;

C->data.boost=0;

F->name='F';

F->first=J;

F->right=G;

F->data.d=1;

F->data.boost=0;

G->name='G';

G->first=K;

G->right=NULL;

G->data.d=2;

G->data.boost=0;

J->name='J';

J->first=NULL;

J->right=NULL;

J->data.D=0;

J->data.d=2;

J->data.boost=0;

K->name='K';

K->first=NULL;

K->right=NULL;

K->data.D=0;

K->data.d=2;

K->data.boost=0;

}

void Tree::Release(TreeNode \*root){

if(root!=NULL){

Release(root->first);

Release(root->right);

delete root;

}

}

int Tree::CalcD(TreeNode \*root){

if(root->first==NULL){ //如果root是叶子节点

return root->data.D;

} //返回D值

else{ //需要根据支路的数量创建变量？

int count=1; //计数孩子个数

TreeNode \*temp=root->first;

while(temp->right!=NULL){

count++;

temp=temp->right;

}

temp=root->first;

int a[count]={0}; //支路是count条，每条支路都应该返回一个D值

for(int n=0;n<count;n++){

for(int i=0;i<n;i++)

temp=temp->right;

a[n]=CalcD(temp);

if(temp->data.boost==1)

a[n]=0;

a[n]=temp->data.d+a[n];

}

int max=0;;

for(int i=0;i<count;i++){

if(a[i]>max)

max=a[i];

}

root->data.D=max;

return root->data.D;

}

}

void Tree::SetAMP(TreeNode \*root,int stand){

//中序遍历按照每个节点的顺序考虑其是否应该设置放大器。

TreeNode \*s[80];

int top=-1;

while(root!=NULL||top!=-1){

while(root!=NULL){

s[++top]=root;

root=root->first;

}

if(top!=-1){

root=s[top--];

if((root->data.d+root->data.D)>stand){

root->data.boost=1;

CalcD();

}

root=root->right;

}

}

}

int main(){

Tree A;

A.print();

cout<<endl;

A.CalcD();

A.print();

cout<<endl;

A.SetAMP(3);

A.print();

cout<<endl;

}