Problem Set 4

Ian Sims

March 9, 2019

Load packages:

## 1. Recall that a Poisson distribution with parameter ?? has probability mass function f(x) = ??xe????? x!

**Does the number of children a woman has follow a Poisson distribution? We collect data from 1761 adult German women, and count their children:**

**Number of children 0 1 2 3 4 5 6 7 8 9 10** **Women with this number of children 398 455 575 227 65 28 9 3 0 1 0**

**Perform a goodness-of-fit test to see whether this data can be well-modeled using a Poisson distribution, stating the value of your test statistic, your P-value, and your conclusion.**

#Using the Chi-Square test statistic  
  
dd = data.frame("children" = c(0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10), "n" = c(398, 455, 575, 227, 65, 28, 9, 3, 0, 1, 0))  
  
N = sum(dd$n)  
  
observed = dd$n  
lambda.obs = sum((dd$children \* dd$n))/N  
  
expected = N \* dpois(dd$children, lambda.obs)  
  
extra = N - sum(expected)  
  
chi.stat = sum((observed - expected)^2/expected) + extra  
  
poisson.chisq.sim = function(N, lambda.obs){  
 sim.sample = data.frame(x = rpois(N, lambda.obs))  
 lambda.sim = mean(sim.sample$x)  
 x.tally = tally(group\_by(sim.sample, x))  
 observed = x.tally$n  
 expected = N \* dpois(x.tally$x, lambda.sim)  
 extra = N - sum(expected)  
 chi.stat = sum((observed - expected)^2/expected) + extra  
 return(chi.stat)  
}  
  
chi.list = replicate(10000, poisson.chisq.sim(N, lambda.obs))  
p.value = mean(chi.list >= chi.stat)

Using the Chi-Square test statistic and simulation the P-Value is approximatley equal to 0.01. This is a fairly small p-value and would lead us to conclude that this data is not consistent with a Poisson model.

**2. The data set illinois-rainstorms.txt gives the rainfall (in inches) in a sample of 227 rainstorms in Illinois.On the same graph, plot:**

**(a) A 95% pointwise confidence band for the CDF of rainfall;**

**(b) A 95% simultaneous confidence band for the CDF of rainfall. and clearly indicate on the graph which band is which.**

dd = scan("illinois-rainstorms.txt")  
F.hat = ecdf(dd)  
  
x.grid = seq(min(dd), max(dd), 0.01)  
point.lower = rep(NA, length(x.grid))  
point.upper = rep(NA, length(x.grid))  
n = length(dd)  
  
for(J in 1:length(x.grid)){  
 CI = binom.test(sum(dd <= x.grid[J]), n)$conf.int  
 point.lower[J] = CI[1]  
 point.upper[J] = CI[2]  
}  
  
alpha = 0.05  
epsilon = sqrt(log(2 / alpha) / (2 \* n))  
  
L = function(y) {  
 raw = F.hat(y) - epsilon  
 return(ifelse(raw < 0, 0, raw))  
}  
  
U = function(y) {  
 raw = F.hat(y) + epsilon  
 return(ifelse(raw > 1, 1, raw))  
}  
  
simul.lower = L(x.grid)  
simul.upper = U(x.grid)  
  
y = F.hat(x.grid)  
plot.df = data.frame(x = x.grid, y)  
  
gg = ggplot(plot.df, aes(x, y)) + geom\_step() + geom\_step(y = simul.lower, col = "orange") + geom\_step(y = simul.upper, col = "orange") + geom\_step(y = point.lower, col = "blue") + geom\_step(y = point.upper, col = "blue")  
  
gg + ggtitle("Illinois Rainstorms") + labs(subtitle = "Blues gives 95% pointwise band, orange gives 95% simultaneous band") + xlab("Rainfall (inches)") + ylab("Empirical CDF")
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**3. Here are survival times (in days) for a sample of HIV patients (a “+” indicates the patient was still alive at the last time of observation):**

**22, 90, 256, 320+, 428, 670+, 910, 997, 1070, 1081, 1197, 1355+, 1560, 1933, 2202**

**Use R to obtain the Kaplan-Meier estimate of the survival function, and plot it along with pointwise confidence limits calculated using a method of your choice.**

time = c(22, 90, 256, 320, 428, 670, 910, 997, 1070, 1081, 1197, 1355, 1560, 1933, 2202)  
event = c(1, 1, 1, 0, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1)  
  
surv.data = Surv(time = time, event = event)  
  
surv.log = survfit(surv.data ~ 1, conf.type = "log")  
  
ggsurvplot(surv.log, data = surv.data) + ggtitle("Log-based pointwise band")
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\*\*4. For the Illinois rainstorms [data:\*\*](data:**)

**(a) Find the sample mean ¯x, and use the bootstrap to estimate the mean squared error of x¯ as an estimate of the population mean.**

dd = scan("illinois-rainstorms.txt")  
  
x.bar = mean(dd)  
x.bar

## [1] 0.2243921

mean.boot = replicate(10000, mean(sample(dd, replace = TRUE)))  
  
mean((mean.boot - x.bar)^2)

## [1] 0.0005864679

The sample mean is approximatley .224 and the boostrap estimate of the mean squared error is approximatley .001.

**(b) Find the sample standard deviation s, and use the bootstrap to estimate the mean squared error of s as an estimate of the population standard deviation.**

dd = scan("illinois-rainstorms.txt")  
  
s = sd(dd)  
s

## [1] 0.3658212

s.boot = replicate(10000, sd(sample(dd, replace = TRUE)))  
  
mean((s.boot - s)^2)

## [1] 0.001614204

The sample sd is approximatley .366 and the boostrap estimate of the mean squared error is approximatley .002.

**(c) Find the sample coefficient of variation s/¯x, and use the bootstrap to estimate the mean squared error of s/¯x as an estimate of the population coefficient of variation.**

dd = scan("illinois-rainstorms.txt")  
  
dd.cv = cv(dd) / 100  
dd.cv

## [1] 1.630277

dd.cv.boot = replicate(10000, cv(sample(dd, replace = TRUE)) / 100)  
  
mean((dd.cv.boot - dd.cv)^2)

## [1] 0.0100056

The sample cv is approximatley 1.630 and the boostrap estimate of the mean squared error is approximatley .010.

## 5. The file rabbits.txt contains the eosinophil counts of a bunch of rabbits.

**(a) Find a 95% bootstrap Studentized t-pivot confidence interval for the mean eosinophil count of rabbits, without using the boot package.**

dd = c(55,140,91,122,111,185,203,101,76,145,95,101,196,45,299,226,65,70,196,72,121,171,151,113,112,67,276,125,100,81,122,71,158,78,162,128,96,79,67,119)  
  
n = length(dd)  
x.bar = mean(dd)  
  
t.pivot = function(x){  
 x.boot = sample(x, replace = TRUE)  
 t.boot = (mean(x.boot) - mean(x)) /  
 (sd(x.boot) / sqrt(length(x)))  
 return(t.boot)  
}  
  
t.boot = replicate(10000, t.pivot(dd))  
  
quantile(t.boot, c(0.025, 0.975))

## 2.5% 97.5%   
## -2.492650 1.771479

qt(c(.025, .975), df = n-1)

## [1] -2.022691 2.022691

ci = mean(dd) - quantile(t.boot, c(0.975, 0.025)) \* sd(dd)/sqrt(n)  
  
x.bar

## [1] 124.775

ci

## 97.5% 2.5%   
## 108.4047 147.8097

The 95% bootstrap Studentized t-pivot ci for the mean eosinophil is approximatley (107.96, 148.17).

**(b) Find a 95% bootstrap BCA confidence interval for the mean eosinophil count of rabbits, using whatever packages you wish.**

dd = c(55,140,91,122,111,185,203,101,76,145,95,101,196,45,299,226,65,70,196,72,121,171,151,113,112,67,276,125,100,81,122,71,158,78,162,128,96,79,67,119)  
  
bootmean = function(x, indices){  
 return(mean(x[indices]))  
}  
  
bootmean.dist = boot(dd, bootmean, R = 10000)  
boot.ci(bootmean.dist)

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
## Based on 10000 bootstrap replicates  
##   
## CALL :   
## boot.ci(boot.out = bootmean.dist)  
##   
## Intervals :   
## Level Normal Basic   
## 95% (106.8, 142.5 ) (105.9, 141.7 )   
##   
## Level Percentile BCa   
## 95% (107.8, 143.7 ) (109.2, 145.6 )   
## Calculations and Intervals on Original Scale

The 95% bootstrap BCa ci for the mean eosinophil is approximatley (109.2, 145.6).

## 6. The file geyser.txt contains two variables: waiting, which gives the waiting times (in minutes) between eruptions of Old Faithful, and duration, which gives the duration (in minutes) of the eruption following that waiting time.

**(a) Plot the data and add a regression line to predict duration from waiting time. Does it look like the key assumptions required for classical regression inference (linearity and homoskedasticity) are met?**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
ggplot(dd, aes(x = waiting, y = duration)) + geom\_point() + geom\_smooth(method = "lm")
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eruption.model = lm(duration ~ waiting, data = dd)  
get\_regression\_table(eruption.model)

## # A tibble: 2 x 7  
## term estimate std\_error statistic p\_value lower\_ci upper\_ci  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 intercept 7.31 0.27 27.1 0 6.78 7.84   
## 2 waiting -0.053 0.004 -14.5 0 -0.06 -0.046

eruption.model.df = augment(eruption.model)  
ggplot(eruption.model.df, aes(x = waiting, y = abs(.resid))) + geom\_point() + geom\_smooth(se = FALSE)

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'
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Based on the residual plot there is significant heteroskedascity in the residuals.

**(b) Even if classical assumptions are not met, we can still use the bootstrap to do inference. Find a 95% bootstrap confidence interval for the slope parameter of the linear regression, and carefully explain what this interval means.**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
lm.pairs.boot = function(data, indices){  
 newdata = data[indices,]  
 return(lm(newdata[,2] ~ newdata[,1])$coef[2])  
}  
  
boot.lm.dist = boot(cbind(dd$waiting, dd$duration), lm.pairs.boot, R = 10000)  
  
boot.ci(boot.lm.dist)

## Warning in boot.ci(boot.lm.dist): bootstrap variances needed for  
## studentized intervals

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
## Based on 10000 bootstrap replicates  
##   
## CALL :   
## boot.ci(boot.out = boot.lm.dist)  
##   
## Intervals :   
## Level Normal Basic   
## 95% (-0.0590, -0.0474 ) (-0.0591, -0.0475 )   
##   
## Level Percentile BCa   
## 95% (-0.0590, -0.0475 ) (-0.0588, -0.0472 )   
## Calculations and Intervals on Original Scale

The BCa boostrap estimate of the 95% ci for the slope of the regression line is approxamately (-0.0588, -0.0472). This means that if the assumptions of this method are met and you created a band based on this interval about 95% of the time it would encompass the true value of the regression function.

## 7. (Computationally expensive; set aside lots of computing time.) Suppose we wish to find a 95% confidence interval for the mean from an IID sample of size 20 from a chi-square distribution with 1 degree of freedom. (You can generate such a sample using rchisq().) Perform simulations to estimate the level of coverage of

**(a) The percentile bootstrap**

Sorry I could not figure out how to translate the simulation for the coverage for the Studentized to these other bootstrapping methods.

**(b) The residual (basic) bootstrap**

Sorry I could not figure out how to translate the simulation for the coverage for the Studentized to these other bootstrapping methods.

**(c) The BCa bootstrap**

Sorry I could not figure out how to translate the simulation for the coverage for the Studentized to these other bootstrapping methods.

**(d) The Studentized (t-pivot) bootstrap**

n = 20   
chi.sim = function(n, B) {   
 x = rchisq(n, 1)   
 m = mean(x)   
 s = sd(x)   
 s2 = var(x)   
 chi.cis = function(x, B) {   
 chi.boot = function(x, m, s) {   
 x.boot = sample(x, replace = T)   
 t = (mean(x.boot) - m)/(sd(x.boot)/sqrt(n))   
 chi2 = (n - 1) \* var(x.boot)/s2   
 return(c(t, chi2))  
 }  
 boot.dist = replicate(B, chi.boot(x, m, s))   
 m.ci = m - quantile(boot.dist[1, ], c(0.975, 0.025)) \* s/sqrt(n)   
 v.ci = (n - 1) \* s2/quantile(boot.dist[2, ], c(0.975, 0.025))   
 return(c(m.ci, v.ci))  
 }  
 return(chi.cis(x, B))   
 }  
chi.rep = replicate(1000, chi.sim(n, B = 1000))   
1 - mean(chi.rep[1, ] > 1) - mean(chi.rep[2, ] < 1)

## [1] 0.944

The coverage of this simulation is 0.944.

**Note: The number of bootstrap replications has little effect on relative accuracy, so keep B to a moderate value like 1000.**

## 8. For the Illinois rainstorms data:

**(a) Find the maximum likelihood estimates of the shape and rate parameters of a gamma distribution fitted to the data.**

dd = scan("illinois-rainstorms.txt")  
  
fit = fitdistr(dd, "gamma")  
fit

## shape rate   
## 0.44080171 1.96476293   
## (0.03376322) (0.24743990)

**(b) Plot (on the same graph): . The empirical CDF of the data; . The CDF of the gamma distribution you estimated.**

dd = scan("illinois-rainstorms.txt")  
  
fit = fitdistr(dd, "gamma")  
  
dd\_gamma = rgamma(length(dd), fit$estimate[1], fit$estimate[2])  
  
vals <- data.frame(actual=dd, gamma=dd\_gamma)  
  
ecdfplot(~ actual + gamma, data=vals, auto.key=list(space='right'))
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## 9. For the geyser.txt data:

**(a) Choose a bandwidth for a Gaussian kernel to estimate the PDF of waiting time, stating how how you (or R) calculated the bandwidth. Plot a Gaussian kernel density estimate of the PDF of waiting time using this bandwidth.**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
wait = dd$waiting  
  
f.hat = density(wait, bw = "nrd")  
  
plot(f.hat)
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I used the standard R function for plotting this. This function uses the standard formula for the bandwidth for the Gaussian kernal of 1.06 \* sd \* n ^ (-.2).

**(b) Your friend is allergic to normal distributions, and asks you to instead create a kernel density estimate using a uniform kernel with bandwidth 4 (meaning the kernel stretches two minutes up and down from each observation.) Plot such an estimate. Hint: Make sure the area under the curve is 1.**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
wait = dd$waiting  
  
f.hat = density(wait, bw = 4, kernel = "rectangular")  
  
plot(f.hat)
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I’m not sure this is what you were looking for, but I couldn’t find anything in the notes to help with this.

## 10. For the geyser.txt data:

**(a) Plot a conditional density estimate of eruption duration given the previous waiting time. Describe what your plot tells you.**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
dur.cdens = npcdens(duration ~ waiting, data = dd)
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grid = expand.grid(waiting = seq(min(dd$waiting), max(dd$waiting), 1), duration = seq(min(dd$duration), max(dd$duration), 0.1))  
  
f.hat = predict(dur.cdens, newdata = grid)  
  
wireframe(f.hat ~ grid$waiting \* grid$duration, xlab = "Waiting Time", ylab = "Duration", zlab = "f")
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grid2 = expand.grid(waiting = seq(min(dd$waiting), max(dd$waiting), 10), duration = seq(min(dd$duration), max(dd$duration), 0.1))  
f.hat2 = predict(dur.cdens, newdata = grid2)  
predict.df = data.frame(grid2, density = f.hat2)  
ggplot(predict.df, aes(x = duration, y = density, group = waiting, color = waiting)) + geom\_line()
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These plots indicate that the probablilty density changes for various levels of the predictor variable. Specifically that for higher levels of waiting time the density function for the duration shows higher probablilties for lower duration. Similarly as the waiting time increases the density function shifts to give higher probabilities to shorter durations.

**(b) Plot a conditional density estimate of waiting time given the previous eruption duration. (You’ll have to manipulate the data to get the previous duration to line up with the following waiting time.) Describe what your plot tells you.**

dd = read.csv("geyser.txt", sep = " ", header = TRUE)  
  
shift <- function(x, n){  
 c(x[-(seq(n))], rep(NA, n))  
}  
  
dd$waiting <- shift(dd$waiting, 1)  
  
dd = head(dd,-1)  
  
wait.cdens = npcdens(waiting ~ duration, data = dd)
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grid = expand.grid(duration = seq(min(dd$duration), max(dd$duration), .1), waiting = seq(min(dd$waiting), max(dd$waiting), 1))  
  
f.hat = predict(wait.cdens, newdata = grid)  
  
wireframe(f.hat ~ grid$duration \* grid$waiting, xlab = "Previous Duration", ylab = "Waiting Time", zlab = "f")

![](data:image/png;base64,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)

grid2 = expand.grid(duration = seq(min(dd$duration), max(dd$duration), .5), waiting = seq(min(dd$waiting), max(dd$waiting), 0.1))  
f.hat2 = predict(wait.cdens, newdata = grid2)  
predict.df = data.frame(grid2, density = f.hat2)  
ggplot(predict.df, aes(x = waiting, y = density, group = duration, color = duration)) + geom\_line()
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These plots indicate that the probablilty density changes for various levels of the predictor variable. Specifically that for higher levels of previous duration the density function for the waiting time shows higher probablilties for longer waiting times. Similarly as the previous duration decreases the density function shifts to give higher probabilities to shorter waiting times.