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* Chapter 1: Introduction
* Motivation / Introduction *(what was already done, why this work even exists, how this relates to other IDEs, what is Frege)*

(Classic intro,a lot of wiki references to say the obvious and well known.)

(what are IDES) (<https://en.wikipedia.org/wiki/Integrated_development_environment>) Integrated development environments (abbreviated IDEs) are a set of software applications that provide tools and facilities to computer programmers. They greatly ease the process of software development, providing features like intelligent code completion, syntax highlighting, build automation tools, debugger, etc. (…add anything??)

(what is Frege) (<https://en.wikipedia.org/wiki/Frege_(programming_language)> Frege, named after the German mathematician, ~~logician and philosopher~~ [Gottlob Frege](https://en.wikipedia.org/wiki/Gottlob_Frege), is a functional language heavily based on Haskell (add ref. link) for the Java virtual machine. It is considered a Haskell dialect, sometimes called “a Haskell for the JVM”. (…todo)

known IDEs

There are several IDEs for Haskell, not many specifically built to support Frege. Examples can be found at <https://wiki.haskell.org/IDEs>, most of them providing mainly syntax highlighting, macros and project management features, while some also provide more advanced features like code completion or type evaluation and inspection.

That being said, all of the notable IDEs are text-based, (add explanation?

See <https://en.wikipedia.org/wiki/Structure_editor>

…most source code editors are instead text editors with additional features such as syntax highlighting and code folding, rather than structure editors. The editors in some integrated development environments parse the source code and generate a parse tree, allowing the same analysis as by a structure editor, but the actual editing of the source code is generally done as raw text.

). In this work, however, we try to approach the topic from a different view and try to design a projectional editor (/IDE) specifically for the Frege programming language.

(what is projectional editor) quoting <https://en.wikipedia.org/wiki/Structure_editor>

A projectional editor (aka structure, structured editor), is a document editor that is cognizant of the document’s underlying structure. They are usually used to edit hierarchical or marked up text, computer programs, diagrams, and any other type of content with clear and well-defined structure. While for the most computer programs a conventional text-based IDE may be more suitable, for specific programming languages, especially DSL (<https://en.wikipedia.org/wiki/Domain-specific_language>) a projectional editor might prove to be a more effective tool.

<https://martinfowler.com/bliki/ProjectionalEditing.html> *- additional info sources*

In this work we want to design a projectional editor supporting a certain subset of the (features of) Frege programming language and examine what are the advantages and disadvantages of such approach over creating a conventional text-based IDE.

* Goals (What I strived to achieve in this work, what subset of features should make / made it here, why exactly this, how this relates to projectional IDEs – MPS, why choose a projectional IDE, what is MPS – very shortly)

As was already mentioned in this paper, in this work we design a projectional editor for a subset of (features of) Frege programming language.

We have chosen JetBrains® *(legality, trademarks, etc.? check)* MPS platform as an underlying tool for designing our IDE. (briefly - why:) MPS (standing for “Meta-programming system”) is an open source software solution allowing developers and language designers to create different kinds of projectional IDEs. It is a so called language workbench (A language workbench is a software development tool designed to define, reuse and compose domain-specific languages together with their integrated development environment. - <https://en.wikipedia.org/wiki/Language_workbench>)

It allows for creating both simple and complex languages, especially DSLs, while also allowing extending existing ones, when the languages available do not meet the needs of a developer. *(quoting MPSLW I.)* MPS has a large set of features allowing for designing editors which closely resemble those from conventional, text-based, IDEs.

Frege, based on Haskell language, has rather many syntactic (and semantic) constructs for this work to be able to include them all. We have therefore focused our attention only on the most important features worth examining, such as function declaration and definition, operators and (custom) datatypes. Our ideal IDE will have a user-friendly editor that should emulate normal text editing and writing code in the way that most Frege and Haskell developers are used to. This should be accompanied by a context help, sometimes referred to as ‘intellisense’, which would allow for referencing already defined functions, operators, variables, etc., in the corrects spots in the code. Last, but not least, we will strive for a type checker, which would be able to find small mistakes in the code, such as calling a function with illegal arguments, or evaluate type of an expression.

* *Outline (what other chapters are here, what can be found there)*

More about MPS tool is written in chapter 2, which examines what MPS is, what it can do and what are its limitations. The chapter examines a project structure in MPS, how to define an editor for a simple language and how to tackle certain problems.

Frege is described more in chapter 3, where we also take a look into what features we actually wanted to implement in our IDE.

Chapter 4 examines Frege grammar and how it relates to the features we want to support. We describe how the grammar should be transformed into concepts in MPS tool on the high-level. We provide a brief analysis and try to explain our decisions.

Chapter 5 is dedicated to the concrete work implementation. We show how exactly the grammar from chapter 4 was transformed into MPS concepts, how the editor was designed, how we tackled problems with references and context help. We conclude the chapter with type system, where we describe some of the more interesting algorithms used in the work, such as the one to evaluate type of expressions or inference types of function arguments, when provided with the function’s annotation.

We evaluate our decisions in chapter 6 where we also examine the advantages and disadvantages of the implemented projectional editor over standard text-based IDEs.

A brief summary of the whole work may be found in the conclusion, where we strive to answer the final question, whether projectional IDEs are good for functional languages.

After that, references of the used literature may be found and appendix, which provides some of the more interesting source materials.

**Frege features – later!**

~~Frege, based on Haskell language, has rather many syntactic (and semantic) constructs for this work to be able to include them all.~~ We, therefore, focus only on the parts of the Frege that make it so popular functional language. ‘Syntactic sugars’ are for the most part omitted, as well as monads, which make Frege appear less functional and a more of an imperative programming language. To include more advanced features, like context help (references) and type system checking, we also had to keep the complexity of the work reasonably small (feasible) and thus concepts like classes and instances had to be omitted as well.

The following part includes the high level concepts of the supported Frege features.

(graphics / visuals.)

**module** fregeide.Skeleton

* A Frege program, or more specifically, a module, has to begin with a concept declaring its name. This allows for a module to be imported in other Frege modules while also making it clear to a developer (reading a program) what it does.

**module** fregeide.Skeleton(module fregeide.Submodule, ff, gg, hh)

* A module may specify which parts of the definition are visible to the outside (meaning: encapsulation). We may export functions, operators and declared datatypes. Additionally it is possible to re-export imported modules (see below).

**import** fregeide.Submodule

* We may import (one or more) modules inside the current one. This allows for usage of the imported functions, operators and datatypes.

**import** fregeide.Submodule as Sub (xx, yy)

* It is possible to specify which functions, operators and datatypes should be brought into the current namespace (we assume for simplicity there will be no naming conflicts), and which should be referenced by providing their full qualified names.

Infixr, function definition, annotation, type, data