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**DEPARTMENT OF COMPUTER SCIENCE AND ENGINEERING**

**LAB MANUAL**

**CS 6411- Computer Network Lab Manual**

**Year / Semester: II / IV**

**EX.NO:1 Implementation of Stop and Wait Protocol and Sliding**

**Window Protocol**
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**AIM:**
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To write a java program to perform sliding window.

**ALGORITHM:**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program :**

import java.net.\*; import java.io.\*; import java.rmi.\*; public class slidsender

{

public static void main(String a[])throws Exception

{

ServerSocket ser=new ServerSocket(10); Socket s=ser.accept();

DataInputStream in=new DataInputStream(System.in); DataInputStream in1=new DataInputStream(s.getInputStream()); String sbuff[]=new String[8];

PrintStream p;

int sptr=0,sws=8,nf,ano,i; String ch;

do

{

p=new PrintStream(s.getOutputStream()); System.out.print("Enter the no. of frames : "); nf=Integer.parseInt(in.readLine()); p.println(nf);

if(nf<=sws-1)

{

System.out.println("Enter "+nf+" Messages to be send\n");

for(i=1;i<=nf;i++)

{

sbuff[sptr]=in.readLine();
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p.println(sbuff[sptr]);

sptr=++sptr%8;

}

sws-=nf;
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System.out.print("Acknowledgment received"); ano=Integer.parseInt(in1.readLine()); System.out.println(" for "+ano+" frames"); sws+=nf;

}

else

{

System.out.println("The no. of frames exceeds window size");

break;

}

System.out.print("\nDo you wants to send some more frames : ");

ch=in.readLine(); p.println(ch);

} while(ch.equals("yes")); s.close();

}

}

**RECEIVER PROGRAM**

import java.net.\*; import java.io.\*; class slidreceiver

{

public static void main(String a[])throws Exception

{

Socket s=new Socket(InetAddress.getLocalHost(),10); DataInputStream in=new DataInputStream(s.getInputStream()); PrintStream p=new PrintStream(s.getOutputStream());

int i=0,rptr=-1,nf,rws=8; String rbuf[]=new String[8]; String ch; System.out.println(); do

{ nf=Integer.parseInt(in.readLine()); if(nf<=rws-1)

{
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for(i=1;i<=nf;i++)

{

rptr=++rptr%8;

rbuf[rptr]=in.readLine();
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System.out.println("The received Frame " +rptr+" is : "+rbuf[rptr]);

}

rws-=nf;

System.out.println("\nAcknowledgment sent\n");

p.println(rptr+1); rws+=nf; }

else break; ch=in.readLine();

}

while(ch.equals("yes"));

}

}

**OUTPUT:**

**//SENDER OUTPUT**

Enter the no. of frames : 4

Enter 4 Messages to be send

hiii

how r u

i am fine

how is evryone

Acknowledgment received for 4 frames

Do you wants to send some more frames : no

**//RECEIVER OUTPUT**

The received Frame 0 is : hiii

The received Frame 1 is : how r u

The received Frame 2 is : i am fine

The received Frame 3 is : how is everyone

**EX.NO:2 Study of Socket Programming and Client – Server model**
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**AIM:**
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To implement socket programming date and time display from client to server using TCP Sockets

**ALGORITHM:**

1. Create a server socket and bind it to port.

**Server**

2. Listen for new connection and when a connection arrives, accept it.

3. Send server‟s date and time to the client.

4. Read client‟s IP address sent by the client.

5. Display the client details.

6. Repeat steps 2-5 until the server is terminated.

7. Close all streams.

8. Close the server socket.

9. Stop.

**Client**

1. Create a client socket and connect it to the server‟s port number.

2. Retrieve its own IP address using built-in function.

3. Send its address to the server.

4. Display the date & time sent by the server.

5. Close the input and output streams.

6. Close the client socket.

7. Stop.

**PROGRAM:**

**//TCP Date Server--tcpdateserver.java**

import java.net.\*; import java.io.\*; import java.util.\*; class tcpdateserver

{

public static void main(String arg[])

{

ServerSocket ss = null; Socket cs; PrintStream ps; BufferedReader dis;

String inet; try

{

ss = new ServerSocket(4444); System.out.println("Press Ctrl+C to quit"); while(true)

{

cs = ss.accept();

ps = new PrintStream(cs.getOutputStream());
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Date d = new Date()

ps.println(d);
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dis = new BufferedReader(new InputStreamReader(cs.getInputStream()));

inet = dis.readLine(); System.out.println("Client System/IP address is :"+ inet);

ps.close(); dis.close();

}

}

catch(IOException e)

{ System.out.println("The exception is :" + e);

}

}

}

**// TCP Date Client--tcpdateclient.java**

import java.net.\*; import java.io.\*; class tcpdateclient

{

public static void main (String args[])

{ Socket soc; BufferedReader dis; String sdate; PrintStream ps;

try { InetAddress ia = InetAddress.getLocalHost();

if (args.length == 0)

soc = new Socket(InetAddress.getLocalHost(),4444);

else soc = new Socket(InetAddress.getByName(args[0]),4444);

dis = new BufferedReader(new InputStreamReader(soc.getInputStream())); sdate=dis.readLine(); System.out.println("The date/time on server is : " +sdate); ps = new PrintStream(soc.getOutputStream());

ps.println(ia); ps.close(); catch(IOException e)

{

System.out.println("THE EXCEPTION is :" + e);

}

}

} **OUTPUT Server:**

$ javac tcpdateserver.java $

java tcpdateserver

Press Ctrl+C to quit Client System/IP address is : localhost.localdomain/127.0.0.1 Client

System/IP address is : localhost.localdomain/127.0.0.1
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**Client:** $
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javac tcpdateclient.java $ java tcpdateclient The date/time on server is: Wed Jul 06 07:12:03

GMT 2011

Every time when a client connects to the server, server‟s date/time will be returned to the client for synchronization.

**RESULT:**

Thus the program for implementing to display date and time from client to server using

TCP Sockets was executed successfully and output verified using various samples.

**EX.NO:3 Write a code simulating ARP /RARP protocols.**
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Aim:
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To write a java program for simulating arp/rarp protocols

**ALGORITHM:**

**server**

1. Create a server socket and bind it to port.

2. Listen for new connection and when a connection arrives, accept it.

3. Send server‟s date and time to the client.

4. Read client‟s IP address sent by the client.

5. Display the client details.

6. Repeat steps 2-5 until the server is terminated.

7. Close all streams.

8. Close the server socket.

9. Stop.

**Client**

1. Create a client socket and connect it to the server‟s port number.

2. Retrieve its own IP address using built-in function.

3. Send its address to the server.

4. Display the date & time sent by the server.

5. Close the input and output streams.

6. Close the client socket.

7. Stop.

Program

Program for Address Resolutuion Protocol (ARP) using TCP

**Client:**

import java.io.\*; import java.net.\*; import java.util.\*; class Clientarp

{

public static void main(String args[])

{

try
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BufferedReader in=new BufferedReader(new InputStreamReader(System.in));

Socket clsct=new Socket("127.0.0.1",139);

DataInputStream din=new DataInputStream(clsct.getInputStream()); DataOutputStream dout=new DataOutputStream(clsct.getOutputStream()); System.out.println("Enter the Logical address(IP):");

String str1=in.readLine(); dout.writeBytes(str1+'\n'); String str=din.readLine();

System.out.println("The Physical Address is: "+str);

clsct.close();

}

catch (Exception e)

{ System.out.println(e);

}

}

}

**Server:**

import java.io.\*; import java.net.\*; import java.util.\*; class Serverarp

{

public static void main(String args[])

{

try

{

ServerSocket obj=new ServerSocket(139); Socket obj1=obj.accept();

while(true)

{

DataInputStream din=new DataInputStream(obj1.getInputStream()); DataOutputStream dout=new DataOutputStream(obj1.getOutputStream()); String str=din.readLine();

String ip[]={"165.165.80.80","165.165.79.1"}; String mac[]={"6A:08:AA:C2","8A:BC:E3:FA"}; for(int i=0;i<ip.length;i++)

{
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if(str.eqwuwalws(.ivpi[diy])a)rthiplus.com

{

dout.writeBytes(mac[i]+'\n');

break;

}

}

obj.close();

}

}

catch(Exception e)

{

System.out.println(e);

}

}

}

**Output:**

E:\networks>java Serverarp E:\networks>java Clientarp Enter the Logical address(IP):

165.165.80.80

The Physical Address is: 6A:08:AA:C2

Program for Reverse Address Resolutuion Protocol (RARP) using UDP

**Client:**

import java.io.\*; import java.net.\*; import java.util.\*; class Clientrarp12

{

public static void main(String args[])

{

try

{

DatagramSocket client=new DatagramSocket(); InetAddress addr=InetAddress.getByName("127.0.0.1"); byte[] sendbyte=new byte[1024];

byte[] receivebyte=new byte[1024];

BufferedReader in=new BufferedReader(new InputStreamReader(System.in)); System.out.println("Enter the Physical address (MAC):");
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String str=in.readLinew()w; w.vidyarthiplus.com

sendbyte=str.getBytes(); DatagramPacket sender=new

DatagramPacket(sendbyte,sendbyte.length,addr,1309);

client.send(sender);

DatagramPacket receiver=new DatagramPacket(receivebyte,receivebyte.length);

client.receive(receiver);

String s=new String(receiver.getData()); System.out.println("The Logical Address is(IP): "+s.trim()); client.close();

}

catch(Exception e)

{

System.out.println(e);

}

}

}

**Server:**

import java.io.\*; import java.net.\*; import java.util.\*; class Serverrarp12

{

public static void main(String args[])

{

try

{

DatagramSocket server=new DatagramSocket(1309);

while(true)

{

byte[] sendbyte=new byte[1024]; byte[] receivebyte=new byte[1024]; DatagramPacket receiver=new

DatagramPacket(receivebyte,receivebyte.length);

server.receive(receiver);

String str=new String(receiver.getData()); String s=str.trim();

//System.out.println(s);

InetAddress addr=receiver.getAddress();

int port=receiver.getPort();
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String ip[]={"1w6w5.w1.6v5i.d8y0a.r8t0h"ip,"l1u6s.5c.o1m65.79.1"}; String mac[]={"6A:08:AA:C2","8A:BC:E3:FA"}; for(int i=0;i<ip.length;i++)

{

if(s.equals(mac[i]))

{

sendbyte=ip[i].getBytes(); DatagramPacket sender=new

DatagramPacket(sendbyte,sendbyte.length,addr,port);

server.send(sender);

break;

}

}

break;

}

}

catch(Exception e)

{

System.out.println(e);

}

}

}

**Output:**

I:\ex>java Serverrarp12

I:\ex>java Clientrarp12

Enter the Physical address (MAC):

6A:08:AA:C2

The Logical Address is(IP): 165.165.80.80

Result :

Thus the program for implementing to display simulating ARP /RARP protocols.
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**EX-NO. 4. Write a code simulating PING and TRACEROUTE commands**

**Aim:**

To Write The java program for simulating ping and traceroute commands

**ALGORITHM:**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program**

//pingclient.java import java.io.\*; import java.net.\*;

import java.util.Calendar;

class pingclient

{

public static void main(String args[])throws Exception

{

String str; int c=0; long t1,t2;

Socket s=new Socket("127.0.0.1",5555);

DataInputStream dis=new DataInputStream(s.getInputStream()); PrintStream out=new PrintStream(s.getOutputStream()); while(c<4)

{

t1=System.currentTimeMillis();

str="Welcome to network programming world"; out.println(str); System.out.println(dis.readLine()); t2=System.currentTimeMillis(); System.out.println(";TTL="+(t2-t1)+"ms");

c++;

}

s.close();
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}

//pingserver.java import java.io.\*; import java.net.\*; import java.util.\*; import java.text.\*; class pingserver

{

public static void main(String args[])throws Exception

{

ServerSocket ss=new ServerSocket(5555); Socket s=ss.accept();

int c=0;

while(c<4)

{

DataInputStream dis=new DataInputStream(s.getInputStream()); PrintStream out=new PrintStream(s.getOutputStream());

String str=dis.readLine();

out.println("Reply from"+InetAddress.getLocalHost()+";Length"+str.length());

c++;

}

s.close();

}

}

Out put :

**Result:**

Thus the program was implementing to simulating ping and traceroute commands
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**5. Create a socket for HTTP for web page upload and download.**

**Aim:**

To write a java program for socket for HTTP for web page upload and download .

**Algorithm**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program :**

import javax.swing.\*;

import java.net.\*;

import java.awt.image.\*; import javax.imageio.\*; import java.io.\*;

import java.awt.image.BufferedImage; import java.io.ByteArrayOutputStream; import java.io.File;

import java.io.IOException;

import javax.imageio.ImageIO;

public class Client{

public static void main(String args[]) throws Exception{ Socket soc;

BufferedImage img = null;

soc=new Socket("localhost",4000); System.out.println("Client is running. "); try {

System.out.println("Reading image from disk. ");

img = ImageIO.read(new File("digital\_image\_processing.jpg")); ByteArrayOutputStream baos = new ByteArrayOutputStream();

baos.flush();

ImageIO.write(img, "jpg", baos);

byte[] bytes = baos.toByteArray();

baos.close();
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System.out.println("Sending imwawgewt.ovisdeyrvaertrh.i"p)l;us.com

OutputStream out = soc.getOutputStream(); DataOutputStream dos = new DataOutputStream(out); dos.writeInt(bytes.length);

dos.write(bytes, 0, bytes.length); System.out.println("Image sent to server. ");

dos.close();

out.close();

}catch (Exception e) {

System.out.println("Exception: " + e.getMessage());

soc.close();

}

soc.close();

}

}

import java.net.\*;

import java.io.\*;

import java.awt.image.\*; import javax.imageio.\*; import javax.swing.\*;

class Server {

public static void main(String args[]) throws Exception{ ServerSocket server=null;

Socket socket;

server=new ServerSocket(4000); System.out.println("Server Waiting for image");

socket=server.accept(); System.out.println("Client connected."); InputStream in = socket.getInputStream(); DataInputStream dis = new DataInputStream(in);

int len = dis.readInt();

System.out.println("Image Size: " + len/1024 + "KB");

byte[] data = new byte[len]; dis.readFully(data); dis.close();

in.close();

InputStream ian = new ByteArrayInputStream(data); BufferedImage bImage = ImageIO.read(ian);

JFrame f = new JFrame("Server"); ImageIcon icon = new ImageIcon(bImage); JLabel l = new JLabel();
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l.setIcon(icon); f.add(l); f.pack();

f.setVisible(true);

}

}

[cs6411](http://www.vidyarthiplus.com)

**Output**

When you run the client code, following output screen would appear on client side.

![](data:image/jpeg;base64,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)

**RESULT**

Thus the program was implementing to socket for HTTP for web page upload and download.
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**EX-NO 6. Write a program**ww**to**w**i**.v**m**id**p**y**l**a**e**r**m**thi**e**p**n**lu**t**s.**R**co**P**m**C (Remote Procedure Call)**

**Aim:**

To write a java program to implement RPC (remote procedure call

**Algorithm :**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program:**

RPC PROGRAM

**Client**

import java.io.\*;

import java.net.\*; import java.util.\*; class Clientrpc

{

public static void main(String args[])

{

try

{

BufferedReader in=new BufferedReader(new InputStreamReader(System.in)); Socket clsct=new Socket("127.0.0.1",139);

DataInputStream din=new DataInputStream(clsct.getInputStream()); DataOutputStream dout=new DataOutputStream(clsct.getOutputStream());

System.out.println("Enter String"); String str=in.readLine(); dout.writeBytes(str+'\n'); clsct.close();

}

}

**Server**

catch (Exception e)

{ System.out.println(e);

}

}

import java.io.\*;

import java.net.\*;
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import java.util.\*;

class Serverrpc

{
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public static void main(String args[])

{

try

{

ServerSocket obj=new ServerSocket(139);

while(true)

{

Socket obj1=obj.accept();

DataInputStream din=new DataInputStream(obj1.getInputStream()); DataOutputStream dout=new DataOutputStream(obj1.getOutputStream()); String str=din.readLine();

Process p=Runtime.getRuntime().exec(str);

}

}

catch(Exception e)

{

System.out.println(e);

}

}

}

**OUTPUT**

Server

Y:\networks\remote>java Serverrpc

Client

Y:\networks\remote>java Clientrpc

Enter String calc

**Result :**

Thus the program was implementing to implement RPC (remote procedure call
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**EX-NO 7. I**w**m**w**p**w**l**.**e**v**m**idy**e**a**n**rth**a**i**t**p**i**l**o**u**n**s.c**o**o**f**m**Subnetting**

Aim:

Write a program to implement subnetting and find the subnet masks.

**Algorithm :**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program**

import java.util.Scanner;

class Subnet

{

public static void main(String args[])

{

Scanner sc = new Scanner(System.in); System.out.print(―Enter the ip address: ―); String ip = sc.nextLine();

String split\_ip[] = ip.split(―\\.‖);

//SPlit the string after every . String split\_bip[] = new String[4];

//split binary ip String bip = ―‖; for(int i=0;i<4;i++){

split\_bip[i] = appendZeros(Integer.toBinaryString(Integer.parseInt(split\_ip[i])));

// ―18‖ => 18 => 10010 => 00010010

bip += split\_bip[i];

}

System.out.println(―IP in binary is ―+bip); System.out.print(―Enter the number of addresses: ―); int n = sc.nextInt();
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//Calculation of mask
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int bits = (int)Math.ceil(Math.log(n)/Math.log(2)); /\*eg if address = 120, log 120/log 2 gives log

to the base 2 => 6.9068, ceil gives us upper integer \*/ System.out.println(―Number of bits required for address = ―+bits); int mask = 32-bits;

System.out.println(―The subnet mask is = ―+mask);

//Calculation of first address and last address int fbip[] = new int[32];

for(int i=0; i<32;i++) fbip[i] = (int)bip.charAt(i)-48; //convert cahracter 0,1 to integer 0,1 for(int i=31;i>31-bits;i–)//Get first address by ANDing last n bits with 0

fbip[i] &= 0;

String fip[] = {―‖,‖‖,‖‖,‖‖};

for(int i=0;i<32;i++)

fip[i/8] = new String(fip[i/8]+fbip[i]); System.out.print(―First address is = ―); for(int i=0;i<4;i++){ System.out.print(Integer.parseInt(fip[i],2)); if(i!=3) System.out.print(―.‖);

} System.out.println();

int lbip[] = new int[32];

for(int i=0; i<32;i++) lbip[i] = (int)bip.charAt(i)-48; //convert cahracter 0,1 to integer 0,1 for(int i=31;i>31-bits;i–)//Get last address by ORing last n bits with 1

lbip[i] |= 1;

String lip[] = {―‖,‖‖,‖‖,‖‖};

for(int i=0;i<32;i++)

lip[i/8] = new String(lip[i/8]+lbip[i]); System.out.print(―Last address is = ―); for(int i=0;i<4;i++){ System.out.print(Integer.parseInt(lip[i],2)); if(i!=3) System.out.print(―.‖);

} System.out.println();

}

static String appendZeros(String s){ String temp = new String(―00000000″); return temp.substring(s.length())+ s;

}

}
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**Output**

Enter the ip address: 100.110.150.10

IP in binary is 01100100011011101001011000001010

Enter the number of addresses: 7

Number of bits required for address = 3

The subnet mask is = 29

First address is = 100.110.150.8

Last address is = 100.110.150.15

Result :

Thus the Program was displayed implement subnetting and find the subnet masks.
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**EX-NO 8. Applications using TCP Sockets like**

**a. Echo client and echo server**

Aim

To write a java program for appalaction using TCP Sockets Links

Algorithm

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program :**

**/**echo client.java import java.io.\*; import java.net.\*; import java.util.\*; public class echoclient

{

public static void main(String args[])throws Exception

{

Socket c=null;

DataInputStream usr\_inp=null;

DataInputStream din=new DataInputStream(System.in); DataOutputStream dout=null;

try

{

c=new Socket("127.0.0.1",5678);

usr\_inp=new DataInputStream(c.getInputStream());

dout=new DataOutputStream(c.getOutputStream());

}

catch(IOException e)

{

}
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if(c!=null || usr\_inp!=null || dout!=nuwll)ww.vidyarthiplus.com

{

String unip;

while((unip=din.readLine())!=null)

{ dout.writeBytes(""+unip); dout.writeBytes("\n");

System.out.println("\n the echoed message"); System.out.println(usr\_inp.readLine()); System.out.println("\n enter your message");

}System.exit(0);

} din.close(); usr\_inp.close(); c.close();

}

}

//echoserver.java import java.io.\*; import java.net.\*;

public class echoserver

{

public static void main(String args[])throws Exception

{

ServerSocket m=null; Socket c=null;

DataInputStream usr\_inp=null;

DataInputStream din=new DataInputStream(System.in); DataOutputStream dout=null;

try

{

m=new ServerSocket(5678);

c=m.accept();

usr\_inp=new DataInputStream(c.getInputStream());

dout=new DataOutputStream(c.getOutputStream());

}

catch(IOException e)

{}

if(c!=null || usr\_inp!=null)
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{

String unip;

while(true)

{
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System.out.println("\nMessage from Client..."); String m1=(usr\_inp.readLine()); System.out.println(m1); dout.writeBytes(""+m1);

dout.writeBytes("\n");

}

} dout.close(); usr\_inp.close(); c.close();

}

}

**Output :**

**b. Chat**

/talkclient.java import java.io.\*; import java.net.\*; public class talkclient

{

public static void main(String args[])throws Exception

{

Socket c=null;

DataInputStream usr\_inp=null;

DataInputStream din=new DataInputStream(System.in); DataOutputStream dout=null;

try
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{

c=new Socket("127.0.0.1",1234);
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usr\_inp=new DataInputStream(c.getInputStream());

dout=new DataOutputStream(c.getOutputStream());

}

catch(IOException e)

{}

if(c!=null || usr\_inp!=null || dout!=null)

{

String unip;

System.out.println("\nEnter the message for server:");

while((unip=din.readLine())!=null)

{ dout.writeBytes(""+unip); dout.writeBytes("\n"); System.out.println("reply"); System.out.println(usr\_inp.readLine()); System.out.println("\n enter your message:");

} System.exit(0);

} din.close(); usr\_inp.close(); c.close();

}

}

//talkserver.java import java.io.\*; import java.net.\*; public class talkserver

{

public static void main(String args[])throws Exception

{

ServerSocket m=null; Socket c=null;

DataInputStream usr\_inp=null;

DataInputStream din=new DataInputStream(System.in); DataOutputStream dout=null;

try

{
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m=new ServerSocket(1234);

c=m.accept();
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usr\_inp=new DataInputStream(c.getInputStream());

dout=new DataOutputStream(c.getOutputStream());

}

catch(IOException e)

{}

if(c!=null||usr\_inp!=null)

{

String unip;

while(true)

{

System.out.println("\nmessage from client:"); String m1=usr\_inp.readLine(); System.out.println(m1); System.out.println("enter your message:"); unip=din.readLine(); dout.writeBytes(""+unip); dout.writeBytes("\n");

}

} dout.close(); usr\_inp.close(); c.close();

}

} OUTPUT:
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**C. File Transfer**

**Program**

import java.io.\*; import java.net.\*; import java.util.\*;

class Clientfile

**File Client**

{ public static void main(String args[])

{ Try

{

BufferedReader in=new BufferedReader(new InputStreamReader(System.in)); Socket clsct=new Socket("127.0.0.1",139);

DataInputStream din=new DataInputStream(clsct.getInputStream()); DataOutputStream dout=new DataOutputStream(clsct.getOutputStream()); System.out.println("Enter the file name:");

String str=in.readLine(); dout.writeBytes(str+'\n'); System.out.println("Enter the new file name:"); String str2=in.readLine();

String str1,ss;

FileWriter f=new FileWriter(str2);

char buffer[];

while(true)

{ str1=din.readLine(); if(str1.equals("-1")) break; System.out.println(str1); buffer=new char[str1.length()];

str1.getChars(0,str1.length(),buffer,0);

f.write(buffer);

}f.close(); clsct.close();

}

catch (Exception e)

{ System.out.println(e);
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}

}

}

import java.io.\*; import java.net.\*; import java.util.\*;

class Serverfile
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**Server**

{ public static void main(String args[])

{ Try

{

ServerSocket obj=new ServerSocket(139);

while(true)

{

Socket obj1=obj.accept();

DataInputStream din=new DataInputStream(obj1.getInputStream()); DataOutputStream dout=new DataOutputStream(obj1.getOutputStream()); String str=din.readLine();

FileReader f=new FileReader(str); BufferedReader b=new BufferedReader(f); String s;

while((s=b.readLine())!=null)

{ System.out.println(s);

dout.writeBytes(s+'\n');

} f.close(); dout.writeBytes("-1\n");

} }

catch(Exception e)

{ System.out.println(e);}

}

}
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**Output**

File content Computer networks jhfcgsauf

jbsdava jbvuesagv client

Enter the file name:

sample.txt server

Computer networks jhfcgsauf

jbsdava jbvuesagv client

Enter the new file name:

net.txt

Computer networks jhfcgsauf

jbsdava jbvuesagv Destination file Computer networks jhfcgsauf

jbsdava jbvuesagv
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**EX-NO 9. Applications using TCP and UDP Sockets like DNS, SNMP and File**

**Transfer**

**a.DNS Aim**

**To write a java program for Dns application program**

**Algorithm**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program**

**/ UDP DNS Server**

**Udpdnsserver**

**.**java import java.io.\*;

import java.net.\*;

public class udpdnsserver

{

private static int indexOf(String[] array, String str)

{

str = str.trim();

for (int i=0; i < array.length; i++)

{

if (array[i].equals(str)) return i;

}

return -1;

}

public static void main(String arg[])throws IOException

{

String[] hosts = {"yahoo.com", "gmail.com","cricinfo.com", "facebook.com"}; String[] ip = {"68.180.206.184", "209.85.148.19","80.168.92.140", "69.63.189.16"}; System.out.println("Press Ctrl + C to Quit");

while (true)
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DatagramSocket serversocket=new DatagramSocket(1362);

byte[] senddata = new byte[1021]; byte[] receivedata = new byte[1021]; DatagramPacket recvpack = new DatagramPacket (receivedata, receivedata.length); serversocket.receive(recvpack);

String sen = new String(recvpack.getData()); InetAddress ipaddress = recvpack.getAddress(); int port = recvpack.getPort();

String capsent;

System.out.println("Request for host " + sen);

if(indexOf (hosts, sen) != -1) capsent = ip[indexOf (hosts, sen)]; else capsent = "Host Not Found"; senddata = capsent.getBytes();

DatagramPacket pack = new DatagramPacket (senddata, senddata.length,ipaddress,port); serversocket.send(pack);

serversocket.close();

}

}

}

//**UDP DNS Client –**

Udpdnsclient

.java import java.io.\*;

import java.net.\*;

public class udpdnsclient

{

public static void main(String args[])throws IOException

{

BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); DatagramSocket clientsocket = new DatagramSocket();

InetAddress ipaddress;

if (args.length == 0)

ipaddress = InetAddress.getLocalHost();

else

ipaddress = InetAddress.getByName(args[0]);

byte[] senddata = new byte[1024];
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int portaddr = 1362; System.out.print("Enter the hostname : "); String sentence = br.readLine();

Senddata = sentence.getBytes();

DatagramPacket pack = new DatagramPacket(senddata,senddata.length, ipaddress,portaddr);

clientsocket.send(pack);

DatagramPacket recvpack =new DatagramPacket(receivedata,receivedata.length);

clientsocket.receive(recvpack);

String modified = new String(recvpack.getData()); System.out.println("IP Address: " + modified); clientsocket.close();

}

} **OUTPUT Server**

$ javac udpdnsserver.java $ java udpdnsserver Press Ctrl + C to Quit Request for host

yahoo.com Request for host cricinfo.com Request for host youtube.com

**Client**

$ javac udpdnsclient.java $ java udpdnsclient Enter the hostname : yahoo.com IP Address:

68.180.206.184 $ java udpdnsclient Enter the hostname : cricinfo.com IP Address:

80.168.92.140 $ java udpdnsclient Enter the hostname : youtube.com IP Address: Host Not

Found
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**b. SNMP Aim**

**To write a java program for SNMP application program**

**Algorithm**

1.Start the program.

2.Get the frame size from the user

3.To create the frame based on the user request.

4.To send frames to server from the client side.

5.If your frames reach the server it will send ACK signal to client otherwise it will send NACK signal to client.

6.Stop the program

**Program**

import java.io.IOException;

import org.snmp4j.CommunityTarget;

import org.snmp4j.PDU; import org.snmp4j.Snmp; import org.snmp4j.Target;

import org.snmp4j.TransportMapping;

import org.snmp4j.event.ResponseEvent;

import org.snmp4j.mp.SnmpConstants;

import org.snmp4j.smi.Address;

import org.snmp4j.smi.GenericAddress;

import org.snmp4j.smi.OID;

import org.snmp4j.smi.OctetString;

import org.snmp4j.smi.VariableBinding;

import org.snmp4j.transport.DefaultUdpTransportMapping;

public class SNMPManager {

Snmp snmp = null; String address = null;

\* Constructor

\* @param add

\*/
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public SNMPManager(String add)

{

address = add;
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public static void main(String[] args) throws IOException {

/\*\*

\* Port 161 is used for Read and Other operations

\* Port 162 is used for the trap generation

\*/

SNMPManager client = new SNMPManager("udp:127.0.0.1/161");

client.start();

/\*\*

\* OID - .1.3.6.1.2.1.1.1.0 => SysDec

\* OID - .1.3.6.1.2.1.1.5.0 => SysName

\* => MIB explorer will be usefull here, as discussed in previous article

\*/

String sysDescr = client.getAsString(new OID(".1.3.6.1.2.1.1.1.0")); System.out.println(sysDescr);

}

/\*\*

\* get any answers because the communication is asynchronous

\* and the listen() method listens for answers.

\* @throws IOException

\*/

private void start() throws IOException {

TransportMapping transport = new DefaultUdpTransportMapping();

snmp = new

Snmp(transport);

// Do not forget this line!

transport.listen();

}

/\*\*

\* Method which takes a single OID and returns the response from the agent as a String.

\* @param oid

\* @return

\* @throws IOException

\*/

public String getAsString(OID oid) throws IOException {

[cs6411](http://www.vidyarthiplus.com)

ResponseEvent event = get(new OIDw[w] {wo.viidd}y)a;rthiplus.com

return event.getResponse().get(0).getVariable().toString();

}

/\*\*

\* This method is capable of handling multiple OIDs

\* @param oids

\* @return

\* @throws IOException

\*/

public ResponseEvent get(OID oids[]) throws IOException { PDU pdu = new PDU();

for (OID oid : oids) {

pdu.add(new VariableBinding(oid));

}

pdu.setType(PDU.GET);

ResponseEvent event = snmp.send(pdu, getTarget(), null);

if(event != null) {

return event;

}

throw new RuntimeException("GET timed out");

}

/\*\*

\* This method returns a Target, which contains information about

\* where the data should be fetched and how.

\* @return

\*/

private Target getTarget() {

Address targetAddress = GenericAddress.parse(address); CommunityTarget target = new CommunityTarget();

target.setCommunity(new OctetString("public"));

target.setAddress(targetAddress); target.setRetries(2); target.setTimeout(1500);

target.setVersion(SnmpConstants.version2c);

return target;

}

}
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**OUT PUT**
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Hardware: x86 Family 6 Model 23 Stepping 10 AT/AT COMPATIBLE – Software: Windows

2000 Version 5.1 (Build 2600 Multiprocessor Free)

**RESULT**

Thus the SNMP program was displayed.

**c. File Transfer**

**AIM**

To write a java program for applaction using TCP and UDP Sockets Liks

**Program**

File Client import java.io.\*; import java.net.\*; import java.util.\*; class Clientfile

{ public static void main(String args[])

{ Try

{

BufferedReader in=new BufferedReader(new InputStreamReader(System.in)); Socket clsct=new Socket("127.0.0.1",139);

DataInputStream din=new DataInputStream(clsct.getInputStream()); DataOutputStream dout=new DataOutputStream(clsct.getOutputStream()); System.out.println("Enter the file name:");

String str=in.readLine(); dout.writeBytes(str+'\n'); System.out.println("Enter the new file name:"); String str2=in.readLine();

String str1,ss;

FileWriter f=new FileWriter(str2);

char buffer[];

while(true)

{ str1=din.readLine(); if(str1.equals("-1")) break; System.out.println(str1); buffer=new char[str1.length()];

str1.getChars(0,str1.length(),buffer,0);

f.write(buffer);
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} f.close(); clsct.close();

}

catch (Exception e)

{ System.out.println(e);

}

}

}

**Server**

import java.io.\*; import java.net.\*; import java.util.\*;

class Serverfile
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{ public static void main(String args[])

{ Try

{

ServerSocket obj=new ServerSocket(139);

while(true)

{

Socket obj1=obj.accept();

DataInputStream din=new DataInputStream(obj1.getInputStream()); DataOutputStream dout=new DataOutputStream(obj1.getOutputStream()); String str=din.readLine();

FileReader f=new FileReader(str); BufferedReader b=new BufferedReader(f); String s;

while((s=b.readLine())!=null)

{ System.out.println(s);

dout.writeBytes(s+'\n');

}f.close(); dout.writeBytes("-1\n");

} }

catch(Exception e)

{ System.out.println(e);}

}

}
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**Output**

File content Computer networks jhfcgsauf

jbsdava jbvuesagv client

Enter the file name:

sample.txt server

Computer networks jhfcgsauf

jbsdava jbvuesagv client

Enter the new file name:

net.txt

Computer networks jhfcgsauf

jbsdava jbvuesagv Destination file Computer networks jhfcgsauf

jbsdava

jbvuesagv
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**Result**

Thus the program was displayed application using file transfer
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**EX-NO 10. Study of Networ**w**k**w**s**w**im**.v**u**id**l**y**a**a**t**r**o**th**r**ip**(**l**N**us**S**.c**)**o**.a**m**nd Simulation of Congestion**

**Control Algorithms using NS**

**Aim:**

To Study of Network simulator (NS).and Simulation of Congestion Control Algorithms using

NS

**NET WORK SIMULATOR (NS2) Ns overview**

 Ns programming: A Quick start

 Case study I: A simple Wireless network

 Case study II: Create a new agent in Ns

**Ns overview**

 Ns Status

 Periodical release (ns-2.26, Feb 2003)

 Platform support

 FreeBSD, Linux, Solaris, Windows and Mac

**Ns unctionalities**

Routing, Transportation, Traffic sources,Queuing

disciplines, QoS

**Wireless**

Ad hoc routing, mobile IP, sensor-MAC Tracing, visualization and various utilitie NS(Network Simulators)

Most of the commercial simulators are GUI driven, while some network simulators are CLI driven. The network model / configuration describes the state of the network (nodes,routers, switches, links) and the events (data transmissions, packet error etc.). An important output of simulations are the trace files. Trace files log every packet, every event that occurred in the simulation and are used for analysis. Network simulators can also provide other tools to facilitate visual analysis of trends and potential trouble spots.

Most network simulators use discrete event simulation, in which a list of pending "events" is stored, and those events are processed in order, with some events triggering future events—such as the event of the arrival of a packet at one node triggering the event of the arrival of that packet at a downstream node.

Simulation of networks is a very complex task. For example, if congestion is high, thenestimation of the average occupancy is challenging because of high variance. To estimate the likelihood of a buffer overflow in a network, the time required for an accurate answer can be extremely large. Specialized techniques such as "control variates" and "importance sampling" have been developed to speed simulation.
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**Examples of network simulators**
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There are many both free/open-source and proprietary network simulators. Examples of

notable network simulation software are, ordered after how often they are mentioned in research papers:

1. ns (open source)

2. OPNET (proprietary software)

3. NetSim (proprietary software)

**Uses of network simulators**

Network simulators serve a variety of needs. Compared to the cost and time involved in setting up an entire test bed containing multiple networked computers, routers and data links, network simulators are relatively fast and inexpensive. They allow engineers, researchers to test scenarios that might be particularly difficult or expensive to emulate using real hardware - for instance, simulating a scenario with several nodes or experimenting with a new protocol in the network. Network simulators are particularly useful in allowing researchers to test new networking protocols or changes to existing protocols in a controlled and reproducible environment. A typical network simulator encompasses a wide range of networking technologies and can help the users to build complex networks from basic building blocks such as a variety of nodes and links. With the help of simulators, one can design hierarchical networks using various types of nodes like computers, hubs, bridges, routers, switches, links, mobile units etc.

Various types of Wide Area Network (WAN) technologies like TCP, ATM, IP etc. and Local Area Network (LAN) technologies like Ethernet, token rings etc., can all be simulated with a typical simulator and the user can test, analyze various standard results apart from devising some novel protocol or strategy for routing etc. Network simulators are also widely used to simulate battlefield networks in Network-centric warfare

There are a wide variety of network simulators, ranging from the very simple to the very complex. Minimally, a network simulator must enable a user to represent a network topology, specifying the nodes on the network, the links between those nodes and the traffic between the nodes. More complicated systems may allow the user to specify everything about the protocols used to handle traffic in a network. Graphical applications allow users to easily visualize the workings of their simulated environment. Text-based applications may provide a less intuitive interface, but may permit more advanced forms of customization.

**Packet loss**

occurs when one or morepacketsof data travelling across a computer networkfail to reachtheir

destination. Packet loss is distinguished as one of the three main error types encountered in digital communications; the other two being bit errorand spurious packets caused due to noise. Packets can be lost in a network because they may be dropped when a queue in the network node overflows. The amount of packet loss during the steady state is another important property of a congestion control scheme. The larger the value of packet loss, the more difficult it is for transportlayer protocols to maintain high bandwidths, the sensitivity to loss of individual packets, as well as to frequency and patterns of loss among longer packet sequences is strongly dependent on the application itself.
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**Throughput**
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This is the main performance measure characteristic, and most widely used. Incommunicationnetworks, such asEthernetorpacket radio, throughputor network throughputis the average rate of successfulmessage delivery over a communication channel. The throughput is usually measured inbitsper second (bit/s orbps), andsometimes indata packetsper second or data packets pertime slotThis measure how soon the receiver is able to get a certain amount of data send by the sender. It is determined as the ratio of the total data received to the end to end delay. Throughput is an important factor which directly impacts the network performance

**Delay**

Delay is the time elapsed while a packet travels from one point e.g., source premise or network

ingress to destination premise or network degrees. The larger the valueof delay, the more difficult it is for transport layer protocols to maintain highbandwidths. We will calculate end to end delay

**Queue Length**

A queuing system in networks can be described as packets arriving for service, waiting for

service if it is not immediate, and if having waited for service, leaving thesystem after being served. Thus queue length is very important characteristic to determine that how well the active queue management of the congestion control

algorithm has been working.

**RESULT**

Thus the study of Network simulator (NS2)was studied
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**11. Perform a case study about the**w**d**w**if**w**fe**.**r**v**e**i**n**dy**t** a**r**r**o**t**u**hi**t**p**in**lu**g**s.**a**c**l**o**g**m**orithms to select the network path with itsoptimum and economical during data transfer.**

**i. Link State routing**

**Aim:**

**To study the link state routing**

**Link State routing**

Routing is the process of selecting best paths in a network. In the past, the term routing was also

used to mean forwarding network traffic among networks. However this latter function is much better described as simply forwarding. Routing is performed for many kinds of networks, including the telephone network (circuit switching), electronic data networks (such as the Internet), and transportation networks. This article is concerned primarily with routing in electronic data networks using packet switching technology.

In packet switching networks, routing directs packet forwarding (the transit of logically addressed network packets from their source toward their ultimate destination) through intermediate nodes. Intermediate nodes are typically network hardware devices such as routers, bridges, gateways, firewalls, or switches. General-purpose computers can also forward packets and perform routing, though they are not specialized hardware and may suffer from limited performance. The routing process usually directs forwarding on the basis of routing tables which maintain a record of the routes to various network destinations. Thus, constructing routing tables, which are held in the router's memory, is very important for efficient routing. Most routing algorithms use only one network path at a time. Multipath routing techniques enable the use of multiple alternative paths.

In case of overlapping/equal routes, the following elements are considered in order to decide which routes get installed into the routing table (sorted by priority):

1. *Prefix-Length*: where longer subnet masks are preferred (independent of whether it is within a routing protocol or over different routing protocol)

2. *Metric*: where a lower metric/cost is preferred (only valid within one and the same routing protocol)

3. [*Administrative distance*: where a lower distance is preferred (only valid between different](http://en.wikipedia.org/wiki/Administrative_distance) routing protocols)

Routing, in a more narrow sense of the term, is often contrasted with bridging in its assumption that network addresses are structured and that similar addresses imply proximity within the network. Structured addresses allow a single routing table entry to represent the route to a group of devices. In large networks, structured addressing (routing, in the narrow sense) outperforms unstructured addressing (bridging). Routing has become the dominant form of addressing on the

Internet. Bridging is still widely used within localized environments.
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**ii. Flooding**
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**Flooding** s a simple routing algorithm in which every incoming packet is sent through every outgoing link except the one it arrived on.Flooding is used in bridging and in systems such as Usenet and peer-to-peer file sharing and as part of some routing protocols, including OSPF, DVMRP, and those used in ad-hoc wireless networks.There are generally two types of flooding available, Uncontrolled Flooding and Controlled Flooding.Uncontrolled Flooding is the fatal law of flooding. All nodes have neighbours and route packets indefinitely. More than two neighbours creates a broadcast storm.

Controlled Flooding has its own two algorithms to make it reliable, SNCF (Sequence Number Controlled Flooding) and RPF (Reverse Path Flooding). In SNCF, the node attaches its own address and sequence number to the packet, since every node has a memory of addresses and sequence numbers. If it receives a packet in memory, it drops it immediately while in RPF, the node will only send the packet forward. If it is received from the next node, it sends it back to the sender.

**Algorithm**

There are several variants of flooding algorithm. Most work roughly as follows:

1. Each node acts as both a transmitter and a receiver.

2. Each node tries to forward every message to every one of its neighbours except the source node.

This results in every message eventually being delivered to all reachable parts of the network. Algorithms may need to be more complex than this, since, in some case, precautions have to be

taken to avoid wasted duplicate deliveries and infinite loops, and to allow messages to eventually

expire from the system. A variant of flooding called *selective flooding* partially addresses these issues by only sending packets to routers in the same direction. In selective flooding the routers don't send every incoming packet on every line but only on those lines which are going approximately in the right direction.

**Advantages**

 f a packet can be delivered, it will (probably multiple times).

 Since flooding naturally utilizes every path through the network, it will also use the shortest path.

 This algorithm is very simple to implement.
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**Disadvantages**
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 Flooding can be costly in terms of wasted bandwidth. While a message may only have one destination it has to be sent to every host. In the case of a [ping flood or a](http://en.wikipedia.org/wiki/Ping_flood) [denial](http://en.wikipedia.org/wiki/Denial_of_service_attack) of[service attack, it can be harmful to the reliability of a](http://en.wikipedia.org/wiki/Denial_of_service_attack) [computer network.](http://en.wikipedia.org/wiki/Computer_network)

 Messages can become duplicated in the network further increasing the load on the

networks bandwidth as well as requiring an increase in processing complexity to disregard duplicate messages.

 Duplicate packets may circulate forever, unless certain precautions are taken:

 Use a hop count or a [time to live count and include it with each packet. This value should](http://en.wikipedia.org/wiki/Time_to_live) take into account the number of nodes that a packet may have to pass through on the way to its destination.

 Have each node keep track of every packet seen and only forward each packet once

 Enforce a [network topology without loops](http://en.wikipedia.org/wiki/Network_topology)

**iii . Distance vector**

In computer communication theory relating to packet-switched networks, a **distance- vector routing protocol** is one of the two major classes of routing protocols, the other major [class being the link-state protocol. Distance-vector routing protocols use the Bellman–Ford](http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm) [algorithm, Ford–Fulkerson algorithm, or DUAL FSM (in the case of Cisco Systems's protocols)](http://en.wikipedia.org/wiki/Ford%E2%80%93Fulkerson_algorithm) to calculate paths.

A distance-vector routing protocol requires that a router informs its neighbors of topology changes periodically. Compared to link-state protocols, which require a router to inform all the nodes in a network of topology changes, distance-vector routing protocols have less computational complexity and message overhead.

The term *distance vector* refers to the fact that the protocol manipulates *vectors* (arrays) of distances to other nodes in the network. The vector distance algorithm was the original ARPANET routing algorithm and was also used in the internet under the name of RIP (Routing Information Protocol).

Examples of distance-vector routing protocols include RIPv1 and RIPv2 and IGRP.

**Method**

Routers using distance-vector protocol do not have knowledge of the entire path to a destination. Instead they use two methods:

1. Direction in which router or exit interface a packet should be forwarded.

2. Distance from its destination

Distance-vector protocols are based on calculating the direction and distance to any link in a network. "Direction" usually means the next hop address and the exit interface. "Distance" is a
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measure of the cost to reach a certawinwnwod.vei.dTyahrethliepalsuts.ccoosmt route between any two nodes is the route with minimum distance. Each node maintains a vector (table) of minimum distance to every node. The cost of reaching a destination is calculated using various route metrics. RIP uses the hop count of the destination whereas IGRP takes into account other information such as node

delay and available bandwidth.

Updates are performed periodically in a distance-vector protocol where all or part of a router's routing table is sent to all its neighbors that are configured to use the same distance-vector routing protocol. RIP supports cross-platform distance vector routing whereas IGRP is a Cisco Systems proprietary distance vector routing protocol. Once a router has this information it is able to amend its own routing table to reflect the changes and then inform its neighbors of the changes. This process has been described as ‗routing by rumor‘ because routers are relying on the information they receive from other routers and cannot determine if the information is actually valid and true. There are a number of features which can be used to help with instability and inaccurate routing information.

EGP and BGP are not pure distance-vector routing protocols because a distance-vector protocol calculates routes based only on link costs whereas in BGP, for example, the local route preference value takes priority over the link cost.

**Count-to-infinity problem**

[The Bellman–Ford algorithm does not prevent routing loops from happening and suffers from](http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm) the **count-to-infinity problem**. The core of the count-to-infinity problem is that if A tells B that it has a path somewhere, there is no way for B to know if the path has B as a part of it. To see the problem clearly, imagine a subnet connected like A–B–C–D–E–F, and let the metric between the routers be "number of jumps". Now suppose that A is taken offline. In the vector-update-process B notices that the route to A, which was distance 1, is down – B does not receive the vector update from A. The problem is, B also gets an update from C, and C is still not aware of the fact that A is down – so it tells B that A is only two jumps from C (C to B to A), which is false. This slowly propagates through the network until it reaches infinity (in which case the algorithm corrects itself, due to the relaxation property of Bellman–Ford).

**RESULT**

Thus The Perform a case study about the different routing algorithms to select the network path with itsoptimum and economical during data transfer. Was complicated .
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