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**📘 React Stack Notes – Full Outline (Basic to Advanced + All Hooks)**

**📘Chapter 1: Introduction to React**

1. What is React?
2. Why React? (Benefits)
3. React vs Vanilla JS vs Other Frameworks
4. Key Features (Virtual DOM, Components, One-Way Data Flow)
5. React Workflow Overview (Tree, Rendering, Updates)
6. What is JSX?
7. How to Write and Render JSX

**📘Chapter 2: Environment Setup**

1. Install Node.js & npm
2. Create React App (CRA)
3. Vite (optional)
4. React Folder Structure Explained
5. Running Your First React App

**📘Chapter 3: Components & Props**

1. Functional Components
2. Class Components (for understanding legacy)
3. Props and Children
4. Default Props & PropTypes
5. Component Composition

**📘Chapter 4: useState Hook (State Handling)**

1. What is State?
2. useState Syntax & Usage
3. Multiple States
4. Updating State Based on Previous Value
5. Exercise: Counter App

**📘Chapter 5: Event Handling**

1. Handling Events in JSX
2. Passing Parameters to Event Handlers
3. Handling Forms and Inputs
4. Exercise: Registration Form

**📘Chapter 6: Conditional Rendering & Lists**

1. if/else, Ternary Operator
2. Logical AND (&&)
3. Rendering Lists with .map()
4. Unique Keys in List Rendering
5. Exercise: Todo App

**📘Chapter 7: useEffect Hook (Side Effects)**

1. What is a Side Effect?
2. useEffect Syntax & Usage
3. useEffect with Dependency Array
4. Cleanup Functions
5. Exercise: Live Clock / Fetch API on Load

**📘Chapter 8: useRef Hook**

1. useRef vs DOM Access
2. useRef for Focus/Input Fields
3. useRef for Storing Previous Values
4. useRef for Timer/Interval
5. Exercise: Input Focus on Button Click

**📘Chapter 9: useContext Hook (Global State)**

1. Prop Drilling Problem
2. Creating a Context
3. Using Context Provider & useContext
4. When to Use Context API
5. Exercise: Theme Switcher App

**📘Chapter 10: useReducer Hook**

1. What is Reducer?
2. useReducer vs useState
3. Creating Reducer Functions
4. Exercise: Complex Counter with Actions
5. Mini Project: Todo App with useReducer

**📘Chapter 11: useMemo Hook**

1. What is Memoization?
2. Preventing Expensive Recalculations
3. useMemo Syntax & Examples
4. Exercise: Fibonacci Calculator with useMemo

**📘Chapter 12: useCallback Hook**

1. Preventing Re-Renders of Child Components
2. useCallback vs useMemo
3. Passing Stable Functions to Children
4. Exercise: Optimized Button Click Tracker

**📘Chapter 13: Custom Hooks**

1. What are Custom Hooks?
2. Creating Reusable Hook Functions
3. Naming Conventions (useXYZ)
4. Example: useLocalStorage, useTimer
5. Exercise: Build your own useCounter Hook

**📘Chapter 14: React Router (v6+)**

1. Setting up React Router
2. <BrowserRouter>, <Routes>, <Route>
3. useParams, useNavigate, useLocation
4. Route Nesting
5. Protected Routes (basic)
6. Mini Project: Multi-Page Blog App

**📘Chapter 15: Forms and Validation**

1. Controlled Inputs
2. Form Handling
3. Basic Validation with useState
4. Libraries (Formik, Yup – Optional)
5. Exercise: Signup Form with Error Handling

**📘Chapter 16: API Integration (fetch & Axios)**

1. Using fetch()
2. Using Axios (GET, POST, PUT, DELETE)
3. Displaying Loading/Error/Success
4. Exercise: Fetch Users from JSONPlaceholder
5. Mini Project: Weather App

**📘Chapter 17: Component Communication**

1. Parent to Child (Props)
2. Child to Parent (Callback Props)
3. Sibling Communication (Lifting State Up)
4. Exercise: Like/Dislike Button Sync

**📘Chapter 18: State Management with Context + useReducer**

1. Combining useContext + useReducer
2. Global State Management Example
3. Mini Project: Global Todo App

**📘Chapter 19: Performance Optimization**

1. React.memo
2. useMemo & useCallback Review
3. Lazy Loading with React.lazy() and Suspense
4. Avoiding Unnecessary Re-Renders

**📘Chapter 20: Deployment**

1. npm run build
2. Hosting on Netlify, Vercel, Firebase
3. Using Environment Variables
4. Deployment Tips

**🟨 BONUS SECTIONS**

**🔹 All Hooks Summary Cheat Sheet**

* useState
* useEffect
* useContext
* useRef
* useReducer
* useMemo
* useCallback
* useLayoutEffect (advanced)
* useImperativeHandle (advanced)
* useId, useDebugValue (latest additions)
* Custom Hooks

**🔹 Mini Projects**

* Profile Card UI
* Todo List App
* Weather Fetch App
* Expense Tracker
* Blog Viewer (Router + API)
* Timer with Pause/Resume
* Contact Form with Backend Integration

**🔹 Interview Questions Bank**

* **Beginner:** JSX, Props, State, useState
* **Intermediate:** useEffect, useContext, Routing
* **Advanced:** useMemo, useCallback, Custom Hooks, Optimization
* **Real-world:** Component structure, API errors, Debugging

**📘Chapter 1 : Introduction to React**

This section will help you understand what React is, why it’s popular, how it compares to other tools, and what makes it powerful.

🔸 1. 𝗪𝗵𝗮𝘁 𝗶𝘀 𝗥𝗲𝗮𝗰𝘁?

🧠 Concept: React is a popular open-source JavaScript library for building user interfaces, especially single-page applications (SPAs). It was developed by Facebook in 2013.

📌 React helps developers build fast and interactive UIs using reusable components.

🚀 React = JavaScript + Components + Declarative UI

Example:

function Welcome() {

return <h1>Hello, React!</h1>;

}

—

🔸 2. 𝗪𝗵𝘆 𝗥𝗲𝗮𝗰𝘁? (𝗕𝗲𝗻𝗲𝗳𝗶𝘁𝘀)

✅ Key Advantages:

* 🔁 Reusable Components – Write once, use multiple times
* ⚡ Fast Performance – Uses Virtual DOM to optimize updates
* 🧩 Component-Based – Divide UI into logical, testable pieces
* 🎯 Declarative – Just describe what UI should look like
* 📦 Rich Ecosystem – Tons of libraries, tools, and community support
* 🛠 Backed by Facebook – Actively maintained

—

🔸 3. 𝗥𝗲𝗮𝗰𝘁 𝘃𝘀 𝗩𝗮𝗻𝗶𝗹𝗹𝗮 𝗝𝗦 𝘃𝘀 𝗢𝘁𝗵𝗲𝗿 𝗙𝗿𝗮𝗺𝗲𝘄𝗼𝗿𝗸𝘀

| **Feature** | **React** | **Vanilla JS** | **Angular / Vue** |
| --- | --- | --- | --- |
| Approach | Component-based | Manual DOM updates | Framework with more features |
| Performance | High (via Virtual DOM) | Slower with large UIs | Also optimized |
| Learning Curve | Moderate | Easy (but verbose) | Angular: steep / Vue: easy |
| Scalability | Excellent | Poor | Excellent |
| Code Maintenance | Easy (modular components) | Hard (spaghetti code) | Modular |

📌 Important: React is a library (not a full framework), giving developers more flexibility and freedom.

—

🔸 4. 𝗞𝗲𝘆 𝗙𝗲𝗮𝘁𝘂𝗿𝗲𝘀 (𝗩𝗶𝗿𝘁𝘂𝗮𝗹 𝗗𝗢𝗠, 𝗖𝗼𝗺𝗽𝗼𝗻𝗲𝗻𝘁𝘀, 𝗢𝗻𝗲-𝗪𝗮𝘆 𝗗𝗮𝘁𝗮 𝗙𝗹𝗼𝘄)

🟢 𝗩𝗶𝗿𝘁𝘂𝗮𝗹 𝗗𝗢𝗠 React maintains a virtual (in-memory) representation of the real DOM. It calculates the difference (diffing) and updates only the changed parts of the real DOM.

🟢 𝗖𝗼𝗺𝗽𝗼𝗻𝗲𝗻𝘁𝘀 Everything in React is a component (functions or classes). Each component is responsible for rendering a piece of the UI.

Example:

function Header() {

return <header>Welcome</header>;

}

🟢 𝗢𝗻𝗲-𝗪𝗮𝘆 𝗗𝗮𝘁𝗮 𝗙𝗹𝗼𝘄 Data flows from parent to child via props. This makes the app predictable and easier to debug.

—

🔸 5. 𝗥𝗲𝗮𝗰𝘁 𝗪𝗼𝗿𝗸𝗳𝗹𝗼𝘄 𝗢𝘃𝗲𝗿𝘃𝗶𝗲𝘄 (𝗧𝗿𝗲𝗲, 𝗥𝗲𝗻𝗱𝗲𝗿𝗶𝗻𝗴, 𝗨𝗽𝗱𝗮𝘁𝗲𝘀)

🧭 React Workflow (Simplified):

1. Build a component tree
2. Render components to Virtual DOM
3. Compare Virtual DOM with the previous version
4. Update only the changed parts in the real DOM

📌 React uses a diffing algorithm to make UI updates fast and efficient.

—

🔸 6. 𝗪𝗵𝗮𝘁 𝗶𝘀 𝗝𝗦𝗫?

🧠 Concept: JSX (JavaScript XML) is a syntax extension for JavaScript. It looks like HTML but works inside JavaScript.

🧾 JSX allows writing UI components using HTML-like syntax, which improves readability and developer experience.

Example:

const heading = <h1>Hello, JSX!</h1>;

📌 Important:

* JSX is not required, but it’s highly recommended.
* JSX is transpiled into React.createElement(…) under the hood.

—

🔸 7. 𝗛𝗼𝘄 𝘁𝗼 𝗪𝗿𝗶𝘁𝗲 𝗮𝗻𝗱 𝗥𝗲𝗻𝗱𝗲𝗿 𝗝𝗦𝗫

✅ JSX Syntax Rules:

* Always return a single parent element
* Use className instead of class
* Use camelCase for event handlers (onClick, onChange)
* Self-close tags without content

Example JSX:

function App() {

return (

<div>

<h1>My First JSX App</h1>

<p>JSX makes UI intuitive!</p>

</div>

);

}

✅ Rendering JSX to the DOM:

ReactDOM is used to render JSX to the root DOM element.

index.js:

import React from 'react';

import ReactDOM from 'react-dom/client';

import App from './App';

const root = ReactDOM.createRoot(document.getElementById('root'));

root.render(<App />);

—

📝 Mini Exercise:

* Create a component named Greeting and return a

**with your name.**

* Try nesting multiple JSX elements in a fragment (<></>).
* Add a button and attach an onClick event handler.

**📘Chapter 2 : Environment Setup**

This section covers everything you need to set up a working React development environment — from installing Node.js to running your first app.

🔹 **1. Install Node.js & npm**

🧠 Concept: Node.js is a runtime environment that allows you to run JavaScript on the server and is required for building and running React applications. npm (Node Package Manager) comes bundled with Node.js and is used to install packages.

📥 Steps:

* Visit: [https://nodejs.org](https://nodejs.org/)
* Download and install the LTS version.
* Verify installation:

Terminal:

node -v

npm -v

Example Output:

node -v → v20.12.2

npm -v → 10.5.0

✅ Note: You only need to install Node.js once on your system.

—

🔹 **2. Create React App (CRA)**

🧠 Concept: CRA is an officially supported way to create a new single-page React app with zero configuration. It comes pre-configured with Webpack, Babel, ESLint, and more.

📥 Create a React app:

Terminal:

npx create-react-app my-app

cd my-app

npm start

📂  Folder structure (after CRA setup):

* node\_modules/
* public/ └── index.html
* src/ ├── App.js └── index.js
* ![](data:image/png;base64,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)package.json

🟡 Note: CRA is great for beginners, but may not be ideal for advanced performance tuning.

—

🔹 **3. Vite (Optional Alternative to CRA)**

🧠 Concept: Vite is a modern frontend build tool that offers faster startup and hot reload times. It’s a great alternative to CRA.

📥 Install Vite:

Terminal:

npm create vite@latest my-vite-app

cd my-vite-app

npm install

npm run dev

You’ll be prompted to select a framework → choose React.

📦 Vite is lightweight, fast, and supports ES Modules by default.

—

🔹 **4. React Folder Structure Explained**

After creating a React app (using CRA or Vite), you’ll see a basic folder structure.

📂 src/ folder:

* index.js or main.jsx — Entry point of the app
* App.js — Root component
* components/ — Custom reusable components
* assets/ — Images, icons, styles
* styles/ — CSS or SCSS files
* pages/ — Page-level components (optional in large apps)
* hooks/ — Custom React hooks (optional)
* utils/ — Utility/helper functions (optional)
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🧠 Best Practice: Keep components modular and organize code by feature or route in large apps.

—

🔹 **5. Running Your First React App**

To start your app:

CRA:

npm start

Vite:

npm run dev

🧾 Output: A browser window will open with:

* [http://localhost:3000](http://localhost:3000/) (CRA)
* [http://localhost:5173](http://localhost:5173/) (Vite)

You should see the default “Welcome to React” or “Vite + React” page.

✅ Tip: Any changes you make in App.js will auto-reload in the browser (hot reload).

—

📝 Mini Exercises:

* Create a new React project using CRA and open it in VS Code.
* Explore the src folder and modify the App.js to display your name.
* Try creating a simple component (e.g., Hello.jsx) and render it inside App.

—

🧠 Summary Table:

| **Tool** | **Purpose** | **Command** |
| --- | --- | --- |
| Node.js | JavaScript runtime environment | node -v |
| npm | Package manager for JavaScript | npm install package-name |
| CRA | Quick start React app | npx create-react-app my-app |
| Vite | Lightweight React bundler | npm create vite@latest my-app |
| Start App | Run your app in local server | CRA: npm start / Vite: npm run dev |

—

**📘Chapter 3: Components & Props**

This section dives into the core building blocks of any React app—components and props. You’ll learn how to create components, pass data, and compose complex UIs using smaller reusable pieces.

🔸 1. 𝗙𝘂𝗻𝗰𝘁𝗶𝗼𝗻𝗮𝗹 𝗖𝗼𝗺𝗽𝗼𝗻𝗲𝗻𝘁𝘀

🧠 Concept: Functional components are JavaScript functions that return JSX. They are the most common and recommended way to build components in React.

Example:

function Welcome(props) {

return <h1>Hello, {props.name}!</h1>;

}

Modern ES6+ syntax using arrow functions:

const Welcome = ({ name }) => <h1>Hello, {name}!</h1>;

✅ Best Practice: Use functional components with hooks for modern React development.

—

🔸 2. 𝗖𝗹𝗮𝘀𝘀 𝗖𝗼𝗺𝗽𝗼𝗻𝗲𝗻𝘁𝘀 (𝗳𝗼𝗿 𝘂𝗻𝗱𝗲𝗿𝘀𝘁𝗮𝗻𝗱𝗶𝗻𝗴 𝗹𝗲𝗴𝗮𝗰𝘆)

🧠 Concept: Class components were the primary way to handle state and lifecycle methods before hooks were introduced.

Example:

import React, { Component } from 'react';

class Welcome extends Component {

render() {

return <h1>Hello, {this.props.name}!</h1>;

}

}

🟡 Note: Understanding class components is useful for reading legacy codebases but not necessary for most modern development.

—

🔸 3. 𝗣𝗿𝗼𝗽𝘀 𝗮𝗻𝗱 𝗖𝗵𝗶𝗹𝗱𝗿𝗲𝗻

🧠 Concept: Props (short for properties) are used to pass data from one component to another, usually from parent to child.

Example:

function Greeting(props) {

return <p>Hello, {props.name}</p>;

}

<Greeting name="John" />

📦 Children Prop: You can pass JSX inside a component using props.children.

Example:

function Wrapper(props) {

return <div className="box">{props.children}</div>;

}

<Wrapper>

<p>This is wrapped content</p>

</Wrapper>

—

🔸 4. 𝗗𝗲𝗳𝗮𝘂𝗹𝘁 𝗣𝗿𝗼𝗽𝘀 & 𝗣𝗿𝗼𝗽𝗧𝘆𝗽𝗲𝘀

🧠 Concept:

* Default Props: Set default values for props.
* PropTypes: Help document and type-check props at runtime.

Example:

function Message({ text }) {

return <p>{text}</p>;

}

Message.defaultProps = {

text: "Hello World!",

};

Message.propTypes = {

text: PropTypes.string,

};

🧩 You need to import PropTypes from ‘prop-types’:

import PropTypes from 'prop-types';

—

🔸 5. 𝗖𝗼𝗺𝗽𝗼𝗻𝗲𝗻𝘁 𝗖𝗼𝗺𝗽𝗼𝘀𝗶𝘁𝗶𝗼𝗻

🧠 Concept: Component composition is the idea of building complex UIs by combining multiple components together like Lego blocks.

Example:

function Header() {

return <h1>My Website</h1>;

}

function Content() {

return <p>Welcome to my site.</p>;

}

function Page() {

return (

<div>

<Header />

<Content />

</div>

);

}

📌 This approach makes your UI modular, maintainable, and reusable.

—

📝 Mini Exercises:

* Create a functional component named UserCard with props for name and age.
* Create a Wrapper component that uses props.children to wrap JSX.
* Use PropTypes and defaultProps in one of your components.

**📘Chapter 4: useState Hook (State Handling)**

This section focuses on understanding state in React and using the useState Hook to manage dynamic data inside functional components.

🔸 1. 𝗪𝗵𝗮𝘁 𝗶𝘀 𝗦𝘁𝗮𝘁𝗲?

🧠 Concept: State represents dynamic data that changes over time within a component. When state changes, React re-renders the component to reflect the new data.

Example:

* State can store things like: counter values, input text, toggles, etc.
* State is local to the component where it is declared.

—

🔸 2. 𝘂𝘀𝗲𝗦𝘁𝗮𝘁𝗲 𝗦𝘆𝗻𝘁𝗮𝘅 & 𝗨𝘀𝗮𝗴𝗲

🧠 Concept: useState is a React Hook that lets you add state to functional components.

📌 Syntax:

const [state, setState] = useState(initialValue);

Example:

import React, { useState } from 'react';

function Counter() {

const [count, setCount] = useState(0);

return (

<div>

<p>Count: {count}</p>

<button onClick={() => setCount(count + 1)}>Increment</button>

</div>

);

}

✅ Rule: Hooks like useState must be called at the top level of a component (not inside loops, conditions, etc.).

—

🔸 3. 𝗠𝘂𝗹𝘁𝗶𝗽𝗹𝗲 𝗦𝘁𝗮𝘁𝗲𝘀

You can declare multiple useState hooks in a single component.

Example:

const [name, setName] = useState('');

const [age, setAge] = useState(25);

Each state hook manages a separate piece of data.

—

🔸 4. 𝗨𝗽𝗱𝗮𝘁𝗶𝗻𝗴 𝗦𝘁𝗮𝘁𝗲 𝗕𝗮𝘀𝗲𝗱 𝗼𝗻 𝗣𝗿𝗲𝘃𝗶𝗼𝘂𝘀 𝗩𝗮𝗹𝘂𝗲

If the new state depends on the old one, pass a callback to setState.

Example:

setCount((prevCount) => prevCount + 1);

📌 Why? Because state updates are asynchronous—using the previous value ensures accuracy.

—

🔸 5. 𝗘𝘅𝗲𝗿𝗰𝗶𝘀𝗲: 𝗖𝗼𝘂𝗻𝘁𝗲𝗿 𝗔𝗽𝗽

🎯 Objective: Build a simple counter with increment and reset buttons.

Example:

import React, { useState } from 'react';

function CounterApp() {

const [count, setCount] = useState(0);

const handleReset = () => setCount(0);

return (

<div>

<h2>Count: {count}</h2>

<button onClick={() => setCount((prev) => prev + 1)}>Increment</button>

<button onClick={handleReset}>Reset</button>

</div>

);

}

💡 Tips:

* Try adding a decrement button.
* Display a message like “Negative count!” if count goes below 0.

—

**📘Chapter 5 : Event Handling**

This section explains how to handle user interactions such as clicks, typing, and form submissions in React using JSX.

🔸 1. 𝗛𝗮𝗻𝗱𝗹𝗶𝗻𝗴 𝗘𝘃𝗲𝗻𝘁𝘀 𝗶𝗻 𝗝𝗦𝗫

🧠 Concept: In React, event handling is similar to handling events in vanilla JavaScript, but with camelCase syntax and function references.

📌 Syntax Example:

<button onClick={handleClick}>Click Me</button>

Do not call the function directly (i.e., do not use onClick={handleClick()}).

Example:

function handleClick() {

alert('Button clicked!');

}

—

🔸 2. 𝗣𝗮𝘀𝘀𝗶𝗻𝗴 𝗣𝗮𝗿𝗮𝗺𝗲𝘁𝗲𝗿𝘀 𝘁𝗼 𝗘𝘃𝗲𝗻𝘁 𝗛𝗮𝗻𝗱𝗹𝗲𝗿𝘀

If you need to pass arguments to an event handler, use an arrow function.

Example:

function greet(name) {

alert(`Hello, ${name}`);

}

<button onClick={() => greet('John')}>Greet</button>

—

🔸 3. 𝗛𝗮𝗻𝗱𝗹𝗶𝗻𝗴 𝗙𝗼𝗿𝗺𝘀 𝗮𝗻𝗱 𝗜𝗻𝗽𝘂𝘁𝘀

React uses controlled components, where input values are managed by state.

Example:

import React, { useState } from 'react';

function FormExample() {

const [name, setName] = useState('');

const handleChange = (e) => {

setName(e.target.value);

};

const handleSubmit = (e) => {

e.preventDefault();

alert(`Submitted name: ${name}`);

};

return (

<form onSubmit={handleSubmit}>

<input type="text" value={name} onChange={handleChange} />

<button type="submit">Submit</button>

</form>

);

}

🧾 Important:

* Use e.preventDefault() to stop the default form action.
* Use value and onChange to bind input state.

—

🔸 4. 𝗘𝘅𝗲𝗿𝗰𝗶𝘀𝗲: 𝗥𝗲𝗴𝗶𝘀𝘁𝗿𝗮𝘁𝗶𝗼𝗻 𝗙𝗼𝗿𝗺

🎯 Goal: Create a simple form with these inputs:

* Name
* Email
* Password
* Submit Button

📌 Add basic validation and display submitted data as an alert or console.log.

Starter Example:

import React, { useState } from 'react';

function RegistrationForm() {

const [formData, setFormData] = useState({

name: '',

email: '',

password: ''

});

const handleChange = (e) => {

const { name, value } = e.target;

setFormData((prev) => ({

...prev,

[name]: value

}));

};

const handleSubmit = (e) => {

e.preventDefault();

console.log('Form Submitted:', formData);

};

return (

<form onSubmit={handleSubmit}>

<input type="text" name="name" value={formData.name} onChange={handleChange} placeholder="Name" />

<input type="email" name="email" value={formData.email} onChange={handleChange} placeholder="Email" />

<input type="password" name="password" value={formData.password} onChange={handleChange} placeholder="Password" />

<button type="submit">Register</button>

</form>

);

}

✅ Try validating empty fields or displaying a confirmation message.

—

**📘 Chapter 6 : Conditional Rendering & Lists**

This section covers how to show different content based on conditions and how to render lists dynamically using map.

🔸 1. 𝗶𝗳/𝗲𝗹𝘀𝗲, 𝗧𝗲𝗿𝗻𝗮𝗿𝘆 𝗢𝗽𝗲𝗿𝗮𝘁𝗼𝗿

🧠 Concept: You can use standard JavaScript control flows like if/else or the ternary operator to render components conditionally.

Example using if/else:

if (isLoggedIn) {

return <Dashboard />;

} else {

return <Login />;

}

Example using ternary operator:

return (

<div>

{isLoggedIn ? <Dashboard /> : <Login />}

</div>

);

—

🔸 2. 𝗟𝗼𝗴𝗶𝗰𝗮𝗹 𝗔𝗡𝗗 (&&)

Use && when you want to conditionally show content only when a condition is true.

Example:

{isAdmin && <button>Delete User</button>}

📌 It’s a shorthand for: if (isAdmin) { show the button }

—

🔸 3. 𝗥𝗲𝗻𝗱𝗲𝗿𝗶𝗻𝗴 𝗟𝗶𝘀𝘁𝘀 𝘄𝗶𝘁𝗵 .𝗺𝗮𝗽()

Use .map() to dynamically render lists in React.

Example:

const fruits = ['Apple', 'Banana', 'Orange'];

return (

<ul>

{fruits.map((fruit, index) => (

<li key={index}>{fruit}</li>

))}

</ul>

);

—

🔸 4. 𝗨𝗻𝗶𝗾𝘂𝗲 𝗞𝗲𝘆𝘀 𝗶𝗻 𝗟𝗶𝘀𝘁 𝗥𝗲𝗻𝗱𝗲𝗿𝗶𝗻𝗴

📌 Keys help React identify which items have changed, added, or removed.

Best Practice:

* Use a unique id from the data (not array index if items can be reordered).
* Never use random values as keys.

Example:

const tasks = [

{ id: 1, title: 'Do laundry' },

{ id: 2, title: 'Buy groceries' }

];

return (

<ul>

{tasks.map(task => (

<li key={task.id}>{task.title}</li>

))}

</ul>

);

—

🔸 5. 𝗘𝘅𝗲𝗿𝗰𝗶𝘀𝗲: 𝗧𝗼𝗱𝗼 𝗔𝗽𝗽

🎯 Goal: Build a simple to-do app with these features:

* Input field to add new tasks
* Button to add task
* Display tasks in a list
* Ability to delete tasks

Starter Example:

import React, { useState } from 'react';

function TodoApp() {

const [task, setTask] = useState('');

const [todos, setTodos] = useState([]);

const handleAdd = () => {

if (task.trim()) {

setTodos([...todos, { id: Date.now(), title: task }]);

setTask('');

}

};

const handleDelete = (id) => {

setTodos(todos.filter(todo => todo.id !== id));

};

return (

<div>

<input type="text" value={task} onChange={(e) => setTask(e.target.value)} placeholder="New task" />

<button onClick={handleAdd}>Add</button>

<ul>

{todos.map(todo => (

<li key={todo.id}>

{todo.title}

<button onClick={() => handleDelete(todo.id)}>Delete</button>

</li>

))}

</ul>

</div>

);

}

✅ Bonus Challenge:

* Add checkbox to mark tasks as done
* Highlight or strike-through completed tasks

—

**📘 Chapter 7: useEffect Hook (Side Effects)**

“Not all code belongs in the UI. Side effects let React interact with the world outside of rendering.”

**🔹 1. ❓ What is a Side Effect?**

A side effect is any operation that affects something outside the scope of the current function, such as:

* Fetching data from an API
* Manipulating the DOM directly
* Setting up a timer or subscription
* Logging to the console

⚠️ In React, side effects are not handled inside the main component body — they go inside useEffect.

**🔹 2. ⚙️ useEffect Syntax & Usage**

React provides the useEffect hook to perform side effects in function components.

**Basic Syntax:**

import { useEffect } from 'react';

useEffect(() => {

*// Side effect logic here*

} [Dependencies] );

👀 By default, this runs after every render (including the first time).

**🔹 3. 🧩 useEffect with Dependency Array**

You can control when useEffect runs using the dependency array.

**Examples:**

✅ Run only on mount (like componentDidMount):

useEffect(() => {

console.log("Component mounted");

}, []);

✅ Run when a specific variable changes:

useEffect(() => {

console.log("User updated!");

}, [user]);

⚠️ If the dependency changes, useEffect will re-run.

**🔹 4. 🧹 Cleanup Functions**

Cleanup prevents memory leaks by tearing down timers, subscriptions, etc., before the component unmounts or re-runs the effect.

**Example:**

useEffect(() => {

const timer = setInterval(() => {

console.log("Tick");

}, 1000);

return () => {

clearInterval(timer); *// cleanup*

};

}, []);

🔄 This mimics componentWillUnmount.

**🔹 5. 📝 Exercise: Live Clock / Fetch API on Load**

Try implementing one of these projects:

**⏰ Live Clock:**

* Set up a timer using setInterval inside useEffect
* Update current time every second
* Use cleanup to clear the interval on unmount

**🌐 Fetch API on Component Load:**

* Use fetch or axios inside useEffect with empty dependency array
* Display data (e.g., user info or posts)
* Handle loading and error states

✅ You’ve now learned how to use useEffect to:

* Run side effects
* Respond to changes
* Clean up resources

Happy Coding! 🚀

**📘 Chapter 8: useRef Hook**

“Think of useRef as a tiny box that can store a mutable value without causing a re-render.”

**🔹 1. 🔍 useRef vs DOM Access**

React discourages direct DOM manipulation, but useRef provides a safe way to reference DOM elements.

🧠 useRef returns a mutable object:

const refContainer = useRef(initialValue);

The object persists across re-renders and can store either a DOM node or any mutable value.

**🔹 2. 🎯 useRef for Focus/Input Fields**

You can assign useRef to an input and programmatically set focus.

**Example:**

import { useRef } from "react";

function FocusInput() {

const inputRef = useRef(null);

const handleFocus = () => {

inputRef.current.focus();

};

return (

<>

<input ref={inputRef} type="text" placeholder="Click the button to focus" />

<button onClick={handleFocus}>Focus Input</button>

</>

);

}

✅ useRef gives direct access to the input element (inputRef.current).

**🔹 3. 🕘 useRef for Storing Previous Values**

You can use useRef to track the previous value of a prop or state.

**Example:**

const count = useState(0);

const prevCount = useRef();

useEffect(() => {

prevCount.current = count;

}, [count]);

<p>Previous Count: {prevCount.current}</p>

🧠 This helps in comparing current vs. previous values across renders.

**🔹 4. ⏱ useRef for Timer/Interval**

useRef is also useful for storing timer IDs to start/stop intervals.

**Example:**

const timerRef = useRef(null);

useEffect(() => {

timerRef.current = setInterval(() => {

console.log("Tick");

}, 1000);

return () => clearInterval(timerRef.current);

}, []);

⚙️ This pattern is common in games, clocks, and animations.

**🔹 5. 📝 Exercise: Input Focus on Button Click**

Build a small interactive task:

✅ Features:

* One input field
* One button
* On clicking the button, focus the input

💡 Bonus: Display a message saying “Focused!” after the click using a useState flag.

🧠 Summary

* useRef = Mutable container
* Can point to DOM or values across renders
* Doesn’t trigger re-render
* Ideal for focus, timers, and tracking previous values

Happy coding with useRef! 🚀

**📘 Chapter 9: useContext Hook (Global State)**

“Tired of passing props down the component tree? Welcome to useContext – your solution to global state sharing in React!”

**🔹 1. 😣 Prop Drilling Problem**

🧠 Prop Drilling = Passing data through multiple layers of components unnecessarily.

❌ Pain Points:

* Unmanageable in large applications
* Components receive props they don’t even use
* Hard to refactor and maintain

🎯 Solution: Context API – Share data without drilling through every level.

**🔹 2. 🏗 Creating a Context**

React provides a way to create a context using:

const MyContext = React.createContext(defaultValue);

✅ This creates a context object with two components:

* MyContext.Provider — used to wrap your component tree
* MyContext.Consumer or useContext() — used to read context

**🔹 3. 🔌 Using Context Provider & useContext**

✅ Context Provider makes data available to child components.

**Example:**

*// context.js*

const ThemeContext = React.createContext();

*// App.jsx*

<ThemeContext.Provider value={"dark"}>

<Toolbar />

</ThemeContext.Provider>

*// Toolbar.jsx*

const theme = useContext(ThemeContext);

console.log(theme); *// "dark"*

🧠 useContext(context) allows functional components to read the value.

📌 Note: The component using useContext must be a child of the corresponding Provider.

**🔹 4. 🧐 When to Use Context API**

Use Context API for:

* 🌍 Global state (theme, user, language, etc.)
* 🚦 App-level configuration
* 🔐 Authentication context
* 🧱 Avoiding prop drilling in deep component trees

❗ Don’t overuse! For complex state, use Redux or Zustand.

**🔹 5. 📝 Exercise: Theme Switcher App**

🛠 Build a Theme Switcher:

✅ Requirements:

* Create a ThemeContext with “light” / “dark”
* Add a toggle button to change the theme
* Pass theme value to styled components
* Display the current theme in the header

💡 Bonus: Store theme in localStorage for persistence.

🧠 Summary

* useContext helps you avoid prop drilling
* Combine with Provider for global value sharing
* Simple and effective for small-to-medium scale apps

🌀 Level up your React state management!

**📘 Chapter 10: useReducer Hook**

“When your state logic grows too complex for useState, it’s time to bring in the reducer!”

**🔹 1. 🧠 What is a Reducer?**

A reducer is a function that determines changes to an application’s state. It takes two arguments:

* The current state
* An action

It returns a new state based on the action type.

const reducer = (state, action) => {

switch (action.type) {

case "increment":

return { count: state.count + 1 };

default:

return state;

}

};

Think of it like a state “controller” — clean, centralized, and predictable.

**🔹 2. ⚖️ useReducer vs useState**

| **Feature** | **useState** | **useReducer** |
| --- | --- | --- |
| Simplicity | Great for simple states | Better for complex logic or multiple states |
| State Logic | Inline | Centralized in reducer function |
| Predictability | Less explicit | More controlled with switch/actions |
| Performance | Not optimized for batching | Better for advanced state transitions |

✅ Choose useReducer when:

* You have multiple related state variables
* State updates depend on previous state
* You need more structure

**🔹 3. 🏗 Creating Reducer Functions**

React Hook Syntax:

const [state, dispatch] = useReducer(reducer, initialState);

Example:

const initialState = { count: 0 };

function reducer(state, action) {

switch (action.type) {

case "increment":

return { count: state.count + 1 };

case "decrement":

return { count: state.count - 1 };

default:

return state;

}

}

const [state, dispatch] = useReducer(reducer, initialState);

Usage:

<button onClick={() => dispatch({ type: "increment" })}>+</button>

**🔹 4. 🧪 Exercise: Complex Counter with Actions**

🎯 Build a counter app with the following actions:

* ➕ Increment
* ➖ Decrement
* 🔁 Reset
* 🎲 Add custom number from input

Use a reducer to manage all state transitions!

**🔹 5. 🛠 Mini Project: Todo App with useReducer**

🧱 Features:

* Add todo
* Delete todo
* Toggle completion
* Filter completed/pending
* Store todos in an array inside state

🎯 Steps:

1. Define initialState: { todos: [] }
2. Create actions: ADD\_TODO, DELETE\_TODO, TOGGLE\_TODO
3. Use reducer to handle all updates
4. Render list using .map()
5. Add unique keys and conditionally render styles

💡 Bonus: Persist todos in localStorage

🚀 Summary

* useReducer = predictable state management
* Best for complex logic & multiple state transitions
* Pairs great with useContext for global state (like Redux-lite)

🧠 Master useReducer to level up your React state skills!

**📘 Chapter 11: useMemo Hook**

“Optimize performance, avoid unnecessary calculations — let useMemo do the work.”

**🔹 1. 🧠 What is Memoization?**

Memoization is a performance optimization technique that stores the result of expensive function calls and returns the cached result when the same inputs occur again.

In React, useMemo helps you avoid recalculating values unless dependencies change.

**🔹 2. 🚀 Preventing Expensive Recalculations**

Without useMemo, every render re-runs your expensive function — even when not needed.

🛑 Problem:

const expensiveValue = calculateHeavyTask(input); *// runs on every render*

✅ Solution:

const memoizedValue = useMemo(() => calculateHeavyTask(input), [input]);

React will recalculate only when the input changes — saving time and memory.

**🔹 3. 📘 useMemo Syntax & Examples**

Basic Syntax:

const memoizedValue = useMemo(() => {

return computeExpensiveValue(a, b);

}, [a, b]);

Example: Optimizing a slow Fibonacci calculator

const fib = (n) => {

if (n <= 1) return 1;

return fib(n - 1) + fib(n - 2);

};

const result = useMemo(() => fib(num), [num]);

🧠 Rule of Thumb: Only use useMemo when a computation is:

* Expensive (e.g. recursion, filtering, sorting)
* Causing performance issues
* Inside frequently re-rendered components

**🔹 4. 🧪 Exercise: Fibonacci Calculator with useMemo**

🎯 Build a simple calculator that takes a number input and displays the Fibonacci result.

Steps:

1. Create input for number
2. Display computed Fibonacci result
3. Use useMemo to optimize expensive recursive calculation
4. Add a counter to test unnecessary re-renders

Optional:

* Add a loading spinner before the result appears
* Show time taken to calculate (using performance.now())

🧠 Summary

* useMemo = avoid recomputation for performance
* Only re-runs when dependencies change
* Especially useful with expensive logic or slow renders

💡 Think of it as a React-level cache that improves efficiency.

Happy optimizing! ⚡

**📘 Chapter 12: useCallback Hook**

“Functions shouldn’t trigger re-renders unless necessary — that’s where useCallback comes in.”

**🔹 1. 🔄 Preventing Re-Renders of Child Components**

In React, functions are re-created on every render. This can cause unnecessary re-renders of child components, especially when functions are passed as props.

🛑 Problem:

<Child onClick={() => console.log('Clicked')} />

This function is recreated every time the parent renders, causing to re-render even if it didn’t need to.

✅ Solution:

const handleClick = useCallback(() => {

console.log('Clicked');

}, []);

<Child onClick={handleClick} />

Now the same function instance is reused until dependencies change.

**🔹 2. 🧠 useCallback vs useMemo**

| **Feature** | **useCallback** | **useMemo** |
| --- | --- | --- |
| Purpose | Memoize functions | Memoize computed values |
| Returns | Memoized callback function | Memoized result (any value) |
| Use case | Passing stable functions to children | Avoid recalculating expensive values |

**🔹 3. 📤 Passing Stable Functions to Children**

If a child component depends on reference equality to avoid re-rendering, use useCallback to memoize the function.

Example:

const increment = useCallback(() => {

setCount(c => c + 1);

}, []);

<ChildButton onClick={increment} />

If you don’t memoize increment, may re-render unnecessarily.

✅ useCallback ensures function identity is preserved across renders (until dependencies change).

**🔹 4. 🧪 Exercise: Optimized Button Click Tracker**

🎯 Objective: Build a parent component that tracks clicks and passes an increment function to a memoized child.

Steps:

1. Create a count state using useState
2. Create a memoized function using useCallback to increment count
3. Pass the function to a memoized child button component
4. Use React.memo on the child to prevent re-renders unless props change

Bonus:

* Add console logs to see if the child re-renders unnecessarily
* Try removing useCallback and observe the effect

🧠 Summary

* useCallback = memoize functions
* Avoids unnecessary re-renders of child components
* Essential when passing functions to deeply nested or memoized components
* Keeps your app performant, especially in large trees

💡 Remember: useCallback(fn, deps) === useMemo(() => fn, deps)

Keep it efficient, keep it fast. 🚀

**📘 Chapter 13: Custom Hooks**

“Write once. Reuse everywhere. Let your logic live its best life.”

**🔹 1. 💡 What are Custom Hooks?**

Custom Hooks are JavaScript functions that start with the word use and can call other Hooks inside them.  
They allow you to extract and reuse component logic.

✅ Why use them?

* Reuse logic across components
* Keep components clean and focused on UI
* Separate concerns: business logic in hooks, presentation in components

**🔹 2. 🔁 Creating Reusable Hook Functions**

A Custom Hook is just a function that:

* Starts with use
* Uses other React hooks (like useState, useEffect)
* Returns something useful (state, handlers, etc.)

Example: useCounter

import { useState } from 'react';

function useCounter(initialValue = 0) {

const [count, setCount] = useState(initialValue);

const increment = () => setCount(c => c + 1);

const decrement = () => setCount(c => c - 1);

const reset = () => setCount(initialValue);

return { count, increment, decrement, reset };

}

Usage:

const { count, increment, decrement, reset } = useCounter(10);

**🔹 3. 🏷 Naming Conventions (useXYZ)**

* Always prefix with use
* Keep it semantic (e.g., useTimer, useFetch, useForm, useLocalStorage)
* Follows the Hook Rules: only call from top-level and from inside functional components or other hooks

✅ Good: useFormData ❌ Bad: fetchDataHook

**🔹 4. 🛠 Example Custom Hooks**

**🗃 useLocalStorage**

function useLocalStorage(key, initialValue) {

const [value, setValue] = useState(() => {

const stored = localStorage.getItem(key);

return stored ? JSON.parse(stored) : initialValue;

});

useEffect(() => {

localStorage.setItem(key, JSON.stringify(value));

}, [key, value]);

return [value, setValue];

}

**⏱ useTimer**

function useTimer(start = 0) {

const [seconds, setSeconds] = useState(start);

useEffect(() => {

const interval = setInterval(() => setSeconds(s => s + 1), 1000);

return () => clearInterval(interval);

}, []);

return seconds;

}

**🔹 5. 📝 Exercise: Build Your Own useCounter Hook**

🎯 Goal: Create a reusable useCounter hook that provides:

* count state
* increment function
* decrement function
* reset function

Try:

* Adding a step value
* Setting an upper and lower limit
* Using localStorage to persist count

💡 Challenge: Build a stopwatch with useCounter + useEffect

🧠 Summary

* Custom Hooks = Powerful way to reuse logic
* Clean up your components
* Improve maintainability & readability
* Naming matters: always start with useXYZ

Hook it once. Use it everywhere. 🔁✨

**📘 Chapter 14: React Router (v6+)**

“Navigation made declarative. Let users explore your app—smoothly.”

**🔹 1. 🚦 Setting Up React Router**

Install React Router:

npm install react-router-dom

Wrap your app with in index.js or App.jsx:

import { BrowserRouter } from "react-router-dom";

import App from "./App";

const root = ReactDOM.createRoot(document.getElementById("root"));

root.render(

<BrowserRouter>

<App />

</BrowserRouter>

);

**🔹 2. 🛣️ , , and**

React Router v6 introduced a simpler syntax.

Example:

import { Routes, Route } from "react-router-dom";

import Home from "./pages/Home";

import About from "./pages/About";

function App() {

return (

<Routes>

<Route path="/" element={<Home />} />

<Route path="/about" element={<About />} />

</Routes>

);

}

✅ Use element prop (not component).

**🔹 3. 🔍 useParams, useNavigate, useLocation**

* useParams(): Access route parameters

const { id } = useParams(); *// /post/:id*

* useNavigate(): Programmatic navigation

const navigate = useNavigate();

navigate("/login");

* useLocation(): Get info about current URL

const location = useLocation();

console.log(location.pathname);

**🔹 4. 🧩 Route Nesting**

You can create nested layouts easily.

Example:

<Route path="/dashboard" element={<DashboardLayout />}>

<Route path="profile" element={<Profile />} />

<Route path="settings" element={<Settings />} />

</Route>

Resulting paths:

* /dashboard/profile
* /dashboard/settings

✅ is used in DashboardLayout to render child routes.

**🔹 5. 🔐 Protected Routes (Basic Auth Guard)**

Create a wrapper for routes that require authentication:

function ProtectedRoute({ children }) {

const isLoggedIn = true; *// Replace with real logic*

return isLoggedIn ? children : <Navigate to="/login" />;

}

Usage:

<Route path="/dashboard" element={<ProtectedRoute><Dashboard /></ProtectedRoute>} />

**🔹 6. 📝 Mini Project: Multi-Page Blog App**

🧩 Pages:

* Home
* About
* Blog List
* Blog Detail (/blog/:id)

🎯 Features:

* Navigation menu
* Route-based content rendering
* useParams to fetch post by ID
* Protected route for admin page

💡 Bonus:

* Add 404 Page: <Route path=“\*” element={} />
* Use useNavigate for redirect after login

🚀 Summary

* React Router makes SPA navigation clean and declarative
* v6 uses + element prop (not render or component)
* Programmatic navigation = useNavigate
* Params = useParams, Location = useLocation
* Secure routes with ProtectedRoute component

📚 Keep routing your way through awesome UIs!

**📘 Chapter 15: Forms and Validation**

“Let users interact and submit data—cleanly and reliably.”

**🔹 1. ✍️ Controlled Inputs**

In React, form inputs are usually controlled components—meaning their value is managed by state.

✅ Example:

const [name, setName] = useState("");

<input

type="text"

value={name}

onChange={(e) => setName(e.target.value)}

/>

📌 State drives the UI, and the UI updates the state.

**🔹 2. 📝 Form Handling**

Create a form and prevent the default browser behavior:

function handleSubmit(e) {

e.preventDefault(); *// stop page reload*

console.log("Form submitted!");

}

✅ Usage in JSX:

<form onSubmit={handleSubmit}>

<input type="text" value={name} onChange={...} />

<button type="submit">Submit</button>

</form>

**🔹 3. ⚠️ Basic Validation with useState**

You can validate form inputs using simple conditions and useState.

✅ Example:

const [email, setEmail] = useState("");

const [error, setError] = useState("");

function handleSubmit(e) {

e.preventDefault();

if (!email.includes("@")) {

setError("Invalid email");

} else {

setError("");

console.log("Form submitted!");

}

}

🎯 Show error message in UI:

{error && <p style={{ color: "red" }}>{error}</p>}

**🔹 4. 🛠 Libraries: Formik + Yup (Optional)**

For complex forms, you can use:

* 🧰 Formik – simplifies form state management
* ✅ Yup – for schema-based form validation

Install:

npm install formik yup

Basic Formik + Yup usage:

<Formik

initialValues={{ email: "" }}

validationSchema={Yup.object({

email: Yup.string().email().required("Email is required"),

})}

onSubmit={(values) => console.log(values)}

>

{({ handleChange, handleSubmit, values, errors }) => (

<form onSubmit={handleSubmit}>

<input name="email" onChange={handleChange} value={values.email} />

{errors.email && <p>{errors.email}</p>}

</form>

)}

</Formik>

**🔹 5. 📝 Exercise: Signup Form with Error Handling**

✅ Build a Signup Form with:

* Name, Email, Password fields
* useState for field values
* Validation:
  + Name must not be empty
  + Email must include “@”
  + Password must be 6+ characters
* Show error messages below each field
* Submit button triggers validation + prints values

Bonus:

* Clear form after successful submission
* Add Formik + Yup for cleaner validation (optional)

✅ Summary

* Controlled inputs bind form fields to state
* You can validate inputs manually or using libraries
* Formik + Yup = best friends for advanced forms
* Always provide user feedback (error or success)

🔐 Great forms = better user experience!

**📘 Chapter 16: API Integration (fetch & Axios)**

“React + APIs = Dynamic, real-time web apps.”

Learn how to fetch data from APIs, display results, and handle loading and error states.

**🔹 1. 🌐 Using fetch()**

JavaScript’s built-in fetch() is commonly used for making HTTP requests.

✅ Basic GET request:

useEffect(() => {

fetch("https://jsonplaceholder.typicode.com/users")

.then(response => response.json())

.then(data => setUsers(data))

.catch(error => console.error("Error:", error));

}, []);

📌 Always wrap fetch in useEffect to avoid infinite loops.

**🔹 2. 📦 Using Axios (GET, POST, PUT, DELETE)**

Axios is a promise-based HTTP client that simplifies requests.

🔸 Install:

npm install axios

🔸 Usage Examples:

* ✅ GET:

axios.get("/api/users")

.then(res => setUsers(res.data))

.catch(err => console.error(err));

* ✅ POST:

axios.post("/api/users", { name: "John" })

.then(res => console.log("User Added"))

.catch(err => console.error(err));

* ✅ PUT:

axios.put("/api/users/1", { name: "Updated" })

* ✅ DELETE:

axios.delete("/api/users/1")

**🔹 3. ⏳ Displaying Loading / Error / Success**

Good UI should reflect request status.

✅ Example:

const [loading, setLoading] = useState(true);

const [error, setError] = useState("");

const [users, setUsers] = useState([]);

useEffect(() => {

axios.get("https://jsonplaceholder.typicode.com/users")

.then(res => {

setUsers(res.data);

setLoading(false);

})

.catch(err => {

setError("Something went wrong");

setLoading(false);

});

}, []);

🔹 Conditional Rendering:

if (loading) return <p>Loading...</p>;

if (error) return <p>{error}</p>;

return <UserList users={users} />;

**🔹 4. 📝 Exercise: Fetch Users from JSONPlaceholder**

Build a component that:

* Fetches users from <https://jsonplaceholder.typicode.com/users>
* Displays their name, email, and username
* Shows “Loading…” while fetching
* Shows an error message if the fetch fails

Bonus:

* Use Axios instead of fetch
* Add a search bar to filter users

**🔹 5. 🌦 Mini Project: Weather App**

Create a weather dashboard using a public weather API (e.g., OpenWeatherMap):

✅ Features:

* Input field for city name
* Button to fetch weather
* Show temperature, humidity, description
* Loading and error messages
* Use Axios or fetch
* Optional: Add icons and styling for weather condition

✅ Summary

* fetch() is built-in but Axios provides a cleaner syntax
* Always show loading and error states
* Practice with JSONPlaceholder before using real APIs
* Real-time data brings your React app to life! 💡

Happy fetching! 🚀

**📘 Chapter 17: Component Communication**

“In React, data flows down. But how do components talk to each other?”

Understanding how React components share data and actions is key to building interactive UIs.

**🔹 1. 🧭 Parent to Child (Props)**

Props are the primary way to pass data from a parent component to a child.

✅ Example:

function Welcome({ name }) {

return <h2>Hello, {name}!</h2>;

}

function App() {

return <Welcome name="John" />;

}

🧠 Key Idea: Props are read-only — children cannot modify them.

**🔹 2. 🔄 Child to Parent (Callback Props)**

To send data or events back to the parent, pass a function (callback) as a prop.

✅ Example:

function Child({ onButtonClick }) {

return <button onClick={() => onButtonClick("Hello from Child")}>Click Me</button>;

}

function Parent() {

const handleChildMessage = (msg) => {

console.log(msg);

};

return <Child onButtonClick={handleChildMessage} />;

}

📌 This enables child-to-parent communication through function calls.

**🔹 3. 🤝 Sibling Communication (Lifting State Up)**

Siblings can’t talk directly — so lift the shared state to their common parent.

✅ Example:

function SiblingA({ setValue }) {

return <button onClick={() => setValue("A clicked")}>A</button>;

}

function SiblingB({ value }) {

return <p>Received: {value}</p>;

}

function Parent() {

const [value, setValue] = useState("");

return (

<>

<SiblingA setValue={setValue} />

<SiblingB value={value} />

</>

);

}

🔼 State is lifted up to the parent and passed down to both children.

**🔹 4. 📝 Exercise: Like/Dislike Button Sync**

🎯 Build two components: LikeButton and DislikeButton.

Requirements:

* Shared state for total likes/dislikes
* Display count in parent
* Update count from children via callback props
* Add conditional rendering for button disable (e.g., user can’t like twice)

Hint: Use useState and lift state to the parent component.

✅ Summary

* 🔽 Parent → Child: via props
* 🔼 Child → Parent: via callback functions
* ↔️ Sibling → Sibling: lift shared state up
* Shared state is the key to synchronized communication.

React is powerful when your components talk clearly. 🎙️

**📘 Chapter 18: State Management with Context + useReducer**

“For complex apps, prop-drilling becomes painful. That’s where combining Context with useReducer shines.”

This chapter covers how to build global state logic using React’s built-in Context API and the useReducer hook — without needing external libraries like Redux.

**🔹 1. 🔗 Combining useContext + useReducer**

🧠 Why Combine?

* useReducer → handles complex state transitions
* useContext → shares the state across components

Together, they allow global state management in React with clean separation of logic.

✅ Setup Flow:

1. Create a context
2. Define a reducer function
3. Create a provider with useReducer
4. Use useContext to access state/actions anywhere

🧩 Example:

*// context/TodoContext.js*

import { createContext, useReducer } from 'react';

export const TodoContext = createContext();

const initialState = [];

function reducer(state, action) {

switch (action.type) {

case 'ADD\_TODO':

return [...state, { text: action.payload, id: Date.now() }];

case 'REMOVE\_TODO':

return state.filter(todo => todo.id !== action.payload);

default:

return state;

}

}

export const TodoProvider = ({ children }) => {

const [state, dispatch] = useReducer(reducer, initialState);

return (

<TodoContext.Provider value={{ state, dispatch }}>

{children}

</TodoContext.Provider>

);

};

**🔹 2. 🌐 Global State Management Example**

Anywhere in your app, you can use:

import { useContext } from 'react';

import { TodoContext } from './context/TodoContext';

function TodoList() {

const { state, dispatch } = useContext(TodoContext);

return (

<ul>

{state.map(todo => (

<li key={todo.id}>

{todo.text}

<button onClick={() => dispatch({ type: 'REMOVE\_TODO', payload: todo.id })}>

❌

</button>

</li>

))}

</ul>

);

}

📌 The Context + useReducer setup keeps logic centralized and avoids prop drilling.

**🔹 3. 🛠️ Mini Project: Global Todo App**

Build a fully functional global Todo App.

💡 Features:

* Add new tasks
* Delete tasks
* Centralized reducer logic
* Global access via Context API

📂 Suggested File Structure:

/src

├── context/

│ └── TodoContext.js

├── components/

│ ├── TodoInput.js

│ └── TodoList.js

└── App.js

💬 Bonus: Add filters (e.g., completed/pending) and persistent storage with localStorage.

✅ Summary

* useReducer gives predictable state transitions
* useContext shares that state globally
* Together they create a lightweight, scalable global state solution

This pattern is perfect for medium-scale React apps 🚀

**📘 Chapter 19: Performance Optimization**

“React is fast — but with the right patterns, we can make it even faster.”

This chapter explores how to optimize your React app for better speed, rendering performance, and responsiveness using built-in tools like memoization, lazy loading, and more.

**🔹 1. 🚀 React.memo**

🔍 What it does:

* React.memo is a higher-order component (HOC) that memoizes a functional component.
* It prevents re-renders if props haven’t changed.

✅ Usage:

import React from 'react';

const MyComponent = React.memo(({ name }) => {

console.log('Rendering...');

return <h1>Hello, {name}</h1>;

});

📌 React will skip re-rendering MyComponent if the name prop hasn’t changed.

**🔹 2. 🧠 useMemo & useCallback Review**

🧠 useMemo

* Memoizes the result of a computation.
* Use it to avoid expensive recalculations.

Example:

const expensiveValue = useMemo(() => {

return heavyCalculation(input);

}, [input]);

🧠 useCallback

* Memoizes a function definition.
* Useful when passing callbacks to child components.

Example:

const handleClick = useCallback(() => {

console.log('Clicked!');

}, []);

🛠 useCallback is often used with React.memo to prevent child re-renders.

**🔹 3. ⏳ Lazy Loading with React.lazy() and Suspense**

📦 React.lazy()

* Dynamically import components when needed.

const LazyComponent = React.lazy(() => import('./LazyComponent'));

🌀 Suspense

* Used to wrap lazy-loaded components and show a fallback UI.

<Suspense fallback={<p>Loading...</p>}>

<LazyComponent />

</Suspense>

✅ This technique improves initial load time for large apps.

**🔹 4. 🛑 Avoiding Unnecessary Re-Renders**

📌 Key Tips:

* Lift state only when needed — don’t hoist unnecessarily.
* Avoid anonymous functions in render if possible.
* Memoize functions or values passed to deeply nested components.
* Break large components into smaller ones to isolate renders.

🛠 Tools to inspect performance:

* React DevTools Profiler tab
* Console.logs for tracking render behavior
* useWhyDidYouUpdate (debug utility)

✅ Summary

* Use React.memo to avoid re-renders of pure components.
* useMemo and useCallback are essential for memoizing values/functions.
* Lazy load large components with React.lazy and Suspense.
* Write clean, isolated components and avoid lifting state unnecessarily.

Performance matters — especially as your app scales. Optimize smartly! 💡

**📘 Chapter 20: Deployment**

“Build once. Deploy anywhere.”  
This chapter will walk you through building and deploying your React application to the web using popular platforms.

**🚀 1. npm run build**

🛠️ What it does:

* Compiles your app into static files for production.
* Optimizes assets (minification, bundling, tree-shaking).

✅ Command:

npm run build

📁 Output: Creates a /build folder containing HTML, CSS, JS files optimized for deployment.

⚠️ Always test the build locally before deploying:

npx serve -s build

**🌐 2. Hosting on Netlify, Vercel, Firebase**

**🔹 Netlify**

* Connect GitHub repo or drag & drop the /build folder.
* Auto-deploys on git push.
* Set build command: npm run build Publish directory: build

➡️ Site URL: your-project.netlify.app

**🔹 Vercel**

* Ideal for React apps with serverless functions.
* Connect Git repo → auto deploy.
* Detects React & sets config automatically.

➡️ Site URL: your-project.vercel.app

**🔹 Firebase Hosting**

Install tools:

npm install -g firebase-tools

firebase login

firebase init

Set public directory to build Deploy with:

firebase deploy

➡️ Site URL: your-project.web.app

**🧪 3. Using Environment Variables**

💡 React uses variables that start with REACT\_APP\_

Create a .env file in your root:

REACT\_APP\_API\_URL=https://api.example.com

Access in code:

const apiUrl = process.env.REACT\_APP\_API\_URL;

⚠️ Never include secrets in .env files committed to Git.

**✅ 4. Deployment Tips**

🔐 Security:

* Avoid exposing sensitive data.
* Use HTTPS endpoints.

🧹 Clean Code:

* Remove console.logs and unused code before build.

📄 SEO & Meta Tags:

* Add proper titles and descriptions for your site.
* Use react-helmet for dynamic meta tags.

🧪 Test:

* Test your production build for bugs, responsiveness, and performance.

🛠 Tools:

* Lighthouse (Chrome DevTools) for performance audit.
* Netlify/Vercel dashboard for analytics and error logging.

🎉 Congratulations! Your app is now live and ready to impress the world. 🚀

**Cheat Sheet**

📘 React Complete Cheat Sheet (Chapters 1–20)

🟦 Chapter 1: Introduction to React

* React is a JavaScript library for building UIs.
* Uses reusable components, virtual DOM, and one-way data flow.

Example:

function Welcome() {

return <h1>Hello, React!</h1>;

}

🟦 Chapter 2: Setting Up React Project

* Use Create React App: npx create-react-app my-app
* File structure: /src, /public, etc.

🟦 Chapter 3: Components & Props

* Functional vs Class Components
* Props for data passing
* Composition with nested components

Example:

function Hello(props) {

return <h1>Hello, {props.name}</h1>;

}

🟦 Chapter 4: useState Hook

* useState for local component state

Example:

const [count, setCount] = useState(0);

🟦 Chapter 5: Event Handling

* onClick, onChange etc.
* Pass parameters using arrow functions

🟦 Chapter 6: Conditional Rendering & Lists

* if/else, ternary, &&
* Render lists with .map()
* Use key prop

🟦 Chapter 7: useEffect Hook

* Perform side effects (API, timers, etc.)
* Dependency array for control

Example:

useEffect(() => {

fetchData();

}, []);

🟦 Chapter 8: useRef Hook

* Access DOM elements
* Store previous values, timers

🟦 Chapter 9: useContext Hook

* Avoid prop drilling
* Create + Provide + useContext

🟦 Chapter 10: useReducer Hook

* State logic via reducer functions
* Useful for complex state

Example:

const [state, dispatch] = useReducer(reducer, initialState);

🟦 Chapter 11: useMemo Hook

* Memoize expensive calculations

Example:

const value = useMemo(() => compute(num), [num]);

🟦 Chapter 12: useCallback Hook

* Memoize functions to prevent re-renders

Example:

const handleClick = useCallback(() => doSomething(), []);

🟦 Chapter 13: Custom Hooks

* Reusable hooks prefixed with use

Example:

function useCounter() {

const [count, setCount] = useState(0);

return { count, increment: () => setCount(count + 1) };

}

🟦 Chapter 14: React Router (v6+)

* , ,
* useNavigate, useParams
* Nested & Protected Routes

🟦 Chapter 15: Forms and Validation

* Controlled components
* Validation using useState or libraries like Formik/Yup

🟦 Chapter 16: API Integration

* Use fetch() or axios
* Handle loading, error, success states

🟦 Chapter 17: Component Communication

* Parent → Child: props
* Child → Parent: callback props
* Sibling: Lift state up

🟦 Chapter 18: Context + useReducer

* Combine for global state management

🟦 Chapter 19: Performance Optimization

* React.memo, useMemo, useCallback
* Lazy loading with React.lazy and Suspense

🟦 Chapter 20: Deployment

* npm run build
* Host on Netlify, Vercel, Firebase
* Use .env files for config

🟨 Bonus: All Hooks Quick List

* useState – Local state
* useEffect – Side effects
* useContext – Global state
* useReducer – Complex state
* useRef – Access DOM, persistent values
* useMemo – Memoize values
* useCallback – Memoize functions
* Custom Hooks – Reusable logic

Happy Coding! 🚀

📘 Top 50 React Interview Questions

🟢 Beginner (Basics – 1 to 15)

1. What is React and what problem does it solve?
2. What is the difference between React and other JavaScript frameworks?
3. What is JSX?
4. How does JSX get compiled?
5. What are components in React?
6. Difference between Functional and Class components?
7. What are props in React?
8. What is state in React?
9. How does setState work?
10. What is a controlled vs uncontrolled component?
11. What are default props?
12. What is prop drilling?
13. How can you prevent prop drilling?
14. What is the role of keys in lists?
15. Why shouldn’t you use array index as a key?

🟡 Intermediate (16 to 35)

1. What are React Hooks?
2. How does useState work?
3. What is useEffect used for?
4. How do you handle side effects in React?
5. Explain dependency array in useEffect.
6. What are cleanup functions in useEffect?
7. What is useRef and when would you use it?
8. How can useRef be used to store previous values?
9. How does useContext work?
10. How do you create and provide a context?
11. When should you use Context API vs props?
12. How does useReducer differ from useState?
13. What is lazy initialization in useState/useReducer?
14. What is useParams and useNavigate?
15. What are nested routes?
16. How would you implement protected routes?
17. How do you handle forms in React?
18. What are controlled inputs?
19. How would you validate a form?

🔴 Advanced (36 to 50)

1. What is useMemo and why would you use it?
2. What is React.memo?
3. How do you prevent unnecessary re-renders?
4. What are custom hooks?
5. How do you build a custom hook?
6. What naming convention should you follow for hooks?
7. When would you use useLayoutEffect over useEffect?
8. What is React Suspense?
9. How does React.lazy work?
10. How do you fetch data from an API in React?
11. What is the difference between fetch and axios?

📘 Top 50 React Exercise Questions

🟢 Beginner Level (1–15)

1. Create a Hello World component.
2. Build a component that accepts props and displays them.
3. Create a reusable Button component.
4. Toggle visibility of text using a button (show/hide).
5. Build a simple Counter with + and - buttons.
6. Create a Welcome component with dynamic name (via props).
7. Make a simple profile card using JSX and props.
8. Build a component that displays current date/time.
9. Create a component that changes background color on click.
10. Display a list of items using .map().
11. Build a simple Todo list (add/delete tasks).
12. Render different components based on login status.
13. Show a message only if a checkbox is checked.
14. Create a dropdown and display selected value.
15. Build a component that accepts children props.

🟡 Intermediate Level (16–35)

1. Build a form with inputs (name, email) and show submitted data.
2. Create a live updating clock using useEffect.
3. Create a counter that resets after reaching 10.
4. Fetch and display data from an API using fetch().
5. Build a component with multiple useState hooks.
6. Create an input field and show real-time text preview.
7. Create a dark mode toggle using useState and className.
8. Show loading message while fetching data.
9. Create a timer that counts seconds.
10. Use useRef to focus an input on button click.
11. Use useRef to store previous value of a state.
12. Create a theme switcher with useContext.
13. Make a login form and show “Welcome, [name]” on submit.
14. Create a counter with useReducer and actions: INCREMENT, DECREMENT, RESET.
15. Build a Tabs component (switch content by tab).
16. Build a custom hook: useCounter().
17. Create a modal popup using conditional rendering.
18. Fetch and show random user data on button click.
19. Show/hide a component with a fade animation.
20. Create a simple React Router setup with Home, About, Contact pages.

🔴 Advanced Level (36–50)

1. Build a Todo App with useReducer.
2. Create a product list with Add to Cart functionality.
3. Build a search input with live filter results.
4. Create a form with validation (name, email, password).
5. Create a protected route that redirects if not logged in.
6. Create a Pagination component.
7. Use useMemo to memoize a heavy calculation (e.g., Fibonacci).
8. Use useCallback to prevent child re-renders on parent update.
9. Create a custom hook useLocalStorage() for saving data.
10. Create a multi-step form wizard.
11. Integrate Axios and fetch posts from JSONPlaceholder.
12. Lazy-load components using React.lazy() and Suspense.
13. Add loading spinner while a page loads.
14. Host a React app on Netlify (include .env file).
15. Build a weather app using OpenWeatherMap API and display weather by city name.
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