TOPIC NO.: 15

TITLE: B-Tree

Program Code:

#include <stdio.h>

#include <stdlib.h>

#define MAX 3

#define MIN 2

struct BTreeNode {

int val[MAX + 1], count;

struct BTreeNode \*link[MAX + 1];

};

struct BTreeNode \*root;

struct BTreeNode \*createNode(int val, struct BTreeNode \*child)

{

struct BTreeNode \*newNode;

newNode = (struct BTreeNode \*)malloc(sizeof(struct BTreeNode));

newNode->val[1] = val;

newNode->count = 1;

newNode->link[0] = root;

newNode->link[1] = child;

return newNode;

}

void insertNode(int val, int pos, struct BTreeNode \*node, struct BTreeNode \*child) {

int j = node->count;

while (j > pos) {

node->val[j + 1] = node->val[j];

node->link[j + 1] = node->link[j];

j--;

}

node->val[j + 1] = val;

node->link[j + 1] = child;

node->count++;

}
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void splitNode(int val, int \*pval, int pos, struct BTreeNode \*node, struct BTreeNode \*child, struct BTreeNode \*\*newNode)

{

int median, j;

if (pos > MIN)

{

median = MIN + 1;

}

else

{

median = MIN;

}

\*newNode = (struct BTreeNode \*)malloc(sizeof(struct BTreeNode));

j = median + 1;

while (j <= MAX)

{

(\*newNode)->val[j - median] = node->val[j];

(\*newNode)->link[j - median] = node->link[j];

j++;

}

node->count = median;

(\*newNode)->count = MAX - median;

if (pos <= MIN)

{

insertNode(val, pos, node, child);

}

else

{

insertNode(val, pos - median, \*newNode, child);

}

\*pval = node->val[node->count];

(\*newNode)->link[0] = node->link[node->count];

node->count--;

}

int setValue(int val, int \*pval, struct BTreeNode \*node, struct BTreeNode \*\*child)

{

int pos;

if (!node)

{

\*pval = val;

\*child = NULL;

return 1;

}

if (val < node->val[1])

{

pos = 0;

}

else {

for (pos = node->count; (val < node->val[pos] && pos > 1); pos--);

if (val == node->val[pos]) {

printf("Duplicates are not permitted\n");

return 0;

}

}

if (setValue(val, pval, node->link[pos], child)) {

if (node->count < MAX) {

insertNode(\*pval, pos, node, \*child);

}

else {

splitNode(\*pval, pval, pos, node, \*child, child);

return 1;

}

}

return 0;

}

void insert(int val)

{

int flag, i;

struct BTreeNode \*child;

flag = setValue(val, &i, root, &child);

if (flag)

root = createNode(i, child);

}

void search(int val, int \*pos, struct BTreeNode \*myNode)

{

if (!myNode) {

return;

}

if (val < myNode->val[1]) {

\*pos = 0;

}

else {

for (\*pos = myNode->count; (val < myNode->val[\*pos] && \*pos > 1); (\*pos)--);

if (val == myNode->val[\*pos]) {

printf("%d is found", val);

return;

}

else {

printf("%d is not found !", val);

return;

}

}

search(val, pos, myNode->link[\*pos]);

return;

}

void traversal(struct BTreeNode \*myNode) {

int i;

if (myNode) {

for (i = 0; i < myNode->count; i++) {

traversal(myNode->link[i]);

printf("%d ", myNode->val[i + 1]);

}

traversal(myNode->link[i]);

}

}

int main() {

int choice, ch, val;

while (1) {

printf("\n1. Insert a value into the B-Tree\n");

printf("2. Search for a value in the B-Tree\n");

printf("3. Traverse the B-Tree\n");

printf("4. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter a value to insert: ");

scanf("%d", &val);

insert(val);

printf("\n%d inserted into the B-Tree.\n", val);

break;

case 2:

printf("\nEnter a value to search: ");

scanf("%d", &val);

search(val, &ch, root);

break;

case 3:

printf("\nB-Tree traversal: ");

traversal(root);

printf("\n");

break;

case 4:

printf("\nExiting the program...\n");

exit(0);

break;

default:

printf("\nInvalid choice !\n");

break;

}

}

return 0;

}

Output:

1. Insert a value into the B-Tree

2. Search for a value in the B-Tree

3. Traverse the B-Tree

4. Exit

Enter your choice: 1

Enter a value to insert: 5

5 inserted into the B-Tree.

1. Insert a value into the B-Tree

2. Search for a value in the B-Tree

3. Traverse the B-Tree

4. Exit

Enter your choice: 1

Enter a value to insert: 6

6 inserted into the B-Tree.

1. Insert a value into the B-Tree

2. Search for a value in the B-Tree

3. Traverse the B-Tree

4. Exit

Enter your choice: 3

B-Tree traversal: 5 6

1. Insert a value into the B-Tree

2. Search for a value in the B-Tree

3. Traverse the B-Tree

4. Exit

Enter your choice: 2

Enter a value to search: 5

5 is found

1. Insert a value into the B-Tree

2. Search for a value in the B-Tree

3. Traverse the B-Tree

4. Exit

Enter your choice: 4

Exiting the program...