# Exercise: Arrays

Problems for exercise and homework for the ["C# Fundamentals" course @ SoftUni](https://softuni.bg/trainings/4219/programming-fundamentals-with-csharp-september-2023)  
You can check your solutions in [Judge](https://judge.softuni.org/Contests/1206/Arrays-Exercise)

## Train

### A train has n number of wagons (integer, received as input). On the next n lines, you will receive the number of people that are going to get on each wagon. Print out the number of passengers in each wagon followed by the total number of passengers on the train.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  13  24  8 | 13 24 8  45 |
| 6  3  52  71  13  65  4 | 3 52 71 13 65 4  208 |
| 1  100 | 100  100 |

## Common Elements

### Create a program that prints out all common elements in two arrays. You have to compare the elements of the second array to the elements of the first.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Hey hello 2 4  10 hey 4 hello | 4 hello |
| S of t un i  of i 10 un | of i un |
| i love to code  code i love to | code i love to |

## Zig-Zag Arrays

### Create a program that creates 2 arrays. You will be given an integer n. On the next n lines, you will get 2 integers. Form 2 new arrays in a zig-zag pattern as shown below.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4  1 5  9 10  31 81  41 20 | 1 10 31 20  5 9 81 41 |
| 2  80 23  31 19 | 80 19  23 31 |

## Array Rotation

### Create a program that receives an array and several rotations that you have to perform. The rotations are done by moving the first element of the array from the front to the back. Print the resulting array.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 51 47 32 61 21  2 | 32 61 21 51 47 |
| 32 21 61 1  4 | 32 21 61 1 |
| 2 4 15 31  5 | 4 15 31 2 |

## Top Integers

### Create a program to find all the top integers in an array. A top integer is an integer that is greater than all the elements to its right.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1 4 3 2 | 4 3 2 |
| 14 24 3 19 15 17 | 24 19 17 |
| 27 19 42 2 13 45 48 | 48 |

## Equal Sums

### Create a program that determines if an element exists in an array for which the sum of all elements to its left is equal to the sum of all elements to its right. If there are no elements to the left or right, their sum is considered to be 0. Print the index of the element that satisfies the condition or "no" if there is no such element.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 1 2 3 3 | 2 | At a[2] -> left sum = 3, right sum = 3  a[0] + a[1] = a[3] |
| 1 2 | no | At a[0] -> left sum = 0, right sum = 2  At a[1] -> left sum = 1, right sum = 0  No such index exists |
| 1 | 0 | At a[0] -> left sum = 0, right sum = 0 |
| 1 2 3 | no | No such index exists |
| 10 5 5 99 3 4 2 5 1 1 4 | 3 | At a[3] -> left sum = 20, right sum = 20  a[0] + a[1] + a[2] = a[4] + a[5] + a[6] + a[7] + a[8] + a[9] + a[10] |

## Max Sequence of Equal Elements

### Create a program that finds the longest sequence of equal elements in an array of integers. If several equal sequences are present in the array, print out the leftmost one.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 1 1 2 3 3 **2 2 2** 1 | 2 2 2 |
| **1 1 1** 2 3 1 3 3 | 1 1 1 |
| **4 4 4 4** | 4 4 4 4 |
| 0 **1 1** 5 2 2 6 3 3 | 1 1 |

## Magic Sum

### Create a program, which prints all unique pairs in an array of integers whose sum is equal to a given number.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1 7 6 2 19 23  8 | 1 7  6 2 |
| 14 20 60 13 7 19 8  27 | 14 13  20 7  19 8 |

## \*Kamino Factory

The clone factory in Kamino got another order to clone troops. But this time you are tasked to find **the best DNA** sequence to use in the production.

You will receive the **DNA length** and until you receive the command "**Clone them!**", you will be receiving a **DNA sequence of ones and zeroes, split by** '**!**' **(one or several).**

You should select the sequence with the **longest subsequence of ones**. If there are several sequences with the **same length of** the **subsequence of ones**, print the one with the **leftmost** **starting index**, if there are several sequences with the same **length and starting index**, select the sequence with the **greater sum** of its elements.

After you receive the last command "Clone them!" you should print the collected information in the following format:

"Best DNA sample {bestSequenceIndex} with sum: {bestSequenceSum}."

"{DNA sequence, joined by space}"

### Input / Constraints

* The **first line** holds the **length** of the **sequences** – **integer in the range [1…100].**
* On the next lines, until you receive **"Clone them!",** you will be receiving sequences (at least one) of ones and zeroes, **split by** '**!**' (one or several).

### Output

The output should be printed on the console and consists of two lines in the following format:

"Best DNA sample {bestSequenceIndex} with sum: {bestSequenceSum}."

"{DNA sequence, joined by space}"

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 5  1!0!**1!1**!0  0!**1!1**!0!0  Clone them! | Best DNA sample 2 with sum: 2.  0 1 1 0 0 | We receive 2 sequences with the **same length** **of the subsequence of ones**, but the second is printed because its subsequence starts at **index[1]**. |
| **Input** | **Output** | **Comments** |
| 4  **1!1**!0!**1**  1!0!0!1  **1!1**!0!0  Clone them! | Best DNA sample 1 with sum: 3.  1 1 0 1 | We receive 3 sequences. Both 1 and 3 **have the same length** of the subsequence of ones -> 2, **and both start from the index[0]**, but the first is printed, because its **sum is greater.** |

## \*LadyBugs

You are given a **field size** and the **indexes where ladybugs** can be found on the field. On every new line, until the "**end**" command is given, a ladybug **changes its position** either to its **left** or to its **right** by a given **fly length**. A movement description **command** looks like this: "0 right 1". This means that the little insect **placed on index 0 should fly one index to its right**. If the ladybug **lands on another ladybug**, it **continues to fly in the same direction repeating the specified flight length**. If the ladybug **flies out of the field**, it is **gone**.

For example, you are given a **field of size 3**, where there are ladybugs on indexes **0 and 1**. If the ladybug **on index 0 needs to fly to its right by the length of 1** (0 right 1), it will attempt to **land on index 1** but as there is **another ladybug** there, it will continue further to the right passing 1 index in length, landing on **index 2**. After that, if the same ladybug needs to fly to its right passing 1 index (2 right 1), it will land somewhere **outside** of the field, so it flies **away**:

![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQQAAACaCAYAAAE4FAYbAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAA5lSURBVHhe7Z1rjCRVHcXvzi67urPC7uwuOzMLRDSIgZWHWTVmIUpQ1gQDoiiJMfLF1wcTfMQEJcZEIBrCK4YQAUNQEBQMCKgkRhNXXUHgA+/nAhLQYAIxGEQJj/b8b93bW9NTPdMzfU/Xra7zS87eqls1vbf/der07Z7pKgdeh56pWe5F+6duNIhIv0F0QjsS+g3i7NCm5IbQzqNqEFaFQSuxG7q+WFyUvo8pY0Y0iIgGERlmEJ2pRKG27EGswADeNTW1lEzpy7IH8QD+c9P9oQ3dy2LoQQw7AKPxxkxGFoOomvONUiI/ZkM7CJYHBxWLAzFQfiw1ZJYygIHZHNrF+Bl0V7G4KPbEhk5QIbLiC6F9NrS10NlY86nlz+0UM6QlU56enV7HAAKd2dnZeiogUpLFxLRuVASgIoBBi/AyZNG3wq+l4wNQ6hmuf7EqFgdjkCKUH/C60KaEMs0HAxdiqUVYUoUHJHURjoC2FYuDoUwAKgJQEcBL0M6WS04wVARQRxG2h9ZebhkvuUumFidcjScfPwWw3xY9BP3GucfC5pEz8iKETx687oViMaL8TiNm5EV4Yu+T9e2VYdlkjrB9Rk1twRiP/M61a2tzQKS2IuSEigCqfg06rP5T0ZezKFwT2lajIgAVAagIQEUAY1uEOLUdhKUUgTFTXMpYB6b8gK+EdiEGLcJfIUYRKJQHOsig63aCsW9ok9HEIiR/3KYVgVJYe9CDQzsIgxbBvjBhj2ltKuzxyqqNpThhbFERgIoAVASgIoDGFaHqF5TD6vcVfTmLgk4HoCIAFQEspQg7Qjt2LFaEz4f2UuiWYnH8WKgI3wjt85C9wXnVr40hg5wO/l3eMTW/02OyaBHst9APQ9beENqwaWxYsAjhCfsn/mBY3hXW/Q5jwsBFiF/sjir2GA8WLULUdPji0PvDethlLBjICXatgV9NTMQn35ko2rFhwSI8GZ60yQoQT4lHir6xYcEiGLude8meuGn91q0drP87bBobFi1CG1ARgIoAVATQuCI06e8Y5TAiMoLwyAjCIyMIj4wgPDKC8MgIwpPSCPGT08gbUMpPTVMbIY7XxLqgSwpsfPYX9euhz4V1U1JSGaHf4FIOmpUINr6cjVBFqpp2YRvBrswvI6SlX62Hgm2EX0OpBt12I5wI2Vgn/VpiUhnhFKjqgFvf1cXi0LTVCFshG6NdoY9GysmiYQMuKyUpjdA7zrJyo2qMUclIbQQmrEQQQEYQHhlBeGQE4ZERhEdGEB4ZQXhkBOGREYRHRhAeGaHgTaFtLW0wwiWhNdaF1jgwtAK0LRFeg6p+eWN/TdVq2mSElZD/JrZ9//ay0JZlX0w+wbmpYvd20RojnOPcrb0Hfk9osbmruO1HxeXBWkMrjHAnXhLi5Umi7GCfODk5zwjlK3g8UtyKoRW0wgjxwJoZTisOcPdgfzzcVqafwkOMPa0yQpXWzcx0l7FrV4fu7WsFrTDCvpgA2kENd9PqyvosJWbCtYz+FvpN9hKBtjW0ZrJo2ME1M5wF2YGPMiPc09MXfqQ1tMoIZa5w7iKbKzwOPQVt2LDh4rCplbTWCGIuMoLwyAjCIyMIT9WNQqXh9feKvlx1AyRIbAxtE/huaAUBGUF4ZAThkRGER0YQHhlBeGQE4ZERhEdGEB4ZQXhkBOGREYSn1UbYD+r+8Sf0BJQ7caypSWmE86ByXe2yxilJagT7cqkN8m6/5typUBx4jnwCiuNjjDGVEXZBNr4L/Zpz/4NsPaUZkhqhqqBfgRhFHpYtUBzXHogxRuZLQ1WthyG5EaaLxTlY/1uLxSxpohHsRvtZG6EK67fXuFxRIiQ0wgS0kBHuKBazpGlGWAHZeK3mqRiZEW4rFrOkaUawsaa+p3oyI0SXVmH9pxeLWdIkI9g4GVd2ST5HOKRYnIP1ry4Ws6QpRrAxMsZpJDdC70BZRU5JE4xQVduUJDXC+6A4YLsG0XNh+UgoR3YHvQzZOON6KlIZIda0SvaSnIKkRjDWQuWBroJypTzOslIxCiOkujZkciOIvTAmiyxkBCIygvDICMIjIwiPjCA8MoLwyAjCIyMIj4wgPDKC8MgIwtM4I+yUKPpkRV+uuggSJPTSIDwygvDICMIjIwiPjCA8MoLwyAgNw76LMVksJkVGaBBfDS0DGSFT4gU8RoWMIDwyQqZcEtqToN4vihwIpUZGyJxeE0SlRkbIGLuR2RwDHA29e+96SmSEjPEH/GaofOvfsn7n3EvFrkMjI2SMv/F3POiXT0x0l++DdoflRDcHlxFypWwC05dXr/btmRA2e+0Dxe3+h5aPjJAj9zj3+mPhYJvspuB2g/Bw9s9RNMKe4S5TIyPkSDjD5x1wezl4tNR3PhSNEH5mucgIubHduQ/ZQd1RHFivVZD17bd165wD36tvF5fqXQ4yQm782bnn4oG9Cjo3LJsO3rSpu1ylXxTXWFoOMkJuYH7wfNVBNmGbV1y/E5qC7OXC1m9c/ttJGSE3znLuinigq7T//vv71iaP2L0r67vcuXPsMZaBjJAj8aD/OBxk04Ohb3Z21reWDHFb3I52ucgIOfIQDqodbCzOkfVtmp7uPB6WV4T+SWjID5ZkhFzpNcLZkPWduWZN573r1/vlsrDPMBe+lhFy5YvOnWwH+ErojtIBtw+a4stD1NecOz782HKREXLmCOcmez9qNpkRbE4QXg5SXChURmgI63c59+IeHHjT5i1b/oU+u3RwKmQE4ZERhEdGEB4ZQXhkBOGREYRHRhAeGUF4ZAThaZwR7EsfIj3XhFakp0knWZNQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBQIBBRIPBQIHBoXCAcBq0vFrNHgcCjCYFgPj0W2uzXmkHWgWBXNpxzScw+sttpDHMpTBZNCIRnoN56HgTlTm6BsAnqrWM/PQ/lSraBYGOKBfyhdVRgIVAu9KegnMg1EMyQ5bqdCtlNKOK6AmHp3ATZC9M2v1bNo1C57jmSZSDYrXpj0b5lHQvQGwo5kWMg7AP9A+q9oqwCYTS8BuXo1UiWgRALNmjRymbeYR2Z0KTPEBQIoyHW2JQj2QXCcl7xL4Ti/rdaRyYoEHg0MRD+CMUaX2AdGTIWgXA2FPe/2zoyQYHAo2mBEGtr+qZ1ZMpYBMIPoLj/FdaRCQoEHk0JhI9Asa6vW0fmjMVnCC9Acf9DrCMTFAg8cg+Eo6FYT9MaqAlkGQi3Q7GQF1vHAqyDyoXPCQUCj1wD4Sio7MfDoSaRZSAYNr2KRf2tdVRQno6ZckOBwCO3QDgQKnvxY1ATyTYQDPsktlzkfsr1Q5pcA6GqhospN3ILhKqaDaLjoJzIOhCaTpNmCE2jKR8qNg0FAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAgcFAhEFAg8FAoduINhVeKW0ur6iT0qjt1f0ScPrXEgzBBKaIfDQDIGD3jIQUSDwUCBwUCAQUSDwUCBwUCAQUSDwUCBwUCAQUSDwUCBwUCAQUSDwUCBwUCAQUSDwUCBwUCAQaUogfD20xgbovGIxaxQIHBQIRHIPhFNDG9kJvQWy2+lNWkfGKBA4KBCIjDoQDoB6b4d/DLS9WJzH90PbRBQIHBQIREYdCLOhtVf5Xm4J7ZHQ01D5ZiH/hZp2pyEFAgcFApFRB8LboM9Cdou73tuxlQNgMU1DuaNA4KBAIJLDZwifhqpO+sW0C8oZBQIHBQKRHAKh6mTvfA+6FnoQeqBC1v+Ic2/8xLmHsf8qKDcUCBwUCETqDoQVkA+Ak8JJXj7p74ce7elbSA9B5zp3mX/k+lEgcFAgEKl9hvBL5/5pJ37VCW6a3LRpXt92CD/a1QS0B4rb7fH+4Nyz9vg1okDgoEAgUlsgHOfcofEEtlf2C6APQ2dA5VkB3g90rlmxoru+BsKPV+ouKO4X9SXntmFbHSgQOCgQiNQSCGc6d0KcFbwHQtc8rYTiW4h109M+NBba39Tv7cXxzp2I7aNGgcBBgUCklkCIJ7q1WO2ruN9PV67sHLduXfcEfxw6AdoAHQzdDsVtVQr/DzJmpCgQOCgQiIw8EC517i/lk/UxaFVxws7R01Dcx2YHW2Zm/NuH8s8uRdc6dyUed5QoEDgoEIiMPBDuc+6FqhN2MZ2xZk1nGm8dqrYNohudezUMYVQoEDgoEIiMPBBuce6ZqhN2MdlMYnp2tvOd1avnbcOTmDfDMD0JxX1uwswEfaNEgcBBgUCkjs8Q9i2fzGXZW4JjoHdCOOrz/i7ho5OTnRmEQvlEt98s4DH7Kn4YebJzR2F9lCgQOCgQiNQRCO4q5+6JJ7TJggDdlToFivvZbyZsljC1ebNftj4LjbVQ1c9+BrJ9bnXuKayPGgUCBwUCkVoCwbjNuXvjiW5/VISuvor7mbZt3NiZRSj8fGJiTr/NBHDid86HbNYQA+N657CpFhQIHBQIRGoLBAOv/gfEKf2fIHTN0TugeGJH2clugTAFlft7ZTOH7fX9UZKhQOCgQCBSayCUOCwGwyB688yMD4UPTk7O24YgeOM0544Nj1snCgQOCgQiuQRClx3OHY63EK/0nuhl7YIsEEy2bvvv59zR4SFyQYHAQYFAJLtAGCMUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBwUCEQUCDwUCBx8IMz7O3dJktood/P/AYEFExlHraLeAAAAAElFTkSuQmCC)![](data:image/png;base64,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)

### If we receive an initial index that does not contain a ladybug, nothing happens. If you are given a ladybug index that is outside the field, nothing happens. In the end, print all cells of the field separated by blank spaces. For each cell that has a ladybug in it print '1' and for each empty cell print '0'. The output of the example above should be "0 1 0".

### Input

* On the first line, you will receive an integer - the size of the field.
* On the second line, you will receive the initial indexes of all ladybugs separated by a blank space.
* On the next lines, until you get the "**end**" command, you will receive commands in the format: **"{ladybug index} {direction} {fly length}**".

### Output

* Print all field cells in format: "**{cell} {cell} … {cell}**"
  + If a cell has a ladybug in it, print '**1**'.
  + If a cell is empty, print '**0**'.

### Constrains

* The size of the field will be in the range [**0…1000**].
* The ladybug indexes will be in the range [**-2147483647…2147483647**].
* The number of commands will be in the range [**0…100**].
* The fly length will be in the range [**-2147483647…2147483647**].

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  0 1  0 right 1  2 right 1  end | 0 1 0 | 1 1 0 – initial field  0 1 1 – field after "0 right 1"  0 1 0 – field after "2 right 1" |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 3  0 1 2  0 right 1  1 right 1  2 right 1  end | 0 0 0 |  | 5  3  3 left 2  1 left -2  end | 0 0 0 1 0 |