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**Requirements**

The objective was to implement a program to reverse the contents of a given input file and then write the reversed content in to an output file. Input and output files are given as command line parameters. If no parameters are given, the program defaults to getting input from stdin and outputting it to stdout. Similarly, if only one command line parameter is given, the parameter is considered as the input file. Error handling regarding I/O-operations and memory allocation was required. For detailed descriptions of error handling requirements, please see project description.

**Implementation**

The program was implemented as a command line utility that accepts up to 2 arguments in addition to the filename. The first parameter is used for passing the input file and the second parameters is used for determining the output file. A simple if-else structure is implemented in the main method to distinguish between the possible scenarios depending on the number of command line arguments provided. This is done by getting the argument count from the main method. A struct was constructed to represent an individual line in a singly linked list. A utility function newLine() was constructed to simplify creation of new line instances as nodes in a linked list. Malloc was used for dynamic memory allocation. A function for reading the input was implemented with the help of the getline() function available from the standard I/O-library. This function utilizes memory reallocation to ensure there’s always enough space. Type of input is checked with strcmp that returns zero if input parameter given to the readFile() function is stdin and numerical value larger or smaller than zero if parameter is not stdin. Contents of the read line are then stored in the newly created node of the linked list with the strdup() function. Finally, memory allocated is then free’ed.

The linked list is then reversed with a recursive function called reverseInput(). The function takes a pointer to a pointer as a parameter, that references to the first item in the singly linked list. The list is then divided to the first item and the rest of the items. The rest are then recursively reversed and the first is finally linked to the end.

The reversed input is then written to the output with the function writeOutput(), that takes a pointer to the start of the linked list and the argument vector as parameters. The content of the argument vector is again checked with strcmp() and the output is then directed to a file or stdout depending on the result.

Error handling regarding I/O-operations and memory handling was implemented in the appropriate subroutines responsible for these operations. In addition, errors regarding the usage more directly related to the user were considered in the main() method.

**Discussion**