# Maze Solver

## Question 1.1

A search problem has a state space, nodes and arcs. Therefore, for the maze solver to be seen as a search problem, each of these items needs to be defined by the problem.

The state space of the maze solver would be a tree, with the branches being the arcs.

The arcs of the maze solver would be the adjacencies between the empty ‘-‘ characters.

The nodes in this representation would be the empty ‘-‘ characters.

## Question 1.2

### Part 1

Steps in the Depth-First algorithm:

1. First, select the first direction you encounter.
2. Search all the nodes along this direction, labelling each as “visited” once they have been passed for the first time.
3. If at any point the goal node is found along this direction, return the path up to this node and terminate.
4. Otherwise, once you reach the end of this direction, backtrack until you find a new direction to explore. The search fails if no other directions are found, and the search space is deemed invalid.
5. When a new direction is discovered, repeat steps 2-5.

### Part 2

In my implementation, I represented nodes by a 2D cartesian coordinate grid, with (0, 0) being the top left position in the maze.

The solution to the maze is printed to the file PathOutput.txt, as printing the larger mazes to the console would be impractical.

Identical pre-made PathOutput.txt solutions are also present under the paths folder for every maze type, for both A\* and depth-first search.

More specific details are available in the README.txt file.

### Part 3

When testing the performance of my algorithm, I used the commands provided in the README.txt file. I also enabled maze output (mazeOutput = true in ‘Constants.h’).

#### Statistics

Easy Maze

|  |  |
| --- | --- |
| Number of nodes visited | 77 |
| Number of steps in final path | 27 |
| Execution time | 0.004s (mazeOutput = false)  0.006s (mazeOutput = true) |

Path travelled for the easy maze (see README.txt for legend):
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#### Analysis

This result shows that on a small number of nodes, depth-first search (DFS) is very quick. Additionally, a large portion of the time is taken by outputting to the MazeOutput.txt file, which can be circumvented by setting mazeOutput = false in “Constants.h”.

Additionally, the maze output shows that DFS explores nearly every node in the maze, leading to a huge number of total nodes explored, when only a small portion of them are included in the final path.

This suggests that an algorithm which uses a heuristic function may be able to produce more optimal results.

### Part 4

#### Statistics

Medium Maze

|  |  |
| --- | --- |
| Number of nodes visited | 4782 |
| Number of steps in final path | 449 |
| Execution time | 0.231s |

Large Maze

|  |  |
| --- | --- |
| Number of nodes visited | 22372 |
| Number of steps in final path | 1120 |
| Execution time | 0.827s |

Very Large Maze

|  |  |
| --- | --- |
| Number of nodes visited | 468366 |
| Number of steps in final path | 3745 |
| Execution time | 4.749s (mazeOutput = false)  51.577s (mazeOutput = true) |

#### Analysis

The above statistics suggest that the depth-first search implementation is of polynomial time complexity.

The ratio between the **Medium** and **Large** mazes for execution time is 0.231/0.827 = ~0.279, and for size is 20000/180000 = ~0.111.

The ratio between the **Medium** and **Very Large** mazes for execution time is 0.231/51.577 = ~0.004, and for size is 20000/2000000 = 0.01.

Therefore, the ratio of size difference to execution time difference for Medium and Large is 0.279/0.111 = ~2.514, and the ratio of size difference to execution time difference for Medium and Very Large is 0.004/0.01 = 0.4.

As such, the execution time difference increases faster than the number of nodes, hence a time complexity higher than O(n).

## Question 1.3

### Part 1

I will be using the A\* search algorithm to solve the maze. The A\* algorithm produces a more optimal solution than Depth-First search, since it evaluates the cost of travelling down each path when finding the solution. Rather than travelling down the nearest path until a wall has been reached, the A\* algorithm uses a heuristic algorithm to determine which path to travel down next, based on the distance from the goal and the total length of the path so far.

The A\* algorithm works as follows in simple terms:

1. Pick a start node.
2. Add all possible adjacent nodes from this node to the list of potential paths.
3. Select the adjacent node with the lowest cost using a heuristic algorithm, keeping track of the nodes that came before it with a linked list.
4. If the adjacent node is the goal, output the linked list keeping track of all the nodes before it in order.
5. Otherwise, go back to step 2.

### Part 2

#### Statistics

Easy Maze

|  |  |  |
| --- | --- | --- |
|  | **A\*** | **DFS** |
| Number of nodes visited | 36 | 77 |
| Number of steps in final path | 27 | 27 |
| Execution time | 0.005s | 0.006s |

Path travelled for the easy maze (see README.txt for legend):

![Calendar

Description automatically generated with medium confidence](data:image/png;base64,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)

#### Analysis

For the **Easy** maze, A\* performs slightly better than DFS, by 0.008s. Both algorithms output a path with the same number of steps in.

These results suggest that for small mazes, my A\* and DFS algorithms have similar performance and optimality.

### Part 2

Please see the README.txt file for details on how to run the A\* algorithm.

### Part 3

#### Statistics

Medium Maze

|  |  |  |
| --- | --- | --- |
|  | **A\*** | **DFS** |
| Number of nodes visited | 2046 | 4782 |
| Number of steps in final path | 321 | 449 |
| Execution time | 0.067s | 0.231s |

Large Maze

|  |  |  |
| --- | --- | --- |
|  | **A\*** | **DFS** |
| Number of nodes visited | 41900 | 22372 |
| Number of steps in final path | 974 | 1120 |
| Execution time | 9.031s | 0.827s |

Very Large Maze

|  |  |  |
| --- | --- | --- |
|  | **A\*** | **DFS** |
| Number of nodes visited | 273919 | 468366 |
| Number of steps in final path | 3691 | 3745 |
| Execution time | 697.413s (mazeOutput = true)  656.968s (mazeOutput = false) | 51.577s (mazeOutput = true)  4.749s (mazeOutput = false) |

#### Analysis

Up to the **Medium** maze, the A\* algorithm performs relatively well. However, especially between the **Medium** and **Large** mazes, the difference in runtime speed is considerable, with a 0.004 ratio between time taken by Medium and time taken by Large.

The ratio of time taken between Medium and Large is ~0.004, while the ratio of their sizes is a much larger 0.1.

The implication of this is that, when increasing the size of a maze, the difference in time taken to solve the maze increases much faster than the difference in its maze size. Hence the A\* algorithm has a much higher time complexity than O(n).

As such, the A\* algorithm is considerably less suited to solving large mazes (in speed terms) than DFS.

However, the above results also show that the A\* algorithm always produces a path that is equal to or better than the one produced by DFS.

#### Output

All maze paths output to the file PathOutput.txt, and these results can be seen in the ‘paths’ folder.

Snippets of the outputs for easy, normal and very large are below (for the A\* algorithm):

*as\_easy.txt as\_normal.txt as\_vlarge.txt*

--- A\* SEARCH EASY [mazes/maze-Easy.txt] ---

(1, 0)

(1, 1)

(2, 1)

(3, 1)

(4, 1)

(5, 1)

(5, 2)

(5, 3)

(5, 4)

(5, 5)

(6, 5)

(7, 5)

(8, 5)

(8, 6)

(9, 6)

(10, 6)

(11, 6)

(12, 6)

(13, 6)

(14, 6)

(15, 6)

(16, 6)

(17, 6)

(17, 7)

(17, 8)

(18, 8)

(18, 9)

--- A\* SEARCH MEDIUM [mazes/maze-Medium.txt] ---

(1, 0)

(1, 1)

(1, 2)

(1, 3)

(2, 3)

(3, 3)

(3, 4)

(3, 5)

(4, 5)

(5, 5)

(5, 6)

(6, 6)

(7, 6)

(8, 6)

(8, 7)

(9, 7)

(9, 8)

(9, 9)

(9, 10)

(9, 11)

(9, 12)

(9, 13)

(9, 14)

(9, 15)

(9, 16)

…

(198, 99)

--- A\* SEARCH VLARGE [mazes/maze-VLarge.txt] ---

(1, 0)

(1, 1)

(1, 2)

(1, 3)

(1, 4)

(1, 5)

(1, 6)

(1, 7)

(2, 7)

(2, 8)

(2, 9)

(2, 10)

(2, 11)

(2, 12)

(3, 12)

(4, 12)

(5, 12)

(6, 12)

(6, 13)

(6, 14)

(6, 15)

(6, 16)

(5, 16)

(5, 17)

(4, 17)

(4, 18)

(4, 19)

…

(1880, 999)

### Part 4

#### Conclusion

Up to the **Medium** maze, A\* runs faster than DFS due to being more optimised. However, the A\* algorithm ultimately has a much higher time complexity than DFS, and so its runtime speed suffers drastically on the **Large** and **Very Large** mazes.

The A\* algorithm produces a more optimal path for every maze type, with the exception of the **Small** maze, where DFS finds the same route.

For larger mazes, DFS is much quicker and produces a minimally less optimal result, outputting a path of generally <10% more steps than that of the A\* search. Therefore, for most cases, my Depth-First search algorithm is the better choice for solving mazes.

However, for situations in which the optimality of a maze solver is more important than its runtime speed, the A\* algorithm is a better choice.

# Further Experimentation, Analysis and Discussion

Experimentation/Discussion

* To begin with, my A\* algorithm was incredibly inefficient, and the **Very Large** maze was practically unsolvable.
* After experimenting with performance analysis tools, I was able to improve the performance by nearly 100 times with the following optimisations:
  + Using a single insertion sort pass and pushing from the front, rather than comparing every node’s cost in the very large list of potential nodes.
  + Changed the loop checking from “has any node explored” to “has this node explored”, as this had a high performance overhead which added up.
  + It was also unnecessary, as loops can only occur within a node.
  + Changed the potential\_list type from <vector> to <deque> to improve efficiency of front and back operations.
* Additionally, I originally used node path size + Euclidian distance to the goal as a heuristic, which weighted the node path size higher than the distance to the goal.
  + This is because the Euclidian distance is a hypotenuse distance to the goal, whereas the node path size is not.
  + I replaced this heuristic with node path size + Manhattan distance, as Manhattan distance has better synergy with the node path size.