### **First Steps to Decorators**

We know from our various Python training classes that there are some points in the definitions of decorators, where many beginners get stuck.

Therefore, we will introduce decorators by repeating some important aspects of functions. First you have to know or remember that function names are references to functions and that we can assign multiple names to the same function:

**def** succ(x):

**return** x + 1

successor = succ

successor(10)

**Output:**

11

succ(10)

**Output:**

11

This means that we have two names, i.e. "succ" and "successor" for the same function. The next important fact is that we can delete either "succ" or "successor" without deleting the function itself.

**del** succ

successor(10)

**Output:**

11

### 2. Functions inside Functions

Python’s concept of having or defining functions inside of a function is completely new to C or C++ programmers:

**def** f():

**def** g():

print("Hi, it's me 'g'")

print("Thanks for calling me")

print("This is the function 'f'")

print("I am calling 'g' now:")

g()

f()

**Output:**

This is the function 'f'

I am calling 'g' now:

Hi, it's me 'g'

Thanks for calling me

Another example using "proper" return statements in the functions:

**def** temperature(t):

**def** celsius2fahrenheit(x):

**return** 9 \* x / 5 + 32

result = "It's " + str(celsius2fahrenheit(t)) + " degrees!"

**return** result

print(temperature(20))

**Output:**

It's 68.0 degrees!

### 3. Functions as Parameters

If you solely look at the previous examples, this doesn't seem to be very useful. It gets useful in combination with two further powerful possibilities of Python functions. Due to the fact that every parameter of a function is a reference to an object and functions are objects as well, we can pass functions - or better "references to functions" - as parameters to a function. We will demonstrate this in the next simple example:

**def** g():

print("Hi, it's me 'g'")

print("Thanks for calling me")

**def** f(func):

print("Hi, it's me 'f'")

print("I will call 'func' now")

func()

f(g)

**Output:**

Hi, it's me 'f'

I will call 'func' now

Hi, it's me 'g'

Thanks for calling me

You may not be satisfied with the output. 'f' should write that it calls 'g' and not 'func'. Of course, we need to know what the 'real' name of func is. For this purpose, we can use the attribute \_\_name\_\_, as it contains this name:

def g():

print("Hi, it's me 'g'")

print("Thanks for calling me")

def f(func):

print("Hi, it's me 'f'")

print("I will call 'func' now")

func()

print("func's real name is " + func.\_\_name\_\_)

f(g)

**Output:**

Hi, it's me 'f'

I will call 'func' now

Hi, it's me 'g'

Thanks for calling me

func's real name is g

The output explains what's going on once more. Another example:

**import** **math**

**def** foo(func):

print("The function " + func.\_\_name\_\_ + " was passed to foo")

res = 0

**for** x **in** [1, 2, 2.5]:

res += func(x)

**return** res

print(foo(math.sin))

print(foo(math.cos))

**Output:**

The function sin was passed to foo

2.3492405557375347

The function cos was passed to foo

-0.6769881462259364

### 4. Functions returning Functions

The output of a function is also a reference to an object. Therefore functions can return references to function objects.

**def** f(x):

**def** g(y):

**return** y + x + 3

**return** g

nf1 = f(1)

nf2 = f(3)

print(nf1(1))

print(nf2(1))

**Output:**

5

7

We will implement a polynomial "factory" function now. We will start with writing a version which can create polynomials of degree 2.
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The Python implementation as a polynomial factory function can be written like this:

**def** polynomial\_creator(a, b, c):

**def** polynomial(x):

**return** a \* x\*\*2 + b \* x + c

**return** polynomial

p1 = polynomial\_creator(2, 3, -1)

p2 = polynomial\_creator(-1, 2, 1)

**for** x **in** range(-2, 2, 1):

print(x, p1(x), p2(x))

**Output:**

-2 1 -7

-1 -2 -2

0 -1 1

1 4 2

We can generalize our factory function so that it can work for polynomials of arbitrary degree:
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**def** polynomial\_creator(\*coefficients):

*""" coefficients are in the form a\_n, ... a\_1, a\_0*

*"""*

**def** polynomial(x):

res = 0

**for** index, coeff **in** enumerate(coefficients[::-1]):

res += coeff \* x\*\* index

**return** res

**return** polynomial

p1 = polynomial\_creator(4)

p2 = polynomial\_creator(2, 4)

p3 = polynomial\_creator(1, 8, -1, 3, 2)

p4 = polynomial\_creator(-1, 2, 1)

**for** x **in** range(-2, 2, 1):

print(x, p1(x), p2(x), p3(x), p4(x))

**Output:**

-2 4 0 -56 -7

-1 4 2 -9 -2

0 4 4 2 1

1 4 6 13 2

The function p3 implements, for example, the following polynomial:
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The polynomial function inside of our decorator polynomial\_creator can be implemented more efficiently. We can factorize it in a way so that it doesn't need any exponentiation.

Factorized version of a general polynomial without exponentiation:

![](data:image/png;base64,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)

Implementation of our polynomial creator decorator avoiding exponentiation:

**def** polynomial\_creator(\*coeffs):

*""" coefficients are in the form a\_n, a\_n\_1, ... a\_1, a\_0*

*"""*

**def** polynomial(x):

res = coeffs[0]

**for** i **in** range(1, len(coeffs)):

res = res \* x + coeffs[i]

**return** res

**return** polynomial

p1 = polynomial\_creator(4)

p2 = polynomial\_creator(2, 4)

p3 = polynomial\_creator(1, 8, -1, 3, 2)

p4 = polynomial\_creator(-1, 2, 1)

**for** x **in** range(-2, 2, 1):

print(x, p1(x), p2(x), p3(x), p4(x))

**Output:**

-2 4 0 -56 -7

-1 4 2 -9 -2

0 4 4 2 1

1 4 6 13 2

If you want to learn more about polynomials and how to create a polynomial class, you can continue with our chapter on [Polynomials](https://www.python-course.eu/polynomial_class_in_python.php).

### 5. A Simple Decorator

Now we have everything ready to define our first simple decorator:

**def** our\_decorator(func):

**def** function\_wrapper(x):

print("Before calling " + func.\_\_name\_\_)

func(x)

print("After calling " + func.\_\_name\_\_)

**return** function\_wrapper

**def** foo(x):

print("Hi, foo has been called with " + str(x))

print("We call foo before decoration:")

foo("Hi")

print("We now decorate foo with f:")

foo = our\_decorator(foo)

print("We call foo after decoration:")

foo(42)

**Output:**

We call foo before decoration:

Hi, foo has been called with Hi

We now decorate foo with f:

We call foo after decoration:

Before calling foo

Hi, foo has been called with 42

After calling foo

If you look at the output of the previous program, you can see what's going on. After the decoration "foo = our\_decorator(foo)", foo is a reference to the 'function\_wrapper'. 'foo' will be called inside of 'function\_wrapper', but before and after the call some additional code will be executed, i.e. in our case two print functions.