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## Objectives

* Explore features of the Bioconductor Packages
* Query/read/Analyze sequence data.

## Description

Write R code to do each of the following tasks:

### Question a

Search the ACNUC “genbank” for the sequences:

#### i. from “Mycobacterium tuberculosis” with accession number JX303316.

choosebank("genbank")  
Q1 <- query("Q1", "AC= JX303316")

#### ii. from the “Escherichia coli” with accession number AE005174.

Q2 <- query("Q2", "AC= AE005174")

### Question b

Compute the fraction of each base in each sequence.

# Compute Sequence Q1 (Mycobacterium tuberculosis)  
  
t1 = count(getSequence(Q1$req[[1]]), wordsize = 1)  
(t1["a"])/sum(t1)\*100

## a   
## 19.19706

(t1["g"])/sum(t1)\*100

## g   
## 33.64433

(t1["c"])/sum(t1)\*100

## c   
## 30.64744

(t1["t"])/sum(t1)\*100

## t   
## 16.51117

# Compute Sequence Q2 (Escherichia coli)  
  
t2 = count(getSequence(Q2$req[[1]]), wordsize = 1)  
  
(t2["a"])/sum(t2)\*100

## a   
## 24.81008

(t2["g"])/sum(t2)\*100

## g   
## 25.20419

(t2["c"])/sum(t2)\*100

## c   
## 25.23938

(t2["t"])/sum(t2)\*100

## t   
## 24.74635

### Question c

For the first sequence, calculate the GC content for each 500-nucleotide chunks of the sequence. Create a sliding window scattered plot of GC content using red lines.

slidingwindowplot <- function(windowsize, inputseq)  
{  
 starts <- seq(1, length(inputseq)-windowsize, by = windowsize)  
 n <- length(starts) # Find the length of the vector "starts"  
 chunkGCs <- numeric(n) # Make a vector of the same length as vector "starts", but just containing zeroes  
 for (i in 1:n) {  
 chunk <- inputseq[starts[i]:(starts[i]+windowsize-1)]  
 chunkGC <- GC(chunk)  
 print(chunkGC)  
 chunkGCs[i] <- chunkGC  
 }  
 plot(starts,chunkGCs,type="b",xlab="Nucleotide start position",ylab="GC content")  
}

slidingwindowplot(500, getSequence(Q1$req[[1]]))

## [1] 0.588  
## [1] 0.634  
## [1] 0.656  
## [1] 0.678  
## [1] 0.66  
## [1] 0.652  
## [1] 0.64
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### Question d

Write a function that finds and plots the count of each codon in a given sequence. Test your function on both sequences.

findPotentialCondonAndPlot <- function(sequence)  
{  
 # Define the codon vector  
 CondonTable = count(sequence, wordsize = 3)  
 plot(CondonTable,xlab="Codon",ylab="Count")  
}

Plot of codon’s frequency in Sequence 1

findPotentialCondonAndPlot(getSequence(Q1$req[[1]]))
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Plot of codon’s frequency in Sequence 2

findPotentialCondonAndPlot(getSequence(Q2$req[[1]]))

![](data:image/png;base64,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)

### Question e

For the second sequence, what are the top three most frequent 3-bp words?

# Get the total count of word size = 3  
t2.3 = count(getSequence(Q2$req[[1]]), wordsize = 3)  
  
# Copy of the total count table  
t2.3.1 <- t2.3  
  
# Store the index of the most frequent  
maxV = {}  
  
#Search for the index of the most frequent  
for (i in 1:3)  
{  
 maxV <- c(maxV,which.max(t2.3.1))  
 t2.3.1 <- t2.3.1[-c(which.max(t2.3.1))]  
}  
  
# Store the top 3 most frequent  
topThreeQ2 = {}  
  
# Store the 3 most frequent   
for (i in maxV)  
{  
 topThreeQ2 <- c(topThreeQ2,t2.3[i])   
}  
  
# Display the 3 most frequent  
topThreeQ2

## ttt aaa cga   
## 132782 132616 80824

# remove all unused data  
rm(i, maxV, t2.3, t2.3.1)

### Question f

Write a function to find and return all under-represented DNA words with a specific length in a given sequence. Test your function using the second sequence for 2- and 4- bp long words.

#### Function 2 bp long:

#################################################  
# Function to calculate the 2Bp nucleotides long  
#################################################  
underRepresent2Bp <- function(sequence)  
{  
 # This hold the count of 2 character words  
 word\_frq = count(sequence, 2) / sum(count(sequence, 2))  
   
 # This hold the count of 1 character words  
 Base\_frq = count(sequence, 1) / sum(count(sequence, 1))  
   
 # Create a data frame of 2 character words for access sub-string the base  
 temp <- data.frame(word\_frq)  
   
 # container hold the𝜌(Rho) is used to measure  
 # how over- or under-represented a particular DNA word is.  
 underRepresent.2.Bp = {  
 }  
   
 for (val in 1:length(word\_frq))  
 {  
 Names <- toString(temp[val, "Var1"]) # Get the nucleotides long names  
   
 # Calculate the𝜌(Rho) based on names  
 percetage <-  
 word\_frq[Names] / (Base\_frq[substr(Names, 1, 1)] \* Base\_frq[substr(Names, 2, 2)])  
 if (percetage < 1)  
 {  
 underRepresent.2.Bp <- c(underRepresent.2.Bp, percetage)  
 }  
 }  
   
 View(underRepresent.2.Bp)  
   
 return (underRepresent.2.Bp)  
}  
  
#################################################  
# Function to calculate the 3Bp nucleotides long  
#################################################  
  
  
underRepresent3Bp <- function(sequence)  
{  
 # This hold the count of 2 character words  
 word\_frq = count(sequence, 3) / sum(count(sequence, 3))  
   
 # This hold the count of 1 character words  
 Base\_frq = count(sequence, 1) / sum(count(sequence, 1))  
   
 # Create a data frame of 2 character words for access sub-string the base  
 temp <- data.frame(word\_frq)  
   
 # container hold the𝜌(Rho) is used to measure  
 # how over- or under-represented a particular DNA word is.  
 underRepresent.3.Bp = {  
 }  
   
 for (val in 1:length(word\_frq))  
 {  
 Names <- toString(temp[val, "Var1"]) # Get the nucleotides long  
   
 # Calculate the𝜌(Rho) based on names  
 percentage <-  
 word\_frq[Names] / (Base\_frq[substr(Names, 1, 1)] \* Base\_frq[substr(Names, 2, 2)] \* Base\_frq[substr(Names, 3, 3)])  
 if (percentage < 1)  
 {  
 underRepresent.3.Bp <- c(underRepresent.3.Bp, percentage)  
 }  
 }  
   
 View(underRepresent.3.Bp)  
   
 return (underRepresent.3.Bp)  
}  
  
  
#################################################  
# Function to calculate the 4Bp nucleotides long  
#################################################  
  
underRepresent4Bp <- function(sequence)  
{  
 # This hold the count of 4 character words  
 word\_frq = count(sequence, 4) / sum(count(sequence, 4))  
   
 # This hold the count of 1 character words  
 Base\_frq = count(sequence, 1) / sum(count(sequence, 1))  
   
 # Create a data frame of 4 character words for access sub-string the base  
 temp <- data.frame(word\_frq)  
   
 # container hold the𝜌(Rho) is used to measure  
 # how over- or under-represented a particular DNA word is.  
 underRepresent.4.Bp = {  
 }  
   
 for (val in 1:length(word\_frq))  
 {  
 Names <-  
 toString(temp[val, "Var1"]) # Get the four nucleotides long names  
   
 # Calculate the𝜌(Rho) based on names by substring each nucleotides  
 percentage <-  
 word\_frq[Names] / (Base\_frq[substr(Names, 1, 1)] \* Base\_frq[substr(Names, 2, 2)]  
 \* Base\_frq[substr(Names, 3, 3)] \* Base\_frq[substr(Names, 4, 4)])  
 if (percentage < 1) {  
 underRepresent.4.Bp <- c(underRepresent.4.Bp, percentage)  
 }  
 }  
   
 View(underRepresent.4.Bp)  
   
 return (underRepresent.4.Bp)  
}  
  
  
underRepresent <- function(sequence, SpecLength) {  
 if (SpecLength == 4){  
 underRepresent4Bp(sequence)   
 } else if (SpecLength == 2){  
 underRepresent2Bp(sequence)  
 } else if (SpecLength == 3){  
 underRepresent3Bp(sequence)  
 } else{  
 print("Specific Length is undefined")  
 }  
}

# Test the under represent two nucleotides long names  
underRepresent(getSequence(Q2$req[[1]]),2)

## ac ag cc ct ga gg gt ta   
## 0.8843864 0.8223558 0.9214547 0.8198983 0.9264458 0.9220757 0.8827863 0.7573850   
## tc   
## 0.9260602

# test the under present four nucletides long names  
underRepresent(getSequence(Q2$req[[1]]),4)

## aact aaga aagg aagt acaa acac acag   
## 0.89894427 0.95936672 0.75710614 0.72388134 0.94151633 0.62384561 0.97092717   
## acat accc acct acga acgg acgt acta   
## 0.81767658 0.65910217 0.73723613 0.78064101 0.99864101 0.77847279 0.37624631   
## actc actt agac agag agat agcc agct   
## 0.54816318 0.72567950 0.59267032 0.61413430 0.91913942 0.96114986 0.73691896   
## agga aggc aggg aggt agta agtc agtg   
## 0.64891499 0.89329298 0.51163531 0.74557274 0.61364128 0.53156408 0.75319770   
## agtt atac atag atct atgt caag caca   
## 0.90389084 0.77659465 0.51799600 0.92324817 0.81969564 0.52223341 0.74611750   
## cacg cact cata catg ccaa ccac ccca   
## 0.86400608 0.76338551 0.77550982 0.84746609 0.71258985 0.99858592 0.71178852   
## cccc cccg ccct ccga ccta cctc cctt   
## 0.50972466 0.89352081 0.52598715 0.82440201 0.22333604 0.46683011 0.75563639   
## cgac cgag cgga cggg cgta cgtc cgtg   
## 0.89314011 0.52988557 0.95538039 0.89848545 0.76468342 0.97562820 0.87987168   
## ctaa ctac ctag ctat ctca ctcc ctcg   
## 0.42803501 0.47402693 0.05460035 0.52484796 0.69458113 0.55228422 0.53803999   
## ctct ctgt ctta cttg gaac gaca gacc   
## 0.60656368 0.96141135 0.56239452 0.51873575 0.99273900 0.74475106 0.74141554   
## gacg gact gaga gagc gagg gagt gatc   
## 0.98646969 0.53899270 0.65012072 0.70794243 0.46489061 0.55113615 0.99227772   
## gcac gccc gcct gcta gctc ggac ggag   
## 0.96192373 0.83566212 0.89863495 0.56290357 0.72265037 0.47823722 0.55774092   
## ggcc ggct ggga gggc gggg gggt ggta   
## 0.66211418 0.96542746 0.65031733 0.81874672 0.51136390 0.66398296 0.94321740   
## ggtc gtac gtag gtat gtcc gtcg gtct   
## 0.72740690 0.67117568 0.48702135 0.78650057 0.47195449 0.88782398 0.58539310   
## gtgc gtgt gtta gttc taac taag taca   
## 0.95153379 0.62923456 0.98325594 0.98980590 0.98766426 0.56272493 0.62420004   
## tacc tacg tact taga tagc tagg tagt   
## 0.93776102 0.76417270 0.61237778 0.32051799 0.56243928 0.21554473 0.37362210   
## tata tatg tcca tccc tccg tcct tcga   
## 0.57332849 0.77688773 0.93377371 0.63760161 0.95623156 0.64454073 0.80001578   
## tcgg tcgt tcta tctc tctt tgag tgga   
## 0.82781611 0.78839082 0.31460613 0.65290777 0.95938148 0.67411194 0.93982336   
## tggg tgta tgtc tgtg ttag ttgg ttgt   
## 0.72151167 0.63046954 0.74770749 0.74325099 0.41718767 0.71402437 0.94837716

# Test the under represent three nucleotides long names  
underRepresent(getSequence(Q2$req[[1]]),3)

## aag aca acg act aga agg agt ata   
## 0.8765372 0.8381437 0.9784849 0.7029421 0.7969380 0.6999231 0.6998589 0.9344742   
## cac ccc cct cga cgt cta ctc ctt   
## 0.9118983 0.6606565 0.7016791 0.9282394 0.9770439 0.3693502 0.5974247 0.8759007   
## gac gag gga ggg gta gtc gtg taa   
## 0.7540854 0.5934494 0.7985189 0.6611745 0.7390055 0.7466893 0.9141839 0.9901523   
## tac tag tat tcc tcg tct tgt tta   
## 0.7359750 0.3682025 0.9419749 0.7929980 0.9312977 0.7917690 0.8391797 0.9939430

closebank()

## Notes:

* Handwritten answers are not allowed!
* Use Rmarkdown (<https://rmarkdown.rstudio.com/>) and provide a neatly formatted “pdf” file showing both code and output. • Include your name as a comment at the beginning of the script file.