Ch 05 오차역전파법

앞 장에서 신경망 학습을 어떻게 설계하고 만드는지 알아보았습니다. 하지만 수치미분(numerical\_diff)를 사용했을 때 신경망이 훈련하는 속도가 매우 느렸었습니다. ‘오차역전파법(backpropagation)을 통해 가중치 매개변수의 기울기를 효율적으로 계산하는 법에 대해 알아봅시다. 이 책에서 오차역전파법을 이해하기 위해 수식과 계산 그래프를 사용합니다. 계산 그래프는 이해하기에 편하지만 모두 그리기에 시간이 많이 걸리기 때문에 수식으로 정리해보려 합니다.

5.1 계산그래프

계산 그래프(computational graph)는 여러 노드(node)와 에지(edge)로 표현되는 그래프 자료구조입니다. 간단한 예를 보여드리고 그래프는 넘어가겠습니다.

5.1.1 계산 그래프로 풀다

문제 1 : 현빈 군은 슈퍼에서 1개에 100원인 사과를 2개 샀습니다. 이때 지불 금액을 구하세요. 단, 소비세가 10% 부과됩니다.

이 문제를 계산 그래프로 표현하면 다음과 같이 그려집니다.
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그림처럼 계산을 왼쪽에서 오른쪽으로 진행하는 단계를 순전파(forward propagation)라고 합니다. 역전파(backward propagation)은 말 그대로 오른쪽에서 왼쪽으로 전파되는 것을 말하고, 이는 이후에 미분을 계산할 때 중요한 역할을 합니다.

5.1.2 국소적 계산

계산 그래프의 특징은 ‘국소적 계산’을 전파하여 최종 결과를 얻는 것입니다. 전체 계산이 아무리 복잡해도 각 단계에서 하는 일은 해당 노드의 ‘국소적 계산’이기 때문에 계산 자체는 단순하지만, 그 결과를 전달함으로써 전체의 복잡한 계산의 결과를 얻어낼 수 있습니다.

5.1.3 왜 계산 그래프로 푸는가?

계산 그래프는 ‘국소적 계산’을 통해 각 노드의 계산에 집중하여 문제를 단순화할 수 있는 이점이 있습니다. 그것 외에도 중간 계산 결과를 모두 저장할 수 있는 이점도 있습니다. 가중치 매개변수는 손실함수의 결과에 따라 계속해서 변해야 하는 변수이기 때문에 중간의 계산 결과들을 저장할 수 있다는 이점은 중요합니다. 그래도 계산 그래프를 사용하는 가장 큰 이유는 역전파를 통해 ‘미분’을 효율적으로 계산할 수 있는 점에 있습니다. 위의 예를 다시 꺼내 설명해보겠습니다. ‘사과 가격의 인상이 최종 금액에 끼치는 영향’을 알고 싶다고 했을 때, 이는 ‘사과 가격에 대한 지불 금액의 미분’을 구하는 문제입니다. 사과 값을 x, 지불 금액을 L이라 했을 때 을 구하는 것입니다.

5.2 연쇄법칙

역전파는 ‘국소적인 미분’을 연쇄법칙(chain rule)에 따라 순전파와 반대방향으로 전파합니다.

5.2.1 계산 그래프의 역전파
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위 그림은 y = f(x)라는 계산의 역전파입니다. 계산 절차는 다음과 같습니다. 신호 E에 국소적 미분인 을 곱한 후 다음 노드로 전달하는 것입니다. 이런 방식으로 목표로 하는 미분 값을 효율적으로 구할 수 있다는 것이 역전파의 핵심입니다. 이를 가능하게 하는 연쇄법칙에 대해 알아봅시다.

5.2.2 연쇄법칙이란?

연쇄법칙을 얘기하기 위해서는 합성 함수부터 알아야 합니다. 합성 함수는 여러 함수로 구성된 함수로 예를 들어 z = (x + y)^2 라는 식은 z = t^2, t = x + y 라는 두개의 식으로 구성됩니다. 연쇄법칙은 이런 합성함수의 미분에 대한 성질이며 다음과 같이 정의됩니다.

*합성 함수의 미분은 합성 함수를 구성하는 각 함수의 미분의 곱으로 나타낼 수 있다.*

간단히 설명하자면 (z에 대한 x의 미분)은 (z에 대한 t의 미분)과 (x에 대한 t의 미분)의 곱으로 나타낼 수 있다는 것입니다. 수식으로는 다음과 같습니다.

아까 예를 들었던 식에 대한 를 구해보도록 합시다.

[식 5.1]

5.2.3 연쇄법칙과 계산 그래프

[식 5.1]의 연쇄법칙 계산을 계산 그래프로 나타내봅시다.
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위 그림에서 역전파를 진행하면 오른쪽에서 왼쪽으로 들어오는 신호에 그 노드의 국소적 미분(편미분)을 곱해 다음 노드로 넘기는 것을 볼 수 있습니다. 마지막 전파를 봤을 때 이 계산은 결국 ‘x에 대한 z의 미분’이 됩니다. 즉, 역전파가 하는 일은 연쇄 법칙의 원리와 같다는 것을 알 수 있습니다.

5.3 역전파

5.3.1 덧셈 노드의 역전파

[식 5.2]

[식 5.2]와 같이 해석적으로 덧셈에서의 미분을 구할 수 있습니다. 이를 계산 그래프로 그려보겠습니다.

계산 그래프를 그려보았을 때 덧셈 노드의 역전파는 상류의 흐름을 그대로 넘겨줍니다.

5.3.2 곱셈 노드의 역전파

[식 5.3]

곱셈 식과 계산그래프는 위와 같습니다. 계산 그래프를 보면 역전파 과정에서 상류 값에 순전파 때의 입력 신호들을 서로 바꿔 곱해서 전파합니다. 계산 그래프 상의 역전파를 통해 ‘국소적 미분’을 쉽게 구하는 방법을 알아보았습니다. 5.3.3은 앞에서 잠시 예를 들었던 사과 쇼핑에 대한 문제를 다시금 역전파로 풀어보는 것으로 생략하겠습니다.

5.4 단순한 계층 구현하기

앞에서 예를 들었던 ‘사과 쇼핑’예를 파이썬으로 구현해봅시다. 곱셈 노드를 ‘MulLayer’, 덧셈 노드를 ‘AddLayer’로 구현하겠습니다.

5.4.1 곱셈 계층

모든 계층은 순전파 forward(), 역전파 backward()라는 공통의 메서드(인터페이스)를 갖도록 구현하겠습니다.

class MulLayer:  
 def \_\_init\_\_(self):  
 self.x = None  
 self.y = None  
  
 def forward(self, x, y):  
 self.x = x  
 self.y = y  
 out = x \* y  
 return out  
  
 def backward(self, dout):  
 # dout은 상류의 흐름을 말합니다.  
 dx = dout \* self.y  
 dy = dout \* self.x # 서로의 순전파 때의 값을 바꿔 곱합니다.  
  
 return dx, dy

MulLayer를 이용하여 ‘사과 쇼핑’의 순전파를 구현할 수 있습니다.

from layer\_naive import MulLayer  
  
  
apple = 100  
apple\_num = 2  
tax = 1.1  
  
mul\_apple\_layer = MulLayer()  
mul\_tax\_layer = MulLayer()  
  
apple\_price = mul\_apple\_layer.forward(apple, apple\_num)  
price = mul\_tax\_layer.forward(apple\_price, tax)  
  
print("Apple total price : ", int(price))
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5.4.2 덧셈 계층

이어서 덧셈 계층을 구현해보도록 하겠습니다.

class AddLayer:  
 # 곱셈 계층처럼 이전의 순전파 값을 기억할 필요가 없습니다.  
 def \_\_init\_\_(self):  
 pass  
  
 def forward(self, x, y):  
 out = x + y  
 return out  
  
 def backward(self, dout):  
 dx = dout \* 1  
 dy = dout \* 1  
 return dx, dy

이제 덧셈 계층과 곱셈 계층을 이용하여 ‘귤과 사과 쇼핑’예를 구현하겠습니다. 사과를 2개 귤을 3개 삽니다. 귤의 가격은 150입니다.

from layer\_naive import \*  
  
  
apple = 100  
orange = 150  
apple\_num = 2  
orange\_num = 3  
tax = 1.1  
  
mul\_apple\_layer = MulLayer()  
mul\_orange\_layer = MulLayer()  
add\_apple\_orange\_layer = AddLayer()  
mul\_tax\_layer = MulLayer()  
  
# 순전파  
apple\_price = mul\_apple\_layer.forward(apple, apple\_num)  
orange\_price = mul\_orange\_layer.forward(orange, orange\_num)  
apple\_orange\_price = add\_apple\_orange\_layer.forward(apple\_price, orange\_price)  
total\_price = mul\_tax\_layer.forward(apple\_orange\_price, tax)  
  
#역전파  
dprice = 1  
dtotal\_price, dtax = mul\_tax\_layer.backward(dprice)  
dapple\_price, dorange\_price = add\_apple\_orange\_layer.backward(dtotal\_price)  
dorange, dorange\_num = mul\_orange\_layer.backward(dorange\_price)  
dapple, dapple\_num = mul\_apple\_layer.backward(dapple\_price)  
  
print("Total price : ", int(total\_price))  
print(dapple\_num, dapple, dorange, dorange\_num, dtax)

![](data:image/png;base64,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)

계산 그래프 계층을 구현함으로써 미분을 쉽게 구하는 방법에 대해 알아보았습니다.

5.5 활성화 함수 계층 구현하기

이제 계산 그래프의 계층을 신경망에 적용할 때가 왔습니다. 신경망의 계층을 각각의 클래스 하나로 구현해보도록 하겠습니다. 우선은

5.5.1 ReLU 계층

활성화 함수 ReLU의 수식과 x에 대한 y의 미분은 다음과 같습니다.

이제 구현해보도록 합시다. 모든 클래스(계층)의 forward()와 backward()는 넘파이 배열을 인수로 받는다고 가정합시다.

class Relu:  
 def \_\_init\_\_(self):  
 # x <= 0인 원소의 index에 맞춰 True False 값을 저장하는 numpy 배열입니다.  
 # 작으면 True, 크면 False를 저장합니다.  
 self.mask = None  
  
 def forward(self, x):  
 self.mask = (x <= 0)  
 out = x.copy()  
 # 0보다 작은 원소들을 0으로 맞춰줍니다.  
 out[self.mask] = 0  
  
 return out  
  
 def backward(self, dout):  
 # 순전파 때와 마찬가지로 0으로 맞춰줍니다.  
 dout[self.mask] = 0  
 dx = dout  
  
 return dx

5.5.2 sigmoid 계층

시그모이드 함수의 순전파와 역전파는 다음과 같이 이루어집니다.

간소화시키면 다음과 같이 표현할 수 있습니다.

그리고 역전파의 결과인 는 다음처럼 정리할 수 있습니다.

정리한 결과를 보면 Sigmoid 계층의 역전파는 순전파의 출력(y)만으로 계산할 수 있습니다. 이를 파이썬으로 구현해보겠습니다.

class Sigmoid:  
 def \_\_init\_\_(self):  
 self.out = None # 역전파를 구하기 위해 순전파의 출력을 저장할 변수  
  
 def forward(self, x):  
 out = 1 / (1 + np.exp(-x))  
 self.out = out  
  
 return out  
  
 def backward(self, dout):  
 dx = dout \* (1.0 - self.out) \* self.out  
  
 return dx

순전파의 출력을 인스턴스 변수 out에 저장했다가, 역전파에 그 값을 사용하여 쉽게 구현할 수 있었습니다.

5.6 Affine/Softmax 계층 구현하기

5.6.1 Affine 계층

신경망에서 순전파 때 수행하는 행렬의 곱을 기하학에서 어파인 변환(Affine transformation)이라 합니다. 구현할 때 주의해야할 점은 행렬의 곱이기 때문에 각 변수의 형상에 주의해야 합니다. 계산 그래프로 표현하면 다음과 같이 그려집니다.

(3,)
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Y

(3,)

X ∙ W

(3,)
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W

①
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5.6.2 배치용 Affine 계층

지금까지 얘기한 Affine 계층은 데이터 하나만을 생각한 것입니다. 데이터 N개를 묶어 순전파하는 배치용 Affine 계층을 생각해보겠습니다. 위의 예에서 입력데이터 X가 (N, 2)로 바뀐다 생각하여 계산 그래프의 순서를 따라 계산을 하면, Y가 (N,3)가 된다는 것을 알 수 있습니다.

(N, 2) ∙ (2, 3) + (3, ) = (N, 3)

편향에 대해선 주의해야 합니다. 데이터의 개수가 2개인 경우를 예를 들어 편향은 두 데이터 각각에 더해지기 때문에 역전파 때는 각 데이터의 역전파 값이 편향의 원소에 모여야 합니다. Affine 계층의 구현은 다음과 같습니다. 책에서 입력데이터가 텐서(4차원 데이터)인 경우도 고려했기 때문에 코드에 조금 차이가 있습니다.

class Affine:  
 def \_\_init\_\_(self, W, b):  
 self.W = W  
 self.b = b  
  
 self.x = None  
 self.original\_x\_shape = None  
 self.dW = None  
 self.db = None  
  
 def forward(self, x):  
 # 텐서 대응  
 self.original\_x\_shape = x.shape  
 x = x.reshape(x.shape[0], -1)  
 self.x = x  
  
 out = np.dot(x, self.W) + self.b  
  
 return out  
  
 def backward(self, dout):  
 dx = np.dot(dout, self.W.T)  
 self.dW = np.dot(self.x.T, dout)  
 self.db = np.sum(dout, axis=0)  
  
 dx = dx.reshape(\*self.original\_x\_shape) # 입력 데이터의 모양 변경(텐서 대응)  
 return dx

5.6.3 Softmax-with-Loss 계층

출력층에서 사용하는 소프트맥스(Softmax) 계층에 대해 알아보겠습니다. 소프트맥스 계층은 입력 값을 정규화(출력의 합이 1이 되도록)하여 출력합니다. 소프트맥스와 교차 엔트로피 오차(CEE)를 같이 사용하여 Softmax-with-Loss 계층을 만들어보도록 합시다. Softmax 계층은 입력 (a1, a2, a3)를 정규화하여 (y1, y2, y3)를 출력하고, Cross Entropy Error 계층은 Softmax 계층의 출력 (y1, y2, y3)와 정답 레이블 (t1, t2, t3)를 받아 손실L을 출력합니다.

이 계층의 역전파의 결과에 주목해야합니다. Softmax 계층의 역전파는 (y1 – t1, y2 – t2, y3 – t3)라는 결과를 내놓는데 이는 Softmax 계층의 출력과 정답 레이블의 차분입니다. 역전파에서 이 오차가 앞 계층에 전해지며 이는 신경망 학습의 중요한 성질입니다. 신경망 학습의 목적이 신경망의 출력이 정답 레이블에 가까워지도록 가중치 매개변수를 조정하는 것인데, 역전파의 결과는 이를 그대로 드러냅니다. 그럼 Softmax-with-Loss 계층을 구현해보도록 합시다.

class SoftmaxWithLoss:  
 def \_\_init\_\_(self):  
 self.loss = None # 손실  
 self.y = None # softmax의 출력  
 self.t = None # 정답 레이블  
  
 def forward(self, x, t):  
 self.t = t  
 self.y = softmax(x)  
 self.loss = cross\_entropy\_error(self.y, self.t)  
 return self.loss  
  
 def backward(self, dout=1):  
 batch\_size = self.t.shape[0]  
 dx = (self.y - self.t) / batch\_size # 데이터 1개당 오차  
   
 return dx

앞에서 만들었던 softmax와 cross\_entropy\_error를 활용합니다.

5.7 오차역전파법 구현하기

앞에서 구현한 계층들을 조립하면 신경망을 구축할 수 있습니다. 이번 절에서 한번 해보도록 하겠습니다.

5.7.1 신경망 학습의 전체 그림

전제

신경망에는 적응 가능한 가중치와 편향이 있고, 이 가중치와 편향을 훈련 데이터에 적응하도록 조정하는 과정을 ‘학습’이라 합니다. 신경망 학습은 다음과 같이 4단계로 수행됩니다.

1단계 – 미니배치

훈련 데이터 중 일부를 무작위로 가져옵니다. 이렇게 선별한 데이터를 미니배치라 하면, 그 미니배치의 손실 함수 값을 줄이는 것이 목표입니다.

2단계 – 기울기 산출

미니배치의 손실 함수 값을 줄이기 위해 각 가중치 매개변수의 기울기를 구합니다. 기울기는 손실 함수의 값을 가장 작게 하는 방향을 제시합니다.

3단계 – 매개변수 갱신

가중치 매개변수를 기울기 방향으로 아주 조금 갱신합니다.

4단계 – 반복

1~3단계를 반복합니다.

저번에 만든 신경망에서는 수치 미분을 사용해 계산이 매우 오래 걸렸지만 이번에는 오차역전파법을 통해 기울기 계산을 효율적으로 해봅시다.

import sys, os  
sys.path.append(os.pardir)  
import numpy as np  
from common\_trial.layers\_trial import \*  
from common\_trial.gradient\_trial import numerical\_gradient  
from collections import OrderedDict  
  
  
class TwoLayerNet:  
 def \_\_init\_\_(self, input\_size, hidden\_size, output\_size, weight\_init\_std=0.01):  
 # 가중치 초기화  
 self.params = {}  
 self.params['W1'] = weight\_init\_std \* np.random.randn(input\_size, hidden\_size)  
 self.params['b1'] = np.zeros\_like(hidden\_size)  
 self.params['W2'] = weight\_init\_std \* np.random.randn(hidden\_size, output\_size)  
 self.params['b2'] = np.zeros\_like(output\_size)  
  
 # 계층 생성  
 self.layers = OrderedDict()  
 self.layers['Affine1'] = Affine(self.params['W1'], self.params['b1'])  
 self.layers['Relu1'] = Relu()  
 self.layers['Affine2'] = Affine(self.params['W2'], self.params['b2'])  
  
 self.lastLayer = SoftmaxWithLoss()  
  
 def predict(self, x):  
 for layer in self.layers.values():  
 x = layer.forward(x)  
  
 return x  
  
 def loss(self, x, t):  
 y = self.predict(x)  
 return self.lastLayer.forward(y, t)  
  
 def accuracy(self, x, t):  
 y = self.predict(x)  
 y = np.argmax(y, axis=1)  
 if t.ndim != 1 : t = np.argmax(t, axis=1)  
  
 accuracy = np.sum(y==t) / float(x.shape[0])  
 return accuracy  
  
 def numerical\_gradient(self, x, t):  
 loss\_W = lambda W: self.loss(x, t)  
  
 grads = {}  
 grads['W1'] = numerical\_gradient(loss\_W, self.params['W1'])  
 grads['b1'] = numerical\_gradient(loss\_W, self.params['b1'])  
 grads['W2'] = numerical\_gradient(loss\_W, self.params['W2'])  
 grads['b2'] = numerical\_gradient(loss\_W, self.params['b2'])  
 return grads  
  
 def gradient(self, x, t):  
 self.loss(x, t)  
  
 dout = 1  
 dout = self.lastLayer.backward(dout)  
  
 layers = list(self.layers.values())  
 layers.reverse()  
 for layer in layers:  
 layer.backward(dout)  
  
 grads = {}  
 grads['W1'] = self.layers['Affine1'].dW  
 grads['b1'] = self.layers['Affine1'].db  
 grads['W2'] = self.layers['Affine2'].dW  
 grads['b2'] = self.layers['Affine2'].db  
  
 return grads

5.7.3 오차역전파법으로 구한 기울기 검증하기

오차역전파법은 구현하기 어렵기 때문에 종종 실수를 할 수 있습니다. 그 때문에 구현이 쉬운 수치 미분과 결과를 비교하는 기울기 확인(gradient check)라는 작업을 해 오차역전파법을 제대로 구현했는지 검증하곤 합니다. 구현 및 결과는 다음과 같습니다.

import sys, os  
sys.path.append(os.pardir)  
import numpy as np  
from dataset.mnist import load\_mnist  
from two\_layer\_net import TwoLayerNet  
  
  
(x\_train, t\_train), (x\_test, t\_test) = load\_mnist(normalize=True, one\_hot\_label=True)  
  
network = TwoLayerNet(input\_size=784, hidden\_size=50, output\_size=10)  
  
x\_batch = x\_train[:3]  
t\_batch = t\_train[:3]  
  
grad\_numerical = network.numerical\_gradient(x\_batch, t\_batch)  
grad\_backprop = network.gradient(x\_batch, t\_batch)  
  
for key in grad\_numerical.keys():  
 diff = np.average(np.abs(grad\_backprop[key] - grad\_numerical[key]))  
 print(key + " : " + str(diff))
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결과를 보면 차이가 매우 작기 때문에 오차역전파법으로 구한 기울기에 신뢰성을 더할 수 있습니다.

5.7.4 오차역전파법을 사용한 학습 구현하기

import sys, os  
sys.path.append(os.pardir)  
import numpy as np  
from dataset.mnist import load\_mnist  
from two\_layer\_net import TwoLayerNet  
  
  
(x\_train, t\_train), (x\_test, t\_test) = load\_mnist(normalize=True, one\_hot\_label=True)  
  
network = TwoLayerNet(input\_size=784, hidden\_size=50, output\_size=10)  
  
iters\_num = 10000  
train\_size = x\_train.shape[0]  
batch\_size = 100  
learning\_rate = 0.1  
  
train\_loss\_list = []  
train\_acc\_list = []  
test\_acc\_list = []  
  
iter\_per\_epoch = max(train\_size / batch\_size, 1)  
  
for i in range(iters\_num):  
 batch\_mask = np.random.choice(train\_size, batch\_size)  
 x\_batch = x\_train[batch\_mask]  
 t\_batch = t\_train[batch\_mask]  
  
 grad = network.gradient(x\_batch, t\_batch)  
  
 for key in ('W1', 'b1', 'W2', 'b2'):  
 network.params[key] -= learning\_rate \* grad[key]  
  
 loss = network.loss(x\_batch, t\_batch)  
 train\_loss\_list.append(loss)  
  
 if i % iter\_per\_epoch == 0:  
 train\_acc = network.accuracy(x\_train, t\_train)  
 test\_acc = network.accuracy(x\_test, t\_test)  
 train\_acc\_list.append(train\_acc)  
 test\_acc\_list.append(test\_acc)  
 print(train\_acc, test\_acc)
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이로써 계산 그래프를 통해 신경망의 동작과 오차역전파법을 설명하고, 계층이라는 단위로 구현했습니다. 모든 계층에서 forward, backward라는 메서드를 구현해 가중치 매개변수의 기울기를 효율적으로 구할 수 있었습니다. 동작을 계층으로 모듈화 한 덕분에 신경망의 계층을 자유롭게 조합하여 신경망을 만들 수 있었습니다.