Wstęp

Jak wiadomo, wiele rzeczy w dzisiejszych czasach zostało bardzo zautomatyzowane. Dotyczy to nie tylko miejsc pracy gdzie potrzebna jest bardzo duża precyzja produkcji lub czas pracy, ale także do rutynowych, prostych, aczkolwiek żmudnych zadań. Podobne sytuacje mają także miejsce w systemach komputerowych, w których zachodzi potrzeba regularnego wykonywania czynności takich jak np. tworzenie kopii zapasowych, testowanie funkcjonalności oprogramowania czy weryfikowanie internetowych zasobów. Do takich właśnie celów służą programy automatyzujące, które pozwalają odciążyć użytkownika i ułatwiają mu skupienie się na innych zadaniach. Jednak trzeba pamiętać o tym, że aplikacje tego typu to zwykłe maszyny, które potrafią tylko interpretować i wykonywać rozkazy, zatem trzeba je dokładnie opisać i wykonywać w miarę prostych okolicznościach.

Celem tej pracy dyplomowej jest zaprojektowanie i oprogramowanie systemu *DoForMe!* umożliwiającego automatyzację zadań w systemie oraz ich planowanie na przyszłość. Aplikacja wspomagająca wspomniane zadania będzie spełniała następujące założenia funkcjonalne:

* wykonywanie skryptu Lua z określonymi zadaniami dla systemu,
* wspomaganie tworzenia skryptów za pomocą zbioru listy komend oraz sprawdzania poprawności kodu,
* możliwość automatycznego utworzenia skryptu na podstawie działań użytkownika w systemie,
* szybkie i intuicyjne zarządzanie wykonywaniem skryptów (tzw. harmonogram) z poziomu wbudowanego kalendarza,
* określanie zakresu działania "nagrywacza" skryptów (= co ma nagrywać),
* podsystem przypominający o zbliżaniu się akcji,
* definiowanie obszaru ekranu, który ma się pojawić przed kontynuowaniem skryptu.

Istnieje wiele tego typu systemów, które wspomagają automatyzację np. *AutoClickExtreme[[1]](#footnote-2)*, *WinAutomation[[2]](#footnote-3)*, *Macro Scheduler[[3]](#footnote-4)* czy *WinBatch[[4]](#footnote-5)*, jednak wszystkie te programy przedstawiają harmonogram zadań jako mało wygodną listę zadań, na której w przypadku dużej ich ilości ciężko się szuka, ponieważ zwykle nie ma żadnego sposobu grupowania. Ponadto, w większości z nich brakuje sprawdzania czy jakaś akcja w systemie została zakończona czy trwa dalej, co jest niezbędne np. w przypadku tworzenia kopii zapasowych, ponieważ czas jej tworzenia jest zależny od ilości danych.

Analiza

W tym rozdziale zostanie omówiony proces automatyzacji, czyli działania które musi poczynić użytkownik w celu zautomatyzowania zadania. Ponadto przedstawione zostaną poszczególne podsystemy i ich funkcjonalności, bez których system automatyzujący nie nadawał by się do użycia. Przybliżony zostanie m.in. sposób przechowywania zadania w programie, sposób ich wykonywania a także podsystemy umożliwiające zarządzanie harmonogramem zadań oraz powiadamianie użytkownika o zbliżających się lub zakończonych zadaniach. Oprócz tego opisane zostaną aspekty prawne dotyczące jednej z funkcjonalności, która umożliwia nagrywanie działań użytkownika a także szczegółowe różnice funkcjonalne pomiędzy istniejącymi systemami, które umożliwiają automatyzację pracy.

W celu zautomatyzowania pracy należy określić zbiór zasad i instrukcji, które musi wykonać system operacyjny. Bardzo ważnym faktem, o którym trzeba pamiętać jest to, że komputer to zwykła niemyśląca maszyna, która potrafi jedynie interpretować rozkazy, dlatego ważnym jest aby instrukcje dla systemu operacyjnego były bardzo precyzyjne i uważnie dobierane. Sposób zdefiniowania instrukcji wejściowych może mieć różną postać. Na przykład systemy *AutoClickExtreme* oraz *WinAutomation* operują na liście, na której znajdują się poszczególne akcje użytkownika[[5]](#footnote-6) [[6]](#footnote-7) (kliknięcie czy poruszenie myszką). Takie rozwiązanie jest prostsze gdy docelowa grupa użytkowników ma niewiele wspólnego z programowaniem, ponieważ użytkownik nie operuje stricte na języku programowania:

|  |
| --- |
| Sposób prezentacji zadania przez system *DoForMe!* |
| for i=1, 121, 1 do  moveTo(i, 200)  end  leftMouseClick()  for i=121, 14, -1 do  moveTo(i, 200)  end  leftMouseClick() |
| Sposób prezentacji zadania przez system *AutoClickExtreme* |
| przejrzystosc.bmp |

Jednak w przypadku bardziej doświadczonych użytkowników oznacza to brak szczegółowej modyfikacji wykonywania zadania. Na przykład w powyższym przykładzie z *AutoClickExtreme* nie jest możliwa modyfikacja sposobu ruchu kursora myszki (ani nawet podglądu po jakich współrzędnych kursor myszy się porusza)[[7]](#footnote-8). Co więcej, struktura pliku z zapisanymi akcjami jest bardziej skomplikowana niż w przypadku prostego pliku tekstowego ze skryptem, przez co trudniejsze jest odgadnięcie co robi dane zadanie nie posiadając odpowiedniego oprogramowania:

|  |
| --- |
| Wycinek pliku z zapisanym zadaniem z powyższego przykładu z *AutoClickExtreme* |
| num=0//ver=5.9  UN=000003, node=0, TypeAct=4  {  x962y501t0x961y501t265......  }  UN=000004, node=0, TypeAct=1  {  MainWindow:  exe="C:\Windows\Explorer.EXE", SbyExe=0  capt="Program Manager", class="Progman", typeCaptSearch=4 handle=10148  ChildWindow: capt="FolderView", class="SysListView32", typeCaptSearch=0 hierarchy="((0:0))", id=1, handle=1014c enable=1 Style=1442855744 exStyle=0  LimitSearch=5, PermitSetFocus=0, screen="C:\Users\jajcek\Desktop\dir\_aip\_Program Manager\ScrChild\_un=000004\_x495y427.bmp"  Borders(0, 1280, 0, 1024, 0, 1280, 0, 1024)  CLICK(xx=599, yy=501):  key=1, updown=513, dTime=171:  key=0, updown=514, dTime=94)  } |

Mimo wszystko uparty użytkownik, który ma ciut więcej doświadczenia zauważy, że można odczytać współrzędne ruchu kursora myszy zaglądając do zapisanego pliku (ciąg x962y501t0x961y501t265...), aczkolwiek nie należy to do standardowej funkcjonalności programu a tym bardziej nie jest to rozwiązanie zbyt ergonomiczne....

W przypadku gdy użytkownik nie ma doświadczenia w programowaniu skryptowym lub system oferuje zbyt mało intuicyjne zarządzanie tworzeniem zadania, możliwe jest użycie funkcjonalności jaką dają tzw. Recorder’y. Jest to Keylogger z możliwością utworzenia zadania na podstawie zarejestrowanych działań użytkownika. Takie rozwiązanie jest dostępne w bardzo wielu systemach automatyzujących (np. AutoClickExtreme[[8]](#footnote-9), WinAutomation[[9]](#footnote-10) czy Macro Scheduler[[10]](#footnote-11)). Jednak nieodpowiednie użycie Recorder’a może doprowadzić do złamania prawa. Zgodnie z kodeksem karnym, osoba nie może uruchomić oprogramowania z taką funkcjonalnością na systemie innej osoby bez jej zgody (lub wiedzy) w celu np. wykradnięcia danych czy wyrządzenia innych szkód materialnych[[11]](#footnote-12).

Po etapie utworzenia skryptu użytkownik jest już gotowy aby uruchomić swój skrypt, aczkolwiek wymaga to osobistej interwencji w systemie. W celu zautomatyzowania uruchamiania skryptu systemy takie oferują różnego rodzaju harmonogramy skryptów. W przypadku *AutoClickExtreme* została użyta prosta lista, przechowująca poszczególne zadania do których przypisana jest godzina wywołania. Jest to rozwiązanie dosyć nieczytelne w przypadku dużej ilości zadań w harmonogramie, w szczególności gdy użytkownik dodaje je nie po kolei, ponieważ oprogramowanie nie oferuje żadnego sposobu sortowania takiej listy[[12]](#footnote-13). Bardzo podobne rozwiązanie posiada system *WinAutomation*, który jednak oferuje sortowanie takiej listy względem wybranego przez nas parametru za pomocą kliknięcia nagłówka odpowiedniej kolumny*[[13]](#footnote-14)*.

W systemie *DoForMe!* został zaimplementowany całkowicie odmienny sposób zarządzania zadaniami. Do tego celu wykorzystuje się wbudowany kalendarz, na który "nakłada" się zadania na odpowiednie dni określając godzinę oraz powtórzenia. Co więcej, system oferuje powiadomienia m.in. w formie graficznej w przypadku sytuacji gdy w jednym dniu jest więcej niż jeden skrypt do wykonania o tej samej godzinie.

|  |
| --- |
| Sposób prezentacji zadań przez system *AutoClickExtreme* - brak sortowania |
| ace_task_unsorted.bmp |
| Sposób prezentacji zadań przez system *WinAutomation* - sortowanie po ostatniej kolumnie | |
| ace_task_unsorted.bmp | |

|  |
| --- |
| Sposób prezentacji zadań przez system *DoForMe!* - zadania przypisane do odpowiednich dni miesiąca; zaznaczony dzień 13 wrzesień – kolizja dwóch zadań (Job 1 oraz Job 2) |
| ace_task_unsorted.bmp |

Po utworzeniu harmonogramu skryptów użytkownik wciąż może przebywać w systemie. Dlatego niewygodne byłoby wykonywanie zadania o określonej godzinie bez uprzedniego powiadomienia o tym użytkownika. Różne systemy mają różne sposoby powiadamiania użytkownika o zadaniach z harmonogramu, które będą np. wykonane za niedługi czas, są aktualnie wykonywane lub zakończono ich wykonywanie. Jednym ze sposobów jest wykorzystanie prostego powiadomienia wyświetlonego na ekranie, które oferuje np. *WinAutomation* i które nie wymaga interwencji użytkownika[[14]](#footnote-15). Takie powiadomienie posiada jednak wadę w przypadku gdy użytkownik aktualnie pracuje na komputerze, bowiem ten sposób nie oczekuje od użytkownika żadnej odpowiedzi, dlatego gdy nadejdzie czas na uruchomienie zadania, system po prostu przejmie kontrolę nad komputerem i wykona swoje zadanie jednocześnie przerywając pracę użytkownika, aczkolwiek system umożliwia także wyświetlenie okna dialogowego, które wymaga akcji ze strony użytkownika, jednak wspomniane rozwiązanie nie jest dostępne z poziomu opcji programu a jedynie poprzez odpowiednie zdefiniowanie akcji w zadaniu do wykonania. Tego typu powiadomienie oferuje także m.in. *Macro Scheduler[[15]](#footnote-16)*. W przypadku systemu *DoForMe!* nie ma potrzeby odwoływania się do akcji/skryptu zadania, wystarczy zaznaczenie odpowiedniej opcji programu, która ma efekt globalny. Dodatkowo możliwe jest dodanie także powiadomienia dźwiękowego.

Kolejną bardzo ważną rzeczą, która jest niezbędna do w miarę inteligentnego automatyzowania zadań, jest sposób sprawdzenia stanu systemu operacyjnego, aplikacji czy innej rzeczy, którą chcemy zautomatyzować. Innymi słowy, system automatyzujący musi w jakiś sposób dowiedzieć się czy np. tworzenie kopii zapasowej danych zakończyło się aby wykonać kolejne czynności. Jest to zagadnienie dosyć złożone zważywszy na to, że każda aplikacja czy system posiadają zróżnicowane stany, które informują użytkownika o tym, że jakieś zadanie zostało zakończone. Może to być np. wyświetlenie tekstu lub obrazka albo uaktywnienie jakiegoś przycisku czy całkowite wyjście z programu. Wygodnym sposobem, zarówno dla użytkownika jak i programisty, jest pobranie fragmentu zrzutu ekranu (ustalonego przez użytkownika) i przed wykonaniem ustalonych czynności sprawdzenie czy dany fragment zawiera się w aktualnym obrazie ekranu - jeśli nie, skrypt zostanie wstrzymany i będzie mógł kontynuować tylko w przypadku gdy odnajdzie taki fragment na ekranie. Taki sposób został wykorzystany w programie *AutoClickExtreme[[16]](#footnote-17)* jak i w *DoForMe!* ze względu na jego uniwersalność oraz prostotę, aczkolwiek stawia to pewne wymogi dla użytkownika aby fragmenty, które zaznacza były unikalne oraz w miarę możliwości małe bez zbędnych elementów, w celu znalezienia danego fragmentu na ekranie w rozsądnym czasie.

|  |  |
| --- | --- |
| Gorzej | Lepiej |
| D:\DoForMe\DoForMe!\scripts\pic\pic0.bmp | D:\DoForMe\DoForMe!\scripts\pic\pic1.bmp |

Co więcej, wspomniany sposób otwiera także inną możliwość. W przypadku gdy podany fragment ekranu nie zostanie znaleziony skrypt zostanie wstrzymany i będzie mógł kontynuować dopiero wtedy gdy pojawi się na ekranie. Dzięki temu możliwe jest "naprowadzenie" (poprzez działania użytkownika) skryptu na właściwą ścieżkę, w przypadku gdy w jakichś okolicznościach się "zgubi".

Projekt

Założenia.

System jest przeznaczony dla każdego rodzaju użytkownika, od zwykłych użytkowników domowych poprzez pracowników biurowych aż do testerów oprogramowania, którzy potrzebują zautomatyzować swoją pracę w systemie lub zaplanować jakąś akcję na przyszłość bez ich późniejszej interwencji. Podczas projektowania systemu założono, że użytkownik nie potrafi programować, jednak zalecana jest podstawowa znajomość programowania skryptowego w celu wykorzystania pełnego potencjału systemu, aczkolwiek nawet pomimo braku jakichkolwiek podstaw programowania, oprogramowanie oferuje funkcjonalność, dzięki której użytkownik nie musi sam pisać kodu.

Architektura systemu jest jednowarstwowa - pracuje w obrębie systemu użytkownika bez potrzeby komunikacji z jakimkolwiek serwerem zewnętrznym lub Internetem. Ponadto dzięki braku odwołań do rejestru oraz folderów innych niż główny folder programu system jest całkowicie przenośny pomiędzy komputerami (w obrębie systemów Windows™) bez potrzeby przeinstalowywania oprogramowania. Funkcjonalność symulacji urządzeń wejścia (mysz oraz klawiatura) korzysta ze specyficznych części systemu Microsoft® Windows™, dlatego też aplikacja działa tylko na tym systemie.

dobry dla testerow oprogramowania, administratorow, progmistow, pracownikow biurowych

dobry w logowaniu, testowaniu palikacji, weryfikowaniu internetowych zasobow, zbieranie danych do reportu, processing data sets, dlugie zmudne procesy

Stworzenie podsystemu aplikacji, ktory moze byc juz testowalny

po ewentualnych zmianach w skryptach testujacych

sprawdzenie skryptu nie tylko w zakresie gramatyki ale takze logicznym i czy na pewno dobrze dziala (cza zobaczyc)

kolizja w sensie nie tylko znaczek na kalendarzu ale takze to czy nie sa za blisk siebie

Baza danych

W dzisiejszych czasach dostępnych jest kilka systemów do zarządzania bazą danych, m.in. MySQL, PostgreSQL czy SQLite, które są systemami wolnodostępnymi oraz komercyjne systemy typu Oracle, IBM DB2 czy Microsoft SQL Server. Projekt DoForMe! nie wykorzystuje intensywnie bazy danych, dlatego jako silnik do tego celu został wykorzystany SQLite. Uzasadnienie takiego wyboru wiąże się z lekkością interfejsu i tym, że nie potrzeba uruchamiać dodatkowego procesu dla serwera oraz łatwą integracją z technologią C++. Więcej informacji o samym SQLite znajduje się w rozdziale opis technologii.

W projekcie całą bazę danych tworzą trzy tabele:

![db_uml.png](data:image/png;base64,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)

Tabela Actions przechowuje wszystkie zadania, które zostały dodane do kalendarza. W przypadku gdy zadanie posiada powtórzenia, do bazy zostaje zapisane tylko jedno zadanie z dodatkową informacją o powtórzeniach (czyli przynajmniej jedna z wartości w kolumnach xdays oraz days będzie różna od 0). Pole date przechowuje datę w formie YYYY-MM-DD, a time w HH:MM:SS. xdays określa co ile dni ma się wykonywać dane zadanie. Najbardziej skomplikowaną wartością jest tutaj days, która przyjmuje TINYINT (jest to odpowiednik char'a z C pod względem ilości bitów), aczkolwiek jest on używany jako maska bitów. Zmienna typu char składa się z 8 bitów, z których użyto 7 na dni tygodnia.

|  |  |
| --- | --- |
| Dni tygodnia i odpowiadające im bity | |
|  | Poniedziałek |
|  | Wtorek |
|  | Środa |
|  | Czwartek |
|  | Piątek |
|  | Sobota |
|  | Niedziela |

Dzięki takiemu rozwiązaniu możliwe jest proste stworzenie sumy zbioru, czyli na przykład ustalenie aby dane zadanie wykonywało się zawsze w piątki i soboty.

Innymi słowy gdy dodajemy zadanie do 1 stycznia 2013 (wtorek) i ustawiamy aby powtarzało się co 5 dni oraz w każdy piątek i sobotę, to wiersz który zostanie zapisany do bazy danych będzie miał postać (zakładamy, że id=6; pomijamy zbędne pola):

6, scriptName, '2013-01-01', time, 5, 48

Wartość 48 tworzy:

Kolejną tabelą jest tabela ExceludedDates, która jest powiązana z Actions. W opisywanym systemie istnieje funkcjonalność wykluczenia jakiejś daty z powtórzeń, np. wykonywanie zadania co 2 dni z wyłączeniem dnia 1 stycznia. Wszystkie wykluczone daty są przechowywane w ExcludedDates. Każdy wiersz tej tabeli posiada referencje do zadania w postaci id wiersza z tabeli Actions. Na przykład jeśli w powyższym przykładzie zostaną wykluczone daty 4.01.2013 oraz 11.01.2013 to do bazy ExcludedDates zostaną dodane:

1, 6, '2013-01-04'

2, 6, '2013-01-11'

Ostatnią i najprostszą tabelą jest tabela Settings, która przechowuje preferencje użytkownika. Działa ona na zasadzie prostej struktury typu klucz-wartość, gdzie w kluczu przechowujemy informacje o danej opcji programu a w wartości jej stan. Ze względu na to, że niektóre komponenty (np. checkbox i pole tekstowe) mają różne typy wartości (boolean oraz char\*) został wybrany bardziej uniwersalny typ TEXT.

[Spośród wyżej wymienionych systemów wspierających relacyjne bazy danych tylko SQLite umożliwia korzystanie z bazy danych bez dodatkowego uruchomionego procesu.] - to do opis tech.

- lua okiem programisty api

Jedną z najważniejszych możliwości języka Lua jest definiowanie własnych funkcji (których implementacje rezydują w naszym programie), które można wykorzystać podczas późniejszego pisania skryptów. Aby zdefiniować funkcję należy wykonać następujące kroki (kolejność dowolna):

1. Zdefiniować funkcję, która przyjmuje argument typu lua\_State\* i zwraca int.

2. Zarejestrować powyższą funkcję za pomocą void lua\_register(lua\_State\*, const char\*, lua\_CFunction);

Ad. 1. Po pierwsze, silnik Lua nie posiada globalnych zmiennych, a co za tym idzie, wszystkie wartości określające stan interpretera są trzymane w strukturze lua\_State. Dzięki temu silnik ma możliwość powrotu do określonego stanu[[17]](#footnote-18). Po drugie, funkcja musi zwracać wartość liczbową, która określa ile argumentów zwraca dana funkcja (argumenty są wrzucane do rejestrów za pomocą funkcji typu lua\_pushnumber(state, value)), ponieważ język Lua umożliwia zwracanie przez funkcje kilku wyników[[18]](#footnote-19), np.:

x,y = foo2()

Ad. 2. Tutaj należy zauważyć, że nazwa funkcji (która będzie nazwą widoczną w skryptach) może być różna od nazwy funkcji podczas deklaracji. Innymi słowy

lua\_register( luaState, "myFunction", pointerToFunction );

oznacza, że gdy w skrypcie napiszemy myFunction() to zostanie wywołana funkcja pointerToFunction(), która jest zdefiniowana w naszym programie.

Definicja funkcji zdefiniowana jest następująco:

int pointerToFunction( lua\_State \*state ) {

// pobierz argumenty z tablicy Lua i zrob cos z nimi

// zwroc informacje o tym ile argumentow zwrocila dana funkcja

return 0;

}

Interpreter języka od wersji 5.0 bazuje na rejestrach, które są umieszczane na stosie w tzw. activation records. Gdy dochodzi do momentu interpretowania zdefiniowanej przez programistę funkcji, na stosie zostaje przydzielona pamięć na activation record na tyle duża by pomieścić przebywające tam rejestry, które przechowują argumenty funkcji. Zatem aby ich użyć należy je uprzednio pobrać z rejestrów:

int \_arg1 = ( int )lua\_tonumber( state, -2 );

int \_arg2 = ( int )lua\_tonumber( state, -1 );

drugim argumentem funkcji jest indeks elementu, który chcemy pobrać z rejestru. Rejestr w tym przypadku najlepiej traktować jako zwykły stos, na który są odkładane argumenty od lewej do prawej. Dlatego kolejność "ściągania" argumentów jest odwrotna do kolejności "wrzucania". Wartość oznacza wierzchołek stosu. Im ta wartość jest mniejsza tym niższy na stosie pobieramy argument. Zauważmy, że nie musimy dbać o kolejność pobierania argumentów (w powyższym kodzie najpierw pobieramy argument, który znajduje się najniżej; domyślnie zwracamy ją jako liczbę double), ważne jest tylko podanie prawidłowego indeksu. Istnieją oczywiście inne wersje funkcji pobierającej daną z rejestru dla innych typów, np. lua\_tostring( lua\_state, int );, która zwraca const char\*.

-- wykonywanie instrukcji skryptu LuaEngine

Bardzo ważnym faktem (i oczywistym) silnika Lua jest to, że gdy skrypt zostanie wczytany, to po jego uruchomieniu silnik wykonuje każdą instrukcję po kolei (w sensie tak jak została napisana logika skryptu). Jest to logiczne i wydaje się normalne zachowanie, aczkolwiek w pewnych przypadkach może to być pewnym utrudnieniem.

Przykładem, na którym zostanie omówione wspomniane utrudnienie będzie prosty skrypt, który wykonuje dwa kliknięcia myszką. Pierwszym kliknięciem zostaje wciśnięty przycisk, który wyświetla jakieś okno dialogowe, za to drugim kliknięciem zostanie wciśnięty inny przycisk ale już na nowo otwartym oknie. Skrypt może wyglądać np. tak:

leftClickAt( 100, 100 )

leftClickAt( 200, 200 )

Powyższy skrypt zrobi dokładnie to co zostało dla niego zdefiniowane (czyli kliknie dwa razy w miejscach o podanych współrzędnych), jednakże może się zdarzyć, że po pierwszym kliknięciu okno dialogowe może nie zdążyc się pojawić przed drugim kliknięciem. Jedno z rozwiązań samo się narzuca - trzeba dodać jakieś uśpienie pomiędzy tymi dwoma kliknięciami, aby okno dialogowe miało czas na wyświetlenie się. Innym sposobem jest bardziej zaawansowany podsystem, który poszukuje ustalonego przez użytkownika fragmentu ekranu tak jak zostało to opisane przy rozdziale analizy zagadnienia. Jednak w tym podrozdziale uwaga zostanie skupiona wokół uśpienia, ponieważ wymagało to odpowiedniego zaprojektowania takiego silnika, a w przypadku pobierania fragmentu ekranu jest to po prostu funkcja udostępniania użytkownikowi.

Istnieje wiele sposobów na rozwiązanie takiego uśpienia, zostanie tutaj opisane część z nich, które zostały zaimplementowane w systemie DoForMe!.

-- nowa komenda - sleep

Pierwszym sposobem, jaki może się narzucić na myśl, jest nowa komenda, który zatrzymuje wykonanie skryptu w określonym miejscu na określony czas. Rozwiązanie takie daje szereg zalet:

* precyzja - wiadomo dokładnie gdzie i na ile zostanie zatrzymane wykonanie skryptu
* modyfikowalność - bez problemu można dodać lub usunąć uśpienie w konkretnym miejscu
* prostota

aczkolwiek są także i wady:

* w przypadku gdy jest dużo komend, które muszą być wywoływane w pewnych odstępach czasu, trzeba dodać dużo uśpień, przez co traci się na przejrzystości kodu
* zwiększenie objętości kodu

-- nowa opcja - odstep czasowy co kazda komende

Kolejnym pomysłem może być parametryzowalny odstęp czasowy co każdą instrukcję w taki sposób aby nie było potrzeby umieszczania co każdą komendę uśpienia. Aby osiągnąć taki efekt trzeba poczynić pewne przygotowania w przypadku wykonywania instrukcji przez silnik Lua. Przy okazji zostanie wytłumaczony sposób przechowywania implementacji poleceń, które zostały udostępnione użytkownikowi.

Problem ten został rozwiązany za pomocą utworzenia nowego stosu, na który odkładane są poszczególne komendy. Sposób wykonywania skryptu przez interpreter Lua pozostaje bez zmian, zmiana jest dopiero w przypadku implementacji poszczególnych komend. Jeszcze przed problemem "uśpienia", implementacje funkcji dostępnych w skryptach miały bezpośrednio zaimplementowany kod akcji, który dana komenda miała wykonać. Zmiana dotyczy tego, że teraz każde udostępnione użytkownikowi polecenie realizowane jest za pomocą dwóch oddzielnych funkcji, z których pierwsza tylko wrzuca wskaźnik na stos do drugiej funkcji, która faktycznie posiada implementację danego polecenia. Gdy Lua zinterpretuje już cały skrypt to wtedy zostanie uruchomiony licznik, który co jakiś czas ściąga po jednej komendzie ze stosu i ją wykonuje. Sposób ten został zaprezentowany na rysunku poniżej:
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Dzięki takiemu podejściu czas pomiędzy komendami (timer\_delay()) jest wartością parametryzowalną, zatem możliwa jest jego zmiana nawet podczas wykonywania skryptu. Ta właściwość zostanie później wykorzystana. [Więcej informacji na temat organizacji struktury kodu podamy przy omawianiu klasy LuaApiEngine.] Ważnymi zaletami takiego rozwiązania to są m.in.:

* parametryzowalny czas pomiędzy wykonaniami komend,
* uśpienie jest niewidoczne z poziomu kodu, dzięki temu kod jest przejrzysty,
* od strony programistycznej możemy w łatwy sposób filtrować i modyfikować komendy ściągane ze stosu.

oraz wady:

* więcej roboty od strony programistycznej - trzeba odpowiednio zaprojektować strukturę kodu,
* dla każdej komendy potrzeba dwóch funkcji - jedna funkcja, która wrzuca na stos wskaźnik do drugiej funkcji
* uśpienie bazuje na wartości ustawionej w opcjach programu, zatem po przeniesieniu skryptu na inny komputer może się on inaczej zachowywać (jednak problem ten może zostać rozwiązany za pomocą nowej komendy, która zostanie teraz przedstawiona).

-- nowa komenda - setInterval(int)

Pomysł ten bazuje głównie na rozwiązaniu z poprzedniego rozdziału. Jak już wcześniej zostało wspomniane, czas po którym jest wykonana następna komenda jest wartością parametryzowalną, którą można zmienić nawet podczas działania skryptu. Dzięki temu bardzo łatwo wykorzystać ten fakt wprowadzając nową komendę, która faktycznie będzie zmieniała opóźnienie czasowe podczas działania skryptu. Innymi słowy po napisaniu kodu:

setInterval(1000)

command1()

command2()

command3()

pomiędzy wszystkimi komendami, które są wywoływane po funkcji setInterval() będzie odstęp czasowy równy 1 sekundzie.

Zaletami takiego sposobu są:

* w sytuacji, gdy w jakimś miejscu (ale nie wszędzie) powinno występować wiele uśpień pomiędzy komendami, możemy je zastąpić jedną komendą setInterval(int),
* w połączeniu ze sleep(int) daje komfortowe narzędzie do manipulowania opóźnieniami,
* dzięki istnieniu funkcji w kodzie staje się on przenośny (nie tak jak w przypadku opcji programu omówionej w poprzednim rozdziale).

[[to jest jak sleep wiece bez sensu]-- nowy argument dla kazdej komendy

Istnieje także metoda (która nie została zaimplementowana w programie), aby do każdej funkcji w skrypcie przekazywać dodatkowy argument informujący po jakim czasie ma się wykonać komenda. Zaletą takiego rozwiązania może być:

* dokładne i przejrzyste wskazanie, przy której komendzie zostanie wstrzymany skrypt

Jednak istnieje parę wad, które przeważyły o nie implementowaniu tego w programie:

* dużo niepotrzebnego kodu,
* brak elastyczności od strony programistycznej - gdy nie zastosuje się tego sposobu od samego początku, w późniejszej fazie jest bardzo dużo do zmiany (trzeba zmienić każdą funkcję odpowiadającą za komendę),
* w przypadku istnienia poprzednich rozwiązań, to zdaje się nieużyteczne.]

-- Kalendarz

Do stworzenia harmonogramu dla zadań został użyty kalendarz wbudowany w bibliotekę Qt. W celu dostosowania go do wymaganych potrzeb została nadpisana funkcja rysująca komórkę kalendarza. Zostało to bardzo wygodnie zaprojektowane (od strony Qt), ponieważ taka funkcja przyjmuje jako argumenty datę oraz współrzędne prostokąta przy odrysowywaniu poszczególnych komórek[[19]](#footnote-20).

Rozwiązanie takie w porównaniu do zwykłych list zadań, cechuje się paroma zaletami, m.in. to, że bez żadnego wysiłku otrzymujemy grupowanie zadań po dniach oraz umożliwia większą czytelność i bardziej intuicyjną modyfikację istniejących zadań, ponieważ powtórzenia także są widoczne na kalendarzu. Dzięki temu, że kalendarz wyświetla wybrany przez użytkownika miesiąc, możliwe jest utworzenie skończonej liczby powtórzeń zadania, które będą pokrywać tylko widoczny miesiąc. W przypadku listy może to być uciążliwe, ponieważ użytkownik zazwyczaj widzi całą listę, aczkolwiek możliwe jest stworzenie czegoś w rodzaju filtrowania po miesiącach. Porównanie harmonogramów dla zadań znajduje się na rysunkach bla bla w rozdziale bla bla.

Mimo, że większą część kalendarza dostajemy za darmo z Qt to podstawą jest odpowiednie dobranie struktury przechowującej dane o zadaniach. Do takiego harmonogramu zostały dodane dwie struktury typu klucz-wartość, w których kluczem jest data a wartością lista przechowująca zadania dla konkretnej daty. Jedna z map przechowuje wszystkie zadania, które zostały dodane do kalendarza, nie uwzględniając ich powtórzeń, dlatego staje się ona bazą dla drugiej mapy, które przechowuje jedynie powtórzenia, aczkolwiek ograniczając je tylko do aktualnie wybranego przez użytkownika miesiąca. Dlatego też pierwsza z map jest tworzona tylko podczas wczytywania zadań z bazy danych oraz uaktualnia się w momencie dodawania nowych, jednak nie ulega zmianie podczas zmiany miesiąca widocznego na kalendarzu w przeciwieństwie do drugiej mapy, która musi uaktualnić powtórzenia dla nowo wyświetlonego miesiąca.

Ze względu na to, że podczas wyświetlania danego miesiąca użytkownik jest w stanie zobaczyć parę dni pochodzących od innych miesięcy aktualna implementacja wylicza powtórzenia dla jednego poprzedniego oraz następnego miesiąca, aczkolwiek da się to zoptymalizować aby wyliczało tylko dla maksymalnej liczby widocznych dni z innego miesiąca.

Liczba ta jest równa 14, ponieważ kalendarz tworzy szachownicę rozmiaru 7x6 (pominięto pola na nazwy dni tygodnia oraz numer tygodnia), czyli 42 pola. Gdy pola zostaną wypełnione od samego początku dniami pochodzącymi z nieprzestępnego lutego (czyli z miesiąca, który posiada najmniej dni aby uwidocznić jak najwięcej dni innych miesięcy) otrzymamy 42-28=14 wolnych pól.

-- modul recorder

Moduł ten umożliwia przetwarzanie działań użytkownika na odpowiednie komendy, które następnie dodawane są do okna z kodem skryptu. Działa w całości na podstawie przechwytywanych komunikatów systemowych. W trakcie nagrywania inicjalizowany jest także licznik, który oblicza ile czasu minęło pomiędzy dwoma komunikatami, które zostały przekształcone w komendy do skryptu. Po każdym dodaniu komendy do skryptu licznik jest zerowany i zaczyna liczyć od początku aż do pojawienia się następnego komunikatu. Implementacja modułu opiera się na działaniu hook'ów systemowych niskiego poziomu podpiętych pod klawiaturę oraz mysz, które zostają włączone w zależności od ustawień użytkownika. [W ramach uproszczenia użyto właśnie tych do implementacji, ponieważ drugi rodzaj hook'ów "wstrzykuje" (ang. DLL injection) się do procesów, dlatego te drugie muszą istnieć w dwóch wersjach - dla 32 oraz 64-bitowych procesów oraz ich kod musi rezydować w bibliotekach DLL.] - to do opisu hookow

W momencie nadejścia nowego komunikatu zostaje on przekazany do odpowiedniej funkcji (w tym przypadku keyboardHookProcedure w przypadku komunikatu pochodzącego od klawiatury i mouseHookProcedure w przypadku myszy), która została zdefiniowana przy tworzeniu hook'a. Przekazywaniem komunikatów w odpowiednie miejsce zajmuje się mechanizm systemowy odpowiadający za obsługę komunikatów, w którym uprzednio został zainstalowany hook. Po otrzymaniu przez funkcję danego komunikatu rozpoczyna się proces przefiltrowywania jego treści aby np. pobrać kod wciśniętego klawisza lub sprawdzić który przycisk myszy został wciśnięty i na jakich współrzędnych. Na podstawie tych informacji moduł przygotowuje odpowiednią komendę, którą wysyła prosto do okna zawierającego skrypt. Schemat działania (bez uwzględnienia licznika) został zaprezentowany na rysunku blabla.
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-- screensaver

Podsystem ten umożliwia użytkownikowi zaznaczenie fragmentu ekranu, który jest następnie zapisywany do pliku jako bitmapa i wykorzystywany do wyszukiwania go na aktualnym ekranie. Algorytmem, który znajduje obrazek w innym obrazku jest prosty template matching, który działa na podstawie dokładnego sprawdzania wartości RGB pikseli. Funkcjonalność ta zostaje uruchomiona w momencie wykonania odpowiedniej kombinacji klawiszy w trakcie nagrywania skryptu za pomocą modułu Recorder. W momencie przejścia w tryb zaznaczania fragmentu ekranu niezbędne jest zignorowanie przetwarzania komunikatów przez system Recorder (czyli przekazanie komunikatów dalej nic z nimi nie robiąc), ponieważ w sytuacji gdy użytkownik nagrywania działania myszką to przy zaznaczaniu fragmentu ekranu (który wymaga działania za pomocą myszy) jednocześnie zapisze swoje ruchy i kliknięcia do skryptu. Moduł ten reaguje na komunikat zwolnienia lewego przycisku myszy, który przywraca pierwotne działanie Recorder'a, tym samym zapisując zaznaczoną bitmapę do pliku oraz tworząc odpowiednią komendą wstrzymującą działanie skryptu w przypadku braku bitmapy na ekranie. Jest to wygodne rozwiązanie, ponieważ nie zmusza użytkownika do kliknięcia kolejnej kombinacji klawiszy aby powrócić do normalnego trybu, aczkolwiek w przypadku gdy chce zaznaczyć więcej fragmentów musi powtórzyć przejście do trybu zaznaczania fragmentu ekranu, jednak zaleca się używanie jednego unikalnego obrazka w skali ekranu ze względu na wydajność znajdowania obrazka.

Jak zostało wcześniej powiedziane, po przejściu do opisywanego trybu użytkownik musi wykonać pewną kombinację klawiszy na klawiaturze. Taki zabieg rodzi kolejny problem - zanim użytkownik naciśnie wszystkie przyciski z danej kombinacji moduł Recorder'a nagra część z tych klawiszy, mimo że ich nie powinno być. Dlatego po odczytaniu specjalnej kombinacji należy ją usunąć ze skryptu.

Implementacja rozwiązania polega na zrobieniu zrzutu aktualnego stanu ekranu i stworzeniu nowej formatki pokrywającej cały ekran, na której jest wyrysowywany uprzednio zrobiony zrzut ekranu. Dopiero po tych etapach użytkownik ma możliwość zaznaczenia danego fragmentu ekranu, czyli tak naprawdę fragmentu bitmapy, którą jest zrzut ekranu.

-- cos o hookach

Hooking jest terminem dosyć rozległym, który w dużym skrócie oznacza między innymi przechwytywanie komunikatów systemowych. Dzieli się m.in. na sposoby w jakie zostaje zainstalowany w systemie oraz na zasięg przechwytywanych informacji. Technika ta jest stosowana głównie do szpiegowania, lub łagodniej mówiąc, pobierania pewnych informacji, które są głębiej zakorzenione w aplikacji. Nie oznacza to, że takie dane są zawsze tajne i ich odczytanie jest przestępstwem. Dane takie służą bardzo często do dokładniejszego przestudiowania danej aplikacji jeśli dokumentacja techniczna jest mocno wybrakowana lub w ogóle jej nie ma. Za pomocą hook'ów możliwe jest przechwytywanie komunikatów jakie są wysyłane do aplikacji w odpowiedzi na jakieś zdarzenie, dzięki temu można łatwo przefiltrować lub po prostu odczytać ich zawartość. W niniejszej pracy uwaga zostanie skupiona głównie na przechwytywaniu komunikatów systemowych za pomocą niskopoziomowych hook'ów ze względu na to, że właśnie to jest wykorzystywane w projekcie. - dalej jest w texie

-- cos o Qt

Framework, który posiada bardzo bogaty wachlarz możliwości. Służy nie tylko do tworzenia GUI, ale posiada także dobrze rozbudowany odpowiednik biblioteki STL z paroma swoimi dodatkami oraz m.in. obsługę sieci, OpenGL, XML, SVG czy multimediów. Zawiera dużo gotowych komponentów, które w połączeniu z wizualnym edytorem okna aplikacji dają duże możliwości. Został wykorzystany m.in. w środowisku KDE[[20]](#footnote-21), Autodesk Maya, VirtualBox oraz Mathematica. Cechami szczególnymi są m.in.:

* przenośność (nawet w obrębie systemów wbudowanych) - obsługuje m.in. Windows, Mac, Linux, Solaris, Embedded Windows, Embedded Linux,
* idea Signal-Slot
* dodatkowy kompilator tzw. moc (Meta Object Compiler)
* brak kompatybilności wstecz (jeśli różni się pierwsza cyfra, tzn. 4.0 i 4.1 są kompatybilne, ale 3.0 z 4.0 już nie)

Idea signal-slot (inaczej sygnał-gniazdo) jest fundamentem dla komunikacji pomiędzy obiektami w aktualnej wersji frameworka. Zastępuje ona koncepcję zdarzeń w aplikacji, która zazwyczaj opiera się na funkcjach zwrotnych (tzw. callback'ów), czyli wskaźników do funkcji, które są przekazywane jako argument do innej funkcji przetwarzającej dane zdarzenie.

Rozwiązanie bazujące na wspomnianych callbackach nie jest type-safe, czyli nigdy nie można być pewien co tak naprawdę zostało przekazane do funkcji zwrotnej. Obrazuje to poniższy przykład, który się skompiluje, aczkolwiek wystąpi błąd w czasie działania programu:

#include <cstdio>

#include <string>

#include <iostream>

typedef void( \*MyCallback )( std::string\* );

void myCallback( std::string\* a ) {

if( a )

std::cout << a->c\_str();

}

void ourProcessingFunc( MyCallback myCallback, void\* someDataForCallback ) {

myCallback( ( std::string\* )someDataForCallback );

}

int main({

char \*someData = "a text";

ourProcessingFunc( myCallback, someData );

return 0;

}

Oczywiście odnosi się to nie tylko do callback'ów, ale ogólnie do funkcji w C++. W przypadku sygnałów i gniazd, sygnatura callback'a (funkcji zadeklarowanej jako gniazdo) musi odpowiadać sygnaturze funkcji przetwarzającej zdarzenie (funkcja zadeklarowana jako sygnał), dzięki temu nie ma możliwości przekazania jej parametrów nieodpowiedniego typu, ponieważ wystąpi błąd kompilacji. Przykład ilustruje listing X (clicked() oraz funcToHandleButtonClick() mają takie same sygnatury):

conncet( ButtonClass, SIGNAL( clicked() ), MainAppClass, SLOT( funcToHandleButtonClick() ) )

Dokumentacja Qt deklaruje, że callback'i są mocno związane z funkcjami przetwarzającymi zdarzenie, ponieważ takie funkcje muszą wiedzieć, którą dokładnie funkcję zwrotną chcemy wywołać. Aczkolwiek wygląda to bardziej na zabieg marketingowy, ponieważ w dużej większości implementacji, do funkcji przetwarzającej zdarzenie przesyła się jako argument wskaźnik do innej funkcji, która pełni rolę callback'a[[21]](#footnote-22), dlatego możliwe jest przesłanie jej dowolnej funkcji, która spełnia określoną sygnaturę.

Aby możliwe było użycie nowych własności jakie wprowadza Qt, niezbędny jest dodatkowy kompilator, który przekształca makra pochodzące z Qt na kod C. Jest nim MOC (Meta Object Compiler), który umożliwia między innymi użycie wspomnianej idei sygnałów i gniazd.

-- cos o SQLite

Jest to system do zarządzania relacyjną bazą danych. Bazy takie służą do przechowywania danych w dużych tabelach, z których można pobierać dane na podstawie zapytań SQL. W odróżnieniu od innych systemów, SQLite jest bardzo prosty w przypadku złożoności administrowania bazą oraz nie wymaga dużych zasobów komputerowych, przez co jest używany m.in. w systemach mobilnych typu Android[[22]](#footnote-23) czy iOS[[23]](#footnote-24).

Głównymi cechami tego systemu są m.in. brak dodatkowego procesu dla serwera, innymi słowy nie uruchamia się zewnętrznego serwera w celu używania bazy danych, lecz wystarczy kompilacja projektu z dołączonym źródłem dla SQLite. Dzięki takiemu rozwiązaniu nie zmusza się użytkownika do konfiguracji serwera, ponieważ go nie ma. Co więcej, system ten jest w pełni przenośny, ponieważ istnieją implementacje dla różnych przenośnych języków programowania. Ponadto dzięki temu, że system egzystuje w postaci kodu, jest on bardzo prosty do przystosowania go do projektów. Dla przykładu SQLite dla C/C++ rezyduje w dwóch plikach - sqlite3.h oraz sqlite3.c, zatem wystarczy proste dodanie plików do projektu i jego skompilowanie. Kolejną zaletą tego systemu jest to, że wszystkie dane wrzucane do bazy danych znajdują się w pojedynczym pliku, dzięki temu wszystko jest w jednym miejscu i jest łatwe do przenoszenia (oczywiście jest możliwość utworzenia pliku dla każdej tabeli z osobna).

Ze względu na prostotę zarządzania oraz łatwość przystosowania go do projektów, został on użyty w także projekcie DoForMe!.

-- cos o template matching

Jest to technika wykorzystywana do wyszukiwania obrazu w obrazie. Wydawać się to może prostym zagadnieniem gdy przeszukiwanie obrazu wykonuje się piksel po pikselu, aczkolwiek staje się ono trudniejsze gdy zostaną wzięte pod uwagę czynniki takie jak szum obrazu oraz tolerancja (czyli jak maksymalnie mogą się różnić obrazy aby można było stwierdzić, że są "takie same"). Mimo, że technika ta rozciąga się na różne poziomy zaawansowania to jednak na potrzeby projektu DoForMe! nie trzeba było wykorzystywać bardziej zaawansowanych algorytmów, ponieważ system nie wykorzystuje obrazów utworzonych np. za pomocą aparatu czy skanera a jedynie zrzuty ekranu.

Dlatego też do wyszukiwania fragmentu ekranu został wykorzystany naiwny algorytm, który próbuje dopasować szukany obrazek przesuwając go o piksel w pionie i w poziomie. Pseudokod został zaprezentowany w listingu X:
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