Część systemów zostanie tutaj pokrótce omówione, jednak uwaga zostanie zwrócona głównie na tych funkcjonalnościach, które są dostępne w systemie *DoForMe!* w celu porównania.

Kolejną zaletą jest także to, że lista akcji posiada swego rodzaju "obiekty" - każdy kolejny wiersz to kolejny obiekt. Dzięki temu bardziej intuicyjne jest dodawanie lub modyfikowanie jego parametrów. W przypadku zmiany parametrów w systemach wykorzystujących język programowania, zazwyczaj zostają zmienione argumenty przekazywane do funkcji, co może się nie spodobać użytkownikom nie mającym doświadczenia w programowaniu.

Precyzja czasu wywołania zadania zależy od pracy, którą użytkownik zamierza zautomatyzować. Dla przykładu gdy tester oprogramowania testuje kilka funkcjonalności za pomocą uprzednio nagranych zadań, gdzie każde zadanie jest zapisane w innym pliku, wtedy zbyt długie byłoby wywoływanie testów np. co minutę (pod warunkiem, że testy byłyby w miarę krótkie), zatem system typu *Macro Scheduler* nie zdałby egzaminu, ponieważ jego czas jest mierzony co do minuty[[1]](#footnote-2) (aczkolwiek istnieje obejście tego za pomocą wywołania zadania o pełnej minucie z użyciem komendy Wait, która usypia program na podaną ilość sekund[[2]](#footnote-3)). We wspomnianych wcześniej systemach włącznie z *DoForMe!* czas jest mierzony co do sekundy, aby objąć zakresem większą część użytkowników.

System *AutoClickExtreme*[[3]](#footnote-4) jest bardzo precyzyjny pod względem wykonywanych akcji. Udostępnia on szereg parametrów i funkcjonalności umożliwiających sprecyzowanie miejsca lub obiektu, na którym operujemy. Dla przykładu, do wykonania każdego kliknięcia możliwe jest pobranie zrzutu fragmentu ekranu, którego program będzie musiał poszukać zanim wykona akcję, jeśli taki fragment nie istnieje program czeka na interwencję użytkownika i wznawia pracę gdy pobrany fragment pojawi się na ekranie[[4]](#footnote-5).

Poza tym gdy użytkownika nie ma przy komputerze takie powiadomienie staje się z oczywistych względów bezużyteczne, jednak oprogramowanie oprócz tego oferuje także logi, z których możemy dowiedzieć się jak przebiegał proces wykonywania zadań[[5]](#footnote-6).

Program *AutoClickExtreme* automatyzuje pracę ale w nieco odmienny sposób - zamiast wykorzystywać język skryptowy ze zdefiniowanymi funkcjami, operuje on na liście, na której znajdują się poszczególne akcje użytkownika[[6]](#footnote-7), np. kliknięcie czy poruszenie myszką. Takie rozwiązanie jest prostsze gdy docelowa grupa użytkowników ma niewiele wspólnego z programowaniem, ponieważ użytkownik nie operuje stricte na języku programowania:

Jednak w przypadku bardziej doświadczonych użytkowników oznacza to brak szczegółowej modyfikacji wykonywania zadania. Na przykład w powyższym przykładzie z *AutoClickExtreme* nie jest możliwa modyfikacja sposobu ruchu kursora myszki (ani nawet podglądu po jakich współrzędnych kursor myszy się porusza). Co więcej, struktura pliku z zapisanymi akcjami jest bardziej skomplikowana niż w przypadku prostego pliku tekstowego ze skryptem, przez co trudniejsze jest odgadnięcie co robi dane zadanie nie posiadając odpowiedniego oprogramowania:

|  |
| --- |
| Wycinek pliku z zapisanym zadaniem z powyższego przykładu z *AutoClickExtreme* |
| num=0//ver=5.9  UN=000003, node=0, TypeAct=4  {  x962y501t0x961y501t265......  }  UN=000004, node=0, TypeAct=1  {  MainWindow:  exe="C:\Windows\Explorer.EXE", SbyExe=0  capt="Program Manager", class="Progman", typeCaptSearch=4 handle=10148  ChildWindow: capt="FolderView", class="SysListView32", typeCaptSearch=0 hierarchy="((0:0))", id=1, handle=1014c enable=1 Style=1442855744 exStyle=0  LimitSearch=5, PermitSetFocus=0, screen="C:\Users\jajcek\Desktop\dir\_aip\_Program Manager\ScrChild\_un=000004\_x495y427.bmp"  Borders(0, 1280, 0, 1024, 0, 1280, 0, 1024)  CLICK(xx=599, yy=501):  key=1, updown=513, dTime=171:  key=0, updown=514, dTime=94)  } |

W przypadku planowania zadań i układania harmonogramu sposób jego prezentacji w programie *AutoClickExtreme* jest także oparty o listę. Jest to rozwiązanie dosyć nieczytelne w przypadku dużej ilości zadań w harmonogramie, w szczególności gdy użytkownik dodaje je nie po kolei, ponieważ oprogramowanie nie oferuje żadnego sposobu sortowania takiej listy[[7]](#footnote-8). Bardzo podobne rozwiązanie posiada system *WinAutomation*, który jednak oferuje sortowanie takiej listy względem wybranego przez nas parametru za pomocą kliknięcia nagłówka odpowiedniej kolumny*[[8]](#footnote-9)*. W systemie *DoForMe!* został zaimplementowany całkowicie odmienny sposób zarządzania zadaniami. Do tego celu wykorzystuje się wbudowany kalendarz, na który "nakłada" się zadania na odpowiednie dni określając godzinę oraz powtórzenia. Co więcej, system oferuje powiadomienia m.in. w formie graficznej w przypadku sytuacji gdy w jednym dniu jest więcej niż jeden skrypt do wykonania o tej samej godzinie.

|  |
| --- |
| Sposób prezentacji zadań przez system *AutoClickExtreme* - brak sortowania |
| ace_task_unsorted.bmp |

|  |
| --- |
| Sposób prezentacji zadań przez system *WinAutomation* - sortowanie po ostatniej kolumnie |
| ace_task_unsorted.bmp |
| Sposób prezentacji zadań przez system *DoForMe!* - zadania przypisane do odpowiednich dni miesiąca; zaznaczony dzień 13 wrzesień – kolizja dwóch skryptów |
| ace_task_unsorted.bmp |

Różne systemy mają także różne sposoby powiadamiania użytkownika o zadaniach z harmonogramu, które będą np. wykonane za niedługi czas, są aktualnie wykonywane lub zakończono ich wykonywanie. Jednym ze sposobów jest wykorzystanie prostego powiadomienia wyświetlonego na ekranie, które oferuje np. *WinAutomation* i które nie wymaga interwencji użytkownika[[9]](#footnote-10). Takie powiadomienie posiada jednak wadę w przypadku gdy użytkownik aktualnie pracuje na komputerze, bowiem ten sposób nie oczekuje od użytkownika żadnej odpowiedzi, dlatego gdy nadejdzie czas na uruchomienie zadania, system po prostu przejmie kontrolę nad komputerem i wykona swoje zadanie jednocześnie przerywając pracę użytkownika. System umożliwia także wyświetlenie okna dialogowego, które wymaga akcji ze strony użytkownika, jednak wspomniane rozwiązanie nie jest dostępne z poziomu opcji programu a jedynie poprzez odpowiednie zdefiniowanie akcji w zadaniu do wykonania. Tego typu powiadomienie oferuje także m.in. *Macro Scheduler[[10]](#footnote-11)*. W przypadku systemu *DoForMe!* nie ma potrzeby odwoływania się do akcji/skryptu zadania, wystarczy zaznaczenie odpowiedniej opcji programu. Dodatkowo możliwe jest dodanie także dźwięku.

--- o lua

Jeśli zapytamy programistę czym jest język skryptowy, zapewne w większości przypadków otrzymamy parę przykładów jaki język należy do tej kategorii. Jednak większość osób tak naprawdę nie wie dlaczego. Znaczna liczba źródeł definiuje go jako język umożliwiający sterowanie konkretnymi zadaniami w systemie (ang. Job Control)[[11]](#footnote-12). Wywodzi się on głównie z czasów superkomputera (ang. mainframe) firmy IBM®, który używał języka JCL (Job Control Language) do uruchamiania określonych programów w systemie bez interwencji manualnej (ang. batch processing[[12]](#footnote-13)). Języki te początkowo miały bardzo dużo ograniczeń, np. język JCL umożliwiał m.in. deklarację zmiennych/parametrów, warunkowe uruchamianie zadań, część możliwości modularności oraz parametryzowane procedury, które bardziej przypominały znane z C makra[[13]](#footnote-14).

Większość tego typu języków jest także określanych jako „Glue Languages”. Pojęcie to oznacza, że takie języki służą także do łączenia komponentów (narzędzi, modułów) niekoniecznie napisanych w języku skryptowym. Dzięki temu możliwe jest połączenie programów napisanych w różnych językach, które rozwiązują pojedyncze problemy, aby wspólnie rozwiązać większy problem.

Z powodu szybkiej i specyficznej ewolucji języków skryptowych (np. Perl, który posiada cechy języka skryptowego, systemowego jak i idei maszyny wirtualnej[[14]](#footnote-15) podobnej do Java™), konkretna definicja określająca czym naprawdę jest język skryptowy jest trudna do ustalenia. Cechy charakterystyczne takich języków, które są często podawane[[15]](#footnote-16) to m.in.:

- dynamiczne typowanie, np. w Lua:

x = "string"

x = 5

oba wyrażenia są poprawne i nie wymagają ręcznego określenia typu przez programistę)

- zazwyczaj są interpretowane zamiast kompilowane

- głównie używane do pisania krótszych i prostszych programów

- czym jest lua i jakie ma możliwości

Lua jest jednym z przenośnych języków skryptowych najczęściej wykorzystywanym w branży gier komputerowych[[16]](#footnote-17), który zbliżony jest najbardziej do języków proceduralnych. Działa na każdej maszynie, która udostępnia kompilator ANSI C, począwszy od systemów wbudowanych aż do mainframe’ów. Umożliwia między innymi rozszerzalność (dodawanie) funkcji, których implementacje egzystują w zewnętrznym kodzie napisanym np. w języku C[[17]](#footnote-18), Java[[18]](#footnote-19) lub Delphi[[19]](#footnote-20). Ponadto od roku 2003, gdy zadebiutowała wersja 5.0, działa na wirtualnej maszynie Parrot, która w odróżnieniu od większości wirtualnych maszyn (które są bazowane na stosie) bazuje na rejestrach[[20]](#footnote-21), dzięki temu zwiększona została, w niektórych przypadkach ponad dwukrotnie, wydajność w dostępie do zmiennych lokalnych. Co więcej posiada automatyczne zarządzanie pamięcią wraz ze swoim własnym garbage collector’em, który został dodany w wersji 5.1[[21]](#footnote-22) oraz który jest niezwykle istotny w grach komputerowych.

- jak dziala lua

Działanie interpretera Lua oparte jest o emitowanie instrukcji dla maszyny wirtualnej „w locie”, czyli w trakcie procesu parsowania, aczkolwiek zapewniając także pewne optymalizacje, np. utworzenie kodu (wyemitowanie instrukcji) dla wyrażeń związanych ze stałymi i zmiennymi jest opóźnione. Innymi słowy interpreter najpierw generuje prostą strukturę, w której umieszcza potrzebne mu dane na ich temat i na jej podstawie optymalizuje kod[[22]](#footnote-23).

Na początek przyjrzymy się temu w jaki sposób reprezentowane są dane w języku Lua, opiszemy strukturę przechowującą je oraz jakie korzyści i wady z niej wynikają.

Następnie przejdziemy do opisu tabel, które de facto są jedynym mechanizmem do tworzenia struktur danych wykorzystywanych w Lua[[23]](#footnote-24). Wyjaśnimy tutaj także metodę Brent'a, która została w nich wykorzystana.

W kolejnym kroku opiszemy funkcje oraz ich domknięcia. Przyjrzymy się sposobowi w jaki są one reprezentowane po kompilacji oraz jak przechowywane są potrzebne jej dane.

Na koniec zostawimy opis działania maszyny wirtualnej.

- dane w lua

Danymi w Lua są: nil, boolean, liczby (domyślnie Double, ale prosta jest kompilacja Lua używając Float lub Long, z tego względu, że niektóry urządzenia nie mają wsparcia sprzętowego dla podwójnej precyzji), string, tabele, funkcje, wątki oraz własne zdefiniowane typy przez użytkownika. Dane w Lua reprezentowane są jako pary (t,v) w oznakowanych uniach w następujący sposób[[24]](#footnote-25):

|  |  |
| --- | --- |
| typedef struct {  int t;  Value v;  } TObject; | typedef unin {  GCObject \*gc;  void \*p;  lua\_Number n;  int b;  } Value; |

gdzie wartość t oznacza jakim typem jest wartość v. Wartości Boolean (pole b) oraz liczbowe (pole n) są reprezentowane bezpośrednio w unii, za to wartości typu string, tabele, funkcje, wątki (pole gc) oraz dane zdefiniowane przez użytkownika (pole p) - jako wskaźniki. Wartość nil nie jest reprezentowana za pomocą struktury Value, ponieważ do jej identyfikacji wystarczy sama wartość t.

Rozwiązanie takie ma oczywiście swoje konsekwencje. Na przykład kopiowanie wartości może być w niektórych przypadkach dosyć kosztowne. Weźmy dla przykładu kopiowanie liczby 64-bitowej double na maszynie 32-bitowej:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| INT | | | | DOUBLE | | | | | | | | PADDING | | | |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |
| WORD | | | | WORD | | | | WORD | | | | WORD | | | |

Rozmiar struktury TObject jest równy 12 bajtów (16 bajtów jeśli uwzględnimy tzw. padding). Maszyna 32-bitowa, kopiuje dane w porcjach po 4 bajty, tzw. słowo (ang. word), zatem aby skopiować liczbę typu double potrzebne jest 3 (lub 4) kopiowań słów.

- tabele w lua

Język ten nie udostępnia typu tablicowego, dlatego do symulowania tablic wykorzystywane są właśnie tabele. Do wersji 4.0 tabele były zaimplementowane jako zwykłe tzw. hashmapy, jednak od wersji 5.0 tabela jest połączeniem tablicy (która nie przechowuje wartości klucza) z hashmapą:

![http://www.jucs.org/ujs/jucs/Journal/Volume%2011/Issue_11_7/the_implementation_of_lua/images/fig2.gif](data:image/gif;base64,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)

Możliwymi konfiguracjami par tutaj są x->9.2, 1->100, 2->200, 3->300. Ponadto jej rozmiar jest dynamiczny - rozszerza się gdy dodajemy do niej jakiś element oraz kurczy gdy usuwamy (poprzez przypisanie nil'a). Gdy tabela potrzebuje więcej miejsca, rozmiary tablicy liczone są na nowo:

Rozmiarem tablicy jest największe takie n, dla którego przynajmniej połowa elementów w tablicy pomiędzy 1 a n (aby uniknąć marnowania miejsca przy tablicach rzadkich) oraz przynajmniej 1 element pomiędzy a (aby uniknąć rozmiaru gdy jest wystarczające) są w użyciu. Po przeniesieniu tego na język matematyczny:

Oznaczmy tablicę jako:

Oznaczmy element tablicy, który jest w użyciu jako 1, a element, który nie jest w użyciu jako 0.

Wtedy szukamy takiego największego , że:

oraz

Dzięki temu, że tabela wykorzystuje także zwykłą tablicę, to w niektórych przypadkach możliwe jest zmniejszenie zużycia pamięci nawet dwukrotnie, ponieważ tablica nie wymaga dodatkowej pamięci na klucze. Ponadto dostęp do danych za pomocą klucza liczbowego jest szybszy, ponieważ nie wymaga wykonania procedury hashującej w połączeniu z metodą Brent'a.

- metoda brent'a

Metoda ta polega na rozwiązywaniu kolizji przy hashowaniu oraz optymalizacji dostępu do danych. Bazuje ona na koncepcji, która zakłada żeby więcej czasu poświęcić na wstawianie elementów niż ich znalezienie. Dlatego też jest ona głównie wykorzystywana przy kompilatorach lub interpreterach.

Załóżmy, że:

rozmiar\_tablicy - najbliższa liczba pierwsza, większa od liczby elementów

H1(klucz) - funkcja hashująca = klucz % rozmiar\_tablicy

H2(klucz) - przesunięcie (offset) = (klucz / rozmiar\_tablicy) % rozmiar\_tablicy

oraz

i - liczba miejsc, które musimy odwiedzić aby znaleźć element (A), który wstawiamy

j - liczba dodatkowych miejsc, które musimy odwiedzić aby znaleźć element (B), który przesuwamy

Chcemy znaleźć minimalną sumę i+j (i > 0 oraz j > 0).

Rozwiązywanie kolizji przebiega następująco:

1. Na początku musimy spróbować przesunąć element, z którym wstawiany element koliduje (oznaczmy to jako punkt ), do punktu . Gdy zmienia się w górę oznacza to, że musimy spróbować przesunąć B (aktualnie istniejący element) pod indeks przesunięty o .

2. Jeśli punkt jest zajęty to sprawdzamy czy jest możliwe zapisanie sumy w innej kombinacji (której jeszcze nie było), tzn. sumę można zapisać także jako , czyli punkt . Zmiana oznacza, że teraz naszym elementem B będzie element, który jest pod indeksem przesuniętym od B o offset . Następnie próbujemy przesunąć B o , jeśli się nie uda to próbujemy dopasować kolejne oraz . Itd.

Innymi słowy szukamy po kolei odpowiedniej minimalnej kombinacji , czyli: itd.

Jeśli jest kilka możliwych kombinacji dla przesunięć to to czy wybierzemy czy zależy od naszej implementacji, aczkolwiek głównie stosuje się tą pierwszą konwencję.

- funkcje w lua

Gdy dochodzi do momentu kompilacji funkcji, Lua generuje jej prototyp, który zawiera:

* instrukcje dla wirtualnej maszyny
* tablicę z stałymi użytymi w funkcji
* dane dla debuggera

Podczas działania programu gdy dochodzi do wywołania funkcji, silnik Lua generuje domknięcie funkcji (ang. *closure*). Każde domknięcie posiada wskaźnik do:

* prototypu od którego zostało utworzone,
* tabeli ze zmiennymi globalnymi (*environment*),
* tabeli ze zmiennymi lokalnymi z poza funkcji (*upvalues*).
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