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LAB 03- Artificial Intelligence
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# Task 01

|  |  |  |
| --- | --- | --- |
| Algorithms / Performance | Cost | Time |
| Breadth First | 8 | 0.164756141889 |
| Uniform Cost | 8 | 0.034845555 |
| Limited Depth First (L=30) | 28 | 0.6275625469999999 |
| Limited Depth First (L=50) | 38 | 0.5147101780000001 |
| Limited Depth First (L=100) | 100 | 3.9826210559999997 |
| Iterative Limited Depth First | 8 | 0.017054783000000004 |

# Task 02:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Algorithms / Performance | Cost | Time |
| Breadth First | 450:  Arad  Sibiu  Fagaras  Bucharest | 0.002259715999999995 |
| Uniform Cost | 418:  Arad  Sibiu  Rimnicu Vilcea  Pitesti  Bucharest | 0.004273104000000014 |
| Depth First | 733:  Arad  Timisoara  Lugoj  Mehadia  Drobeta  Craiova  Pitesti  Bucharest | 0.002138261999999988 |
| Limited Depth First (L=5) | 418  Arad  Sibiu  Rimnicu Vilcea  Pitesti  Bucharest | 0.002869548999999999 |
| Limited Depth First (L=10) | 733  Arad  Timisoara  Lugoj  Mehadia  Drobeta  Craiova  Pitesti  Bucharest | 0.00216434900000001 |
| Iterative Limited Depth First | 450  Arad  Sibiu  Fagaras  Bucharest | 0.018824835999999998 |

from timeit import default\_timer as timer

from simpleai.search import \*

# from simpleai.search import SearchProblem, breadth\_first, depth\_first, limited\_depth\_first, iterative\_limited\_depth\_first, uniform\_cost

'''

SearchProblem, breadth\_first, depth\_first, limited\_depth\_first, iterative\_limited\_depth\_first, uniform\_cost'''

GOAL = 'Bucharest'

INITIAL = 'Arad'

mapGraph = {

'Oradea': {

'Zerind': 71,

'Sibiu': 151

},

'Zerind': {

'Arad': 75,

'Oradea': 71

},

'Arad': {

'Zerind': 75,

'Sibiu': 140,

'Timisoara': 118

},

'Timisoara': {

'Arad': 118,

'Lugoj': 111

},

'Sibiu': {

'Oradea': 151,

'Fagaras': 99,

'Arad': 140,

'Rimnicu Vilcea': 80

},

'Fagaras': {

'Sibiu': 99,

'Bucharest': 211

},

'Rimnicu Vilcea': {

'Sibiu': 80,

'Pitesti': 97,

'Craiova': 146

},

'Lugoj': {

'Timisoara': 111,

'Mehadia': 70

},

'Pitesti': {

'Bucharest': 101,

'Rimnicu Vilcea': 97,

'Craiova': 138

},

'Mehadia': {

'Lugoj': 70,

'Drobeta': 75

},

'Drobeta': {

'Mehadia': 75,

'Craiova': 120

},

'Craiova': {

'Pitesti': 138,

'Rimnicu Vilcea': 146,

'Drobeta': 120

},

'Bucharest': {

'Fagaras': 211,

'Pitesti': 101

},

}

class EigthPuzzleProblem(SearchProblem):

def actions(self, state):

print(list(mapGraph[state].keys()))

return list(mapGraph[state].keys())

def result(self, state, action):

'''Return the resulting state after moving a piece to the empty space.

(the "action" parameter contains the piece to move)

'''

print('Next State: ',action)

return action

def is\_goal(self, state):

'''Returns true if a state is the goal state.'''

return state == GOAL

def cost(self, state1, action, state2):

'''Uniform cost

'''

# print(state1, state2)

return mapGraph[state1][state2]

# Breadth First

start = timer()

result = iterative\_limited\_depth\_first(

EigthPuzzleProblem(INITIAL),graph\_search=True)

end = timer()

# Time

print('Time: ' + str(end - start))

# cost of solution

print(result.cost)

# Solution

for action, state in result.path():

print(state)