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**ABSTRACT**

Memory related issues such as memory management, limited memory and memory related application crashes, etc. often affect video games. Private game development companies have created solutions to these kinds of issues, however there are no open source solutions available for developers to utilize. This paper presents a solution to solve some of these memory issues using a constructive research approach. Solid State Drives are becoming more common especially in mobile devices. Utilizing the power of SSDs we are able to virtual memory to power the game asset data. The types of gaming systems are diverse and targeting multiple platforms is important for an open source solution. C was used to develop the software as it allows the targeting of multiple platforms. The developed solution is called Bundle and consists of a packaging tool and an Application Programming Interface for developers to use the packaging tool’s output file. Although the solution targets multiple platforms, for the scope of this paper the focus was on the iOS and Mac OSX platforms
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# 1. Introduction And Motivation

Almost all video games are bound by memory constraints. The system running the game can only allocate a certain amount of usable RAM for the game’s process and this is usually less than what an advanced game needs. The system’s kernel running the game will allocate memory for the game on RAM as well as on disk, which is where the virtual memory is located.

Large data sizes for game data and assets force developers to spend development time on managing assets in RAM. Game assets need to be dynamically loaded and unloaded as needed when available RAM space runs low. This can lead to the creation of more complex and repetitive code that makes the project harder to manage.

These memory constraints can cause various effects during the development process.  
These effects could range from longer development cycles due to bug fixing and memory management to the far worse scenario of decreasing game asset quality to reduce the RAM footprint. The development cycle is usually guided by budget and cost, and especially within indie projects and smaller game development projects, the budget could force drastic changes to be made to the project.

There are techniques used to solve these memory constraints, but they are privately owned and there exists little documentation surrounding how the memory problems are solved.

The software market has seen positive changes within the last few years with the rise of smart phones and their capabilities to run complex applications. Software developers have observed the user’s needs transform around the mobile operating systems and applications. Apple and Microsoft have considered these mobile-based characteristics and incorporated them into their new operating systems, Apple’s OSX Mountain Lion (Viticci, 2012) and Windows 8.

The reason this is relevant is that the mobile software sale platforms such as Apple’s App Store, Android’s Marketplace and Windows Marketplace is also targeting desktop computing, e.g. Apple’s App Store, Google Apps, etc. These sales platforms have created a new age of software development opportunities where anyone is able to develop a product and sell it through these platforms.

Apple’s App Store currently has around 111 000 active games and around 635 000 active applications across all categories. (App Store Metrics, 2012) There are currently around 157 000 active publishers on the App Store. (ibid)

With no open source solution for managing game assets within games or asset-driven applications and the amount of developers now developing for various platforms, Bundle was created as a solution to this problem. A further motivation for the need for such a solution was the fact that many developers might not be aware of the possibilities of utilizing a systems virtual memory to enhance performance of the apps when using their assets and resources.

Solid State Drives are becoming the standard on computing systems and are already present on smartphones. Solid State Drives have numerous advantages over magnetic based disks, such as lower latency, faster read/write times especially with Random Access as data can be fetched directly rather than waiting for the hardware to adjust the magnetic disks during retrieval. Virtual memory is stored on disk and these aforementioned advantages are important if asset data and resources are to be streamed from virtual memory.

This increasing popularity of Solid State Drives combined with the amount of developers now developing for the various app sales platforms was a strong motivator for creating such a solution.

Game development is a dynamic process with numerous techniques available to develop a product for targeting a variety of platforms. Implementing a solution for this problem and licensing it as an open-source project will allow anyone to be able to increase their game performance as well as improve the overall game design and development by using or modifying Bundle to their custom needs.  
  
The problem above was pointed out during an initial interview with Johan Knutzen, a founder of Senri and Phobic-Games, mobile application and game development companies based in Gothenburg, Sweden.

The solution developed includes a number of elements. The packaging tool compresses all the assets for a game into a single pak file. The pak file format is a file format that contains archived data, with each packaged file stored in either compressed or uncompressed format. The API allows developers to use the generated pak file, handles the virtual memory allocation, file retrieval and removes itself from the system.

The question researched and the results presented in this paper was:

* How can the memory footprint of video games be decreased?

This paper presents Bundle, the open-source solution created to solve these memory related issues and presents the results.

# 2. Related Work And Literature Review

The literature on the subject of utilizing virtual memory to enhance memory performance on a gaming system is limited because the concept is usually developed for high quality video games. These solutions are kept private for obvious reasons.

## 2.1 Virtual Memory Based Data Streaming In Video Games

ID Software has done the most notable implementation using a similar concept. John Carmack is the lead developer for ID Software and discusses how he used memory mapping to enhance the iOS version of the game called Rage (John Carmack, 2010).

### 2.1.1 Texture Streaming

“Texture streaming is a facility mostly used in computer games to reduce memory usage. Instead of loading all textures at once, they are loaded and unloaded on a per-need basis.“ (Mayer, 2010)

### 2.1.2 MegaTexture

A MegaTexture is the creation by id Software’s technical director John Carmack. A megatexture holds a large number of smaller textures. John Carmack revised the original version to work on arbitrary geometry and was confirmed in 2006 to work on any geometry. (Mayer, 2010)

### 2.1.3 Virtual Texturing

“Virtual texturing generalizes previous approaches by adding a level of indirection, i.e., a pagetable, similar to virtual memory subsystems in modern operating systems. The pagetable (texture) allows each fragment to access a suitable tile depending on the re- quired resolution according to standard OpenGL mipmapping calculations, instead of relying on heuristics like distance to viewpoint (as used in clipmapping).” (Mayer 2010)

J.M.P. van Waveren mentions a number of issues, related to the use of texture virtualization, that were faced during the development of the id Tech 5 game engine, (add reference to “From Texture Virtualization to Massive Parallelization” pdf) such as:

* *Texture Filtering*

Texture filtering is a technique that uses nearby texels (pixels of a texture) to determine the color for the current texture pixel being rendered. Texture filtering is related to computational complexity and the quality of the rendered image.

* *Thrashing*

Thrashing occurs when a system’s physical memory is completely occupied and the virtual memory subsystem is continuously paging data in and out of physical memory. This causes the performance of the system to decrease or can lead to a system crash.

* *Level OF Detail (LOD) Transitions Under High Latency*

When streaming texture data from virtual memory, high latency can cause the detail of the rendered texture area to fluctuate depending on the latency level.

These issues arise due to the nature of how megatextures are used. Data is streamed in a constant manner from the megatexture. The streamed data is needed to constantly update the 3d environment being rendered. The quality of the system’s hardware is connected to the severity of the issues.

## 2.2 Memory Enhancements for Embedded Systems

CRAMES is a system to enhance memory on embedded systems. (Lekatsas et al., 2005) ‘Compressed RAM for Embedded Systems’ uses efficient algorithms as a RAM compression technique. CRAMES can double the amount of memory space on an embedded system.(ibid)

“CRAMES takes advantage of an operating system’s virtual memory infrastructure by storing swapped-out pages in compressed format. It dynamically adjusts the size of the compressed RAM area, protecting applications capable of running without it from performance or energy consumption penalties. In addition to compressing working data sets, CRAMES also enables efficient in-RAM filesystem compression, thereby further increasing RAM capacity.” (ibid)

CRAMES targets low-power embedded systems and offers read and write data access.

Cramfs aka. Cram a filesystem onto a small ROM, (add reference to https://github.com/wendal/cramfs) is a compression library to compress files to be used on ROMs. It uses zlib to compress one page at a time and allows random access to these pages. Cramfs targets systems that have a maximum filesystem size of 256MB and offers read only data access. (add reference <https://github.com/wendal/cramfs>)

## 2.3 File Systems And Archived File Types For Video Games

id Software released Doom 3’s source code (add reference to <https://github.com/TTimo/doom3.gpl>) and the file system’s implementation is available. Doom 3’s file system uses .pk4 files, which hold the game’s resource data. “To save disk space and speed up file loading, directory trees can be collapsed into zip

files. The files use a ".pk4" extension to prevent users from unzipping them accidentally,

but otherwise they are simply normal zip files. A game directory can have multiple zip

files of the form "pak0.pk4", "pak1.pk4", etc. Zip files are searched in decending order

from the highest number to the lowest, and will always take precedence over the filesystem.

This allows a pk4 distributed as a patch to override all existing data.“ (add reference to <https://github.com/TTimo/doom3.gpl/blob/master/neo/framework/FileSystem.cpp>)

Id Software games use a number of archived file types for handling game assets. Quake 3 uses PK3 files and Quake 4 uses PK4 files. (add reference to <http://en.wikipedia.org/wiki/PK3_%28file_extension%29>)

The pak file is a file that is packaged with many files and works as an archived file. There are numerous games that use pak files as a means of holding game data files in an archived manner (http://en.wikipedia.org/wiki/PAK\_%28file\_format%29). The pak file serves as a means to hide asset data files from extraction as the game assets are archived into a single file and not left inside a resource folder.

Pete McCormick wrote a description of the PAK format explaining an example structure for its header and directory information. (add reference <http://debian.fmi.uni-sofia.bg/~sergei/cgsr/docs/pak.txt>)

## 2.4 OSX and iOS Bundles

“Bundles encapsulate related resources in a hierarchical file structure but present those resources to the user as a single entity. Programmatic interfaces make it easy to find resources inside a bundle.” (add reference to https://developer.apple.com/library/mac/#documentation/MacOSX/Conceptual/OSX\_Technology\_Overview/CoreServicesLayer/CoreServicesLayer.html)

“Bundles are a fundamental technology in Mac OS X and iOS that are used to encapsulate code and resources.” (add reference to [https://developer.apple.com/library/mac/#documentation/CoreFoundation/Conceptual/CFBundles/Introduction/Introduction.html#//apple\_ref/doc/uid/10000123i-CH1-SW1](https://developer.apple.com/library/mac/#documentation/CoreFoundation/Conceptual/CFBundles/Introduction/Introduction.html))

# 3. Method

### 3.1 The constructive research method

Crnkovic, (2009) describes the constructive research method as a way to turn existing knowledge into novelty or innovation.

This may involve creating artifact design solutions, for example: plans, diagrams, charts and software implementation.

Kasanen, et al. (1991) summarizes the constructive method as a solution oriented method where innovative step-by-step solutions are taken into account, followed by testing the solution and using the data within the testing phase for analysis purposes.

Additionally, Lindholm (2008), provides three category examples of knowledge gaps to be filled using the constructive research method:

* Feasibility, where a solution to a common problem has not been done yet;
* Novelty, where a unique and new solution is provided to an already solved problem;
* An improvement, where the goal of the research focuses on a preexisting solution and aims to produce better results than the ones available.

The principles of the constructive method are the most suitable for this research as a solution to a problem to be solved during this research. By turning pre-existing knowledge to artifact solutions.

In addition, Caplinskas (2004) argues that the constructive research method befits computer science and IT related problems in a usual manner.

According to Lindholm (2008), There are crucial steps to be followed to order to conduct a constructive research:

1. Finding a research problem.
2. Involving an organization in the solution.
3. Obtaining a detailed understanding of the topic researched.
4. Constructing a theoretical solution.
5. Implementing a practical solution and test its usefulness.
6. Examining the applicability of the solution.
7. Showing the theoretical connection and the solution’s contribution.

### 3.2 Work flow model (framework)

The constructive method was adapted to meet the needs of our implementation.

The fundamental steps above have been borrowed and minimized to best fit a three-phased framework that shall bring a clearer image of the mix of method attributes used within this research.

The framework describes the development process involved within this research; with the use of qualitative and quantitative data collection and analysis methods in different stages. (See figure 1)

The first phase of the theoretical framework uses step one of the constructive method steps. A problem is identified and evaluated as one that has no “acceptable” solutions available for. [http://www.inform.nu/Articles/Vol11/ISJv11p017-033Ellis486.pdf page 22] argues that for a solution to be “accepted” it must not only exist, it should be, as well, documented and mentioned in literature.

This phase requires background knowledge about the problem and the systems involved within the problem’s scope. Thus detailed knowledge has to be gained while planning the development, prior to the technical process, which is bolder in the next phase.

In phase 2 of the framework, an understanding of the problem is obtained in details. Data relevant to the problem or its solution are collected and analyzed qualitatively then interpreted into a set of requirements for a software solution.

The design and implementation of the software is developed and tested for bugs. Thus, covering steps 3, 4 and 5 of a constructive method.

Phase 2 is based on an iterative process. New data is collected during each iteration and the knowledge scope is enlarged. A set of requirements is defined as an addition to the existing ones, resulting in additional features being expected from the product or optionally, a need to modify previous tasks to better suit the new constraints.

The goals of the constructive approach are shared with many other similar approaches. The “Action Research” and the “Design Research” both aim to creating a link between theory and practice. Nevertheless, several attributes that exist in the previously mentioned approaches do not seem to appear in the constructive approach steps.

The iterative nature that exists in the Design and Action research approaches enables knowledge gaps to be filled iteratively by reflected lessons learned during the implementation phase. [http://cs.joensuu.fi/pages/suhonen/SciMet2009/week5\_R&D\_methods.pdf]

Borrowing this special property from sibling approaches adds flexibility to the working process followed in the framework.

In the third and final phase, [edit] profiling and memory benchmark tests are run against the software implemented to show the established link between the theory and the solution provided, as well as to point out the level of feasibility, efficiency the application provides. Data in this phase are collected and analyzed quantitatively. Multiple final steps are taken into account in this stage of the process, as the implementation should assumingly be ready and bug free, covering all the base functionalities deriving from the requirements set during the beginning steps.

[FIGURE 1 – diagram showing the phases described]

### 3.3 Data Collection

A mix of both qualitative and quantitative data collection methods was used in this research at different stages to achieve different goals.

Mixing of approaches aids in evaluating results that are not theoretical or that does not rely on literature. [http://www.sagepub.com/upm-data/15565\_Chapter\_4.pdf]. Collecting and analyzing data prior, during and after the development process can be done in a more flexible manner.

In the constructive research mentality, any data collection method is acceptable as long as it seen helpful for gathering information about the constructed project or in its early phases prior to development, which is an important step in the process. The research is less likely to be ready to take off without having solid ground information about the subject researched. [http://www.mrtc.mdh.se/~gdc/work/MBR09ConstructiveResearch.pdf]

#### 3.3.1 Semi structured interviews

Qualitative data in this research is collected using in-depth semi-structured interviews, which are described by [http://www.sagepub.com/upm-data/15565\_Chapter\_4.pdf ] as a useful and efficient way to find literature about hypothesis or claims heard or read by the interviewee.

[http://www.rand.org/content/dam/rand/pubs/technical\_reports/2009/RAND\_TR718.pdf] argues that interviews are a useful approach in data collection since there is a chance to discuss past experiences regarding subjects surrounding the research scope to bring out personal feedbacks to be further researched.

In a semi-structured interview, [http://www.comp.dit.ie/dgordon/Podcasts/Interviews/chap15.pdf] argues that the meeting is set to answer a list of questions that are used as the interview guidance.

“In-depth interviewing allows the interviewer to better understand the details associated with the lives of the individuals interviewed. This knowledge can lead to increased understanding of how experience relates to individual interactions with others resulting in the discovery of similarities amongst everyone.” [http://www.evokedevelopment.com/uploads/blog/commonData.pdf]

The interviews mentioned are run with , Johan Knutzen, founder and a senior software enigineer in Senri. Several ways of data gathering are taken during the interview sessions which are estimated as approximately one hour at a time: dialogues, questions and answers, development guidelines, discussions and suggestions about sources to research further for a better understanding about a specific topic that is relevant to the research.

In phase 1 of the framework, where a problem is identified and a plan to solve it is initiated, qualitative data play an important role. The first semi-structured interview is led by the [company] to describe the problem existing in the field. During the first meetings an understanding of why the problem exists is reached in details covering the scope of it, subjects related to the problem and its solution are noted down to be researched later.

Semi-structured meetings are scheduled when there is a need to discuss the next steps in the iteration. Problems faced during previous iterations are discussed and more research-worthy topics are laid out for a further investigation. Eventually possibilities of their integration with the developed product are taken into account.

Meetings contribute in conducting the next steps of the implementation process as discussions focused on deciding the next steps. Before the end of each meeting, the decision to follow a specific technique in the next levels of the plan is agreed on between the participants, considering the time scope of the solution and the technical abilities participants have or are able to produce for the research.

Internet based meetings are held as well during the implementation phase (mostly in phase 2) when there is a need for more information regarding current tasks. These meetings are text based and aiming to cover mostly technical questions where the topic to be discussed is broader and requires more knowledge than what could be gained during the research.

#### 3.3.2 Literature and manuals

However the main knowledge production within engineering usually happens in the construction phase of the research. The major task of an engineer or a scientist who constructs an artifact is the process of construction itself, and it needs to be studied with the same rigor and should be given at least as much attention from the methodological and Philosophy of Science point of view as Grounded Theory and Action Research perspective of the same research project which address the implementation of the artifact (construct).[ <http://www.mrtc.mdh.se/~gdc/work/MBR09ConstructiveResearch.pdf>]

During the process, researcher is refining the methodological tools while collecting, analyzing, and presenting data on an ongoing basis simultaneously getting concerned people involved into research[http://www.mrtc.mdh.se/~gdc/work/MBR09ConstructiveResearch.pdf]

An experiment with an artifact model provides an extension of the scientific practice of thought experimenting (…) – more complete and complex and potentially less subject to individual bias and error. It affords a more detailed representation, a wider range of manipulations, and more control than is possible for a thought experiment. In a manner similar to how microscopes and telescopes extend scientists’ capacity to see, artifact simulation models extend their biological capacity to perform simulative reasoning. As with thought experimenting, the model system simulation contributes to predictions about how the in vivo system might perform under specified conditions. Nersessian [8]

Knowledge is constructed via computational processing of informationThroughout the iterative process in phase 2, knowledge is gained as the product gets developed.

Constructivist-inspired educational approaches such asproblem-based learning and simulations still require a significant amount of guidance and

structure \u2013 either from the instructor/facilitator (Hmelo-Silver & Barrows, 2006) or embedded

in the learning environment (de Jong et al., 1999; de Jong & van Joolingen, 1998).[ http://abripperxreview.academia.edu/DougHolton/Papers/168218/Constructivism\_Embodied\_Cognition\_Enactivism\_Theoretical\_and\_Practical\_Implications\_for\_Conceptual\_Change]

[http://www.mrtc.mdh.se/~gdc/work/MBR09ConstructiveResearch.pdf] argues that, the constructive research method leads to creating an artifact and learning by building it, thus making researches gain more knowledge and information about topics involved in solving the problem.

Since this research follows the constructive method principles, learning from of technical experiences plays an important role in data collecting. As the problem involves multiple areas of research, more knowledge is gained as the learning gap increases for more topics to be discovered and more skills to be gained.

As mentioned previously, a mix of methods is used for data collection during this research as part of solving the problem discussed in this paper.

Quantitative data is collected mainly during the last phase of the process framework. [http://www.insites.org/CLIP\_v1\_site/downloads/PDFs/TipsQualQuanMthds.4B.8-07.pdf] describes quantitative data as numerical and statistical aiming to answer a question and coming up with conclusions.

*“Quantitative methods help to answer questions such as who, how much, and how many.”* [http://documents.wfp.org/stellent/groups/public/documents/ko/mekb\_module\_13.pdf]

One of the goals of quantitative data collection methods used in a mix is to show whether statistical outcomes validates or invalidates variables. [http://documents.wfp.org/stellent/groups/public/documents/ko/mekb\_module\_13.pdf]

[Explain what quantitative data collectios are used]

### 3.4 Analysis:

Analysis of data is continuous as more meeting sessions are set and more topics are outlined. Interviews are limited in time thus resources cannot be covered fully during meetings. Topics that may contribute to the implementation were discussed in depth, though leaving detailed specifications and further knowledge to be gained individually from written literature about these topics, observations from experiments, questions and answers during the meetings.

As the constructivism used in this research requires knowledge to be translated into novelty [http://www.mrtc.mdh.se/~gdc/work/MBR09ConstructiveResearch.pdf]. Knowledge collected was interpreted as software requirements for the implementation process.

During phase one, when the implementation is in its early or developing stage, enough knowledge has to be gained in order to conduct or initiate a development plan for the next steps of the research.

The transformation from data collected to software requirements specifications is done by understanding the data using the search of building technical knowledge about the topics involved, and using the existing knowledge and technical skills, then build diagrams, setup a development strategy using scheduled milestones tied to programming tasks.

In the first steps of the research, hardware and memory constrains on mobile applications are discussed, an understanding of an unsolved problem in the field of computer gaming is achieved, and a solution to this problem is also proposed by the interviewee. The solution is not discussed in details; several techniques to solve the problem were discussed rather than a provided detailed list of implementation steps.

Topics noted in the first steps included packing resources techniques used in gaming engines, memory management in desktop and mobile machines, efficient ways for showing resources in a game running on a machine which is tied with memory or/and HDD space constrains, MacOS, Objective C and Mac related software and hardware information this research focuses its development and validation with.

Design research is often present as an important part of research within Engineering, Computer Science and Information Systems. It involves the analysis of the use and performance of designed artifacts (constructs) in order to understand, explain and improve designed systems.

**[Analaysis of quantitative data goes here]**

# 4. Bundle

Bundle was created as a result of using the previously described framework. Bundle is an archiving tool as well as an API for using the produced archive files and allowing the packaged assets to be retrieved by filename. The archiving tool can be used to create pak files and minor enhancements will allow for unpacking of such files.

Bundle can also be applied to asset heavy applications other than games. Media driven applications can greatly benefit from Bundle, especially if video or sound files are read during runtime because the data can be streamed directly from virtual memory and processed byte by byte.

The solution developed was planned from the start to be an open source project. (add reference to github here) Bundle is licensed under the BSD license. (add reference to Bsd License here). The reason for this decision was the fact that memory management is something every game developer has to deal with and offering an open source solution could help other developers and possibly gains the interest of the game development community to evolve the project. The focus of Bundle is to target as many platforms as possible because games run a wide range of systems. The focus of this research paper is on the iOS and Mac OSX platforms, although the code itself is C, which allows multiplatform support. Understanding how the current hardware and software operating systems work was crucial in developing Bundle..

Bundle can aid game development projects that are already under development or at any other time during the development phase.

Bundle works by compressing a game’s assets into a single archived file, having each file compressed and pushed to the end of the Pak. A header is constructed to keep track of files in the archive. Then using the API, one may load the file into a hash table for efficient retrieval of information about the files. Lastly the archive is mapped to virtual memory. The files within the archived file are accessible using the filename itself. The file is retrieved and returned to the game process as a range of bytes, using a pointer and a file size variable.

Game developers can encounter various bugs and issues related to their memory management. Memory also highly affects the performance of games, especially on mobile devices where the available hardware resources are limited.

These memory issues are experienced with manually allocated memory in RAM. A system also allocates a block of virtual memory to a process. Virtual memory resides on disk and acts similar to a swap file. iOS does not use a swap file. (add reference to apple docs here). The storage of memory on disk and using this virtual memory during a game’s process is important for performance.

Mobile devices such as the iPhone and iPad, which run iOS, have Solid State Drives. This is a reason why they were chosen as the target of this papers research.

Once the file is mapped to virtual memory the addresses are translated as the data is paged in from virtual memory. A MMU(add MMU reference here) is used by the CPU to translate virtual memory addresses.

As Apple’s iOS and OSX platforms were the focus of this research, the memory management was researched on Apple’s self- published documentation.

The kernel manages RAM and Virtual Memory segments. When an application launches the kernel allocates a block of memory in RAM, e.g. around 40MB on the iPhone 4 and also assigns a virtual memory data segment, e.g. around 700MB on the iPhone 4. (add profiling diagrams? Or some reference). The RAM and Virtual Memory work together by means of paging data segments or pages, in and out, between each other. When a data segment is needed that resides in virtual memory, the kernel pages in the page that holds that data into RAM. (add virtual memory reference to apple’s site here) . Data is paged into RAM from virtual memory until the calculated max RAM size is reached. Once this occurs the kernel will page out data that is not currently needed, and replace it with the page from virtual memory that holds the currently needed data.

Data allocated to virtual memory rather than strictly allocated to RAM using objective C’s alloc method would allow larger segments of data to be allocated due to the size of the virtual memories data block.

## 4.1 Bundle and Automatic Reference Counting

ARC aka. Automatic Reference Counting is a new LLVM(add reference here) compiler feature for compiling Objective – C and was introduced in iOS 5 and OSX.

“**Automatic Reference Counting (ARC)** is a compiler-level feature that simplifies the process of managing the lifetimes of Objective-C objects. Instead of you having to remember when to retain or release an object, ARC evaluates the lifetime requirements of your objects and automatically inserts the appropriate method calls at compile time.” (add reference here to ARC <https://developer.apple.com/library/mac/#documentation/MacOSX/Conceptual/OSX_Technology_Overview/CoreServicesLayer/CoreServicesLayer.html>)

Although ARC removes the need to use the retain and release method calls, it still works on objects allocated to RAM directly. “Automatic Reference Counting implements automatic memory management for Objective-C objects and blocks, freeing the programmer from the need to explicitly insert retains and releases. It does not provide a cycle collector; users must explicitly manage the lifetime of their objects, breaking cycles manually or with weak or unsafe references.” (add reference to <http://clang.llvm.org/docs/AutomaticReferenceCounting.html>)

This does not affect the use of Bundle within an iOS or OSX project because the objects used for the game assets within this type of application are not strictly allocated to RAM, but have their data retrieved from virtual memory. A game can run on iOS and OSX using Bundle for handling asset data and files, as well as ARC for non-asset data objects.

# 5. Bundle Design

## 5.1 Design Principles

The goal of Bundle is to increase memory performance when using assets in games and media driven applications, while supporting multiple platforms. Bundle also has to be easy for developers to use at any stage of the development process.

The following principles achieve this goal:

1. *Use a low level language to target multiple platforms.* Using C allows Bundle to be integrated into many projects that run on different platforms.
2. *Package assets according to the user’s needs.* The command line tool allows users to specify which files they need compressed within the pak file.
3. *Provide a simple API to use the generated pak files within an application.* Bundle’s API provides three easy methods for starting Bundle, retrieving files within the pak file and also stopping Bundle.
4. *Allow file retrievals in a random access manner.* A memory mapped pak file will contain a number of files throughout the data block. These files need to be accessed in a random manner according to the execution of the application process. Random access of these data segments should not cause unwanted overhead for the CPU.

## 5.2 Design Overview

Video games can run on many different platforms so targeting as many platforms as possible was a design decision from early on. Using C to develop Bundle would allow this as it supports multiple platforms. (add reference here to C platform target) C compiles correctly with Objective-C, the language used in iOS and OSX. (add reference to C compiling with obj c)

Integrating Bundle into an existing project or a fresh project has been made as easy as possible for the developers using it.

Bundle consists of three parts.

1. File Format with .pak extension
2. Packaging Tool
3. API for using the pak file

### 5.2.1 File Format

As mentioned before, the pak file format is an archive file type without a standardized content format. Bundle’s pak file contains a header of variable size depending on the number of assets to be archived, as well as a data section that holds the files. The files that are placed within the data section include byte padding, which is sized depending on the architecture of the system e.g. 32 bit or 64 bit. The header contains the index information for the contents of the data section. Each archived file is indexed with the following data:

* The name of the file
* The file’s offset within the pak file
* The size of the file within the pak file
* A compression flag. 1 if the file is compressed and 0 if it is not compressed.

### 5.2.2 Packaging Tool

The packaging tool is a command line tool. The following arguments need to be supplied:

* Source Folder Path
* Destination Path with .pak extension
* File types to be compressed

The flagged file types to be compressed are sent to the packaging process and stored. The tool iterates through the source folder and counts the number of files, ignoring non-asset file types, such as the .DS\_Store. The asset file count is used to calculate the header length for the pak file being created. The tool checks if the destination file exists, if it does, the user is asked if they would like to overwrite it, otherwise the pak file is created. The tool packages each individual file into the pak file, compressing the file if the user specified compression for the file type. Each file added to the pack is indexed with the file information into the header segment.

When the packaging process is complete the pak is located at the destination path and ready for use.

Figure 1 shows the packaging process to create a pak file.

![Mac:Users:Mac:Desktop:packaging process.png](data:image/png;base64,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)

Figure 1.

### Mac:Users:Mac:Dropbox:Thesis:Bundle and System.png5.2.3 API

Bundle’s API is simple and easily extendable. The core API is C based like the rest of Bundle’s source code. The goal was to create an easy to use solution for developers by abstracting the inner workings and providing the least amount of functions as possible.

It was also important to allow the extendibility of Bundle, as the project is open source and targets many platforms.

# 6. Bundle Implementation

## 6.1 Tool and Pak File Creation

The

The pak file format is an archive file format that is not standardized on its contents. Pak files are usually used for games, where game assets are archived into a single file. (add reference to pak file here) (possibly add info about other games that use this as well as battlefield that uses it for every level, having multiple pak files)

The tool takes the source folder, traverses the entire directory to count the files, ignoring DS\_Store files that are present on Apple’s platforms (reference DS\_Store). Once the file count is obtained, the value is used to calculate the variable header length.

The pak file header consists of offsets holding information about the files compressed within the pak, in addition to an integer in the beginning of the file representing the number of files compressed. Each offset in the header holds 20 bytes of information needed to be used to locate files in the archive, the first 4 bytes in an offset holds the hash value of the filename, the next 8 bytes hold the index of the beginning of the data of the that file within the archive, the remaining 8 bytes in an offset hold the size of the that file in bytes. The above information is stored in a binary form in the header of the pak file to allow the data compressed to be located by the filename of the original file.

The tool outputs a pak file at the user specified destination path. Once this pak file is created it is ready to be used within the application.

## 6.2 The API

The base API was developed in C allowing for future evolution of the product, which is especially needed for an open source project where many people might have ideas to evolve the product.

For the focus of this research paper, the operating systems being Apple’s iOS and Mac OS X, wrapper methods were needed to support Apple’s Objective-C language, which forms the basis of the Cocoa and Cocoa Touch frameworks.(add reference here to objc and cocoa/touch) Objective-C is a superset of C, allowing it to integrate seamlessly.

Usability was always an important attribute of the solution as it is an open source project to be used my many developers.

The use of the API was minimized to 3 important functions:

* int bundle\_start(char \*pakFile, struct mappedData \*mData)
* offset\_p bundle\_getIndexDataFor(char \*fileName)
* int bundle\_stop(struct mappedData \*mData)

The usage of the API is split into 3 basic functions.

1. *int bundle\_start(char \*pakFile, struct mappedData \*mData)*
2. *offset\_p bundle\_getIndexDataFor(char \*fileName)*
3. *int bundle\_stop(struct mappedData \*mData)*

The *bundle\_start* function starts Bundle by loading a given pak file, memory mapping the file to virtual memory, creates a hash table holding the offsets and returns success or failure.

The *bundle\_getIndexDataFor* function retrieves the file offset , the size ad the compression flag for a developer with the ease of only needing a filename as an argument.

The *bundle\_stop* function stops Bundle by destroying the hash table and removing the mapped file from virtual memory.

Allowing such ease of use of the Bundle system developers do not need to lose valuable development time, as another important attribute of Bundle is to improve the development process in various ways. Developers can integrate Bundle quickly into existing games. Including the bundle.h file and linking the static library allows the user to use the interface functions available, for loading a Pak file, retrieving offsets by filename and freeing the memory used by Bundle.

The offsets type retrieved is defined in the *header.h* file:

“ struct{

khint\_t hash;

long int offset\_start;

size\_t size;

char compressed;

} header\_offset “

The variable *hash*, holds the hash value of the filename in the archive, offset\_start holds the address of the data in the the virtual memory, size is the size of the fle before compression in bytes and compressed is a flag corresponding to whether the file is compressed in the pak or not.

Using the above offset, one may access the data in VM and use it freely, uncompress it if it is compressed, save it to a file, view or play it using a higher level language, etc.

### 6.2.1 Bundle Standard API Functions

EXPLAIN bundle\_start, The retrieval function and Bundle\_Stop

### 6.2.2 Memory Mapping with the POSIX mmap Function

A POSIX function called mmap (reference mmap here) is a low-level virtual memory mapping technique that allows one to allocate a file on disk into virtual memory addresses. The mmap function provides a number of ways to map a file to virtual memory.

Bundle assumes that the mapped file is read-only. The PROT\_READ macro was used to provide this read-only feature. Bundle also maps the file using the MAP\_PRIVATE macro. This private mapping disables the mapped file from being accessed within other processes, a feature which is needed on an operating system that supports multitasking. Bundle calls the mmap function as follows:

* *mmap(NULL, mData->fileSize, PROT\_READ, MAP\_PRIVATE, fileDescriptor, offset);*

It is important to note that developers needing to bundle scripts into their pak file and allow those scripts to be executed directly from virtual memory can use the PROT\_EXEC macro as an argument for the mmap function call.

Bundle also uses the madvise(2) function, which advises the kernel on how to use the memory. Using the madvise function with the MADV\_RANDOM argument notifies the kernel that the virtual memory mapped pak file is to be accessed randomly with readahead turned off. This was chosen as one of the previously mentioned design principles is to provide random access to the archived data within the memory mapped pak file without unwanted overhead to the CPU. Disabling readahead avoids this unwanted CPU overhead. (add reference to <http://man.he.net/man2/madvise>)

### 6.2.3 Hash table

The hashmap implementation is developed as a wrapper for khash(C)(add reference) to hold offsets red from the header of the pak file, thus allowing easy and fast access to information about packed files in the archive. The hashmap is initialized globally on the stack and is structured to hold the hash values of the filename (add reference to hashing function) as the key, and the offset copied from the header as the value.

The hashmap provides the following functions:

* int hash\_init(char \*filename
* offset\_p get\_offset(char \*filename)
* void hash\_read()
* void hash\_destroy()

The first function takes a filename and initializes a hahs table with the header offsets existing in the header. The keys of the hasmap being the hash value[1] of the filename, and the value points to a *header\_struct[2]* type representing the offset.

### The *get\_offset* fuction returns the offset corresponding to the the hash value of the filename passed.

The *hash\_read* function, iterates through the elements stored in the hash table and returns an array of offsets.

The *hash\_desotroy* function frees the created table from the stack.

### 6.2.4 Objective-C Wrapper

Bundle provides an Objective-C wrapper class called *BundleCocoaWrapper.m.* This class contains two methods:

* *(NSData \*) bundle\_useFile:(NSString \*) filename*
* *(NSNumber) isFileCompressed:(NSString \*) filename*

The *useFile* method converts the NSString based filename to a C based char \*. The char \* is then used with Bundle’s C based function.

offset\_p *bundle\_getIndexDataFor(char \*fileName)*

An NSData object is created and the offset\_p data is passed to an Objective-C method.

The Objective-C NSData class has a method for passing a pointer to an address as well as the length of bytes to process, with the alternative option of freeing the data when done or not. (add reference here to the NSData class)

*+ (id)dataWithBytesNoCopy:(void \*)*bytes *length:(NSUInteger)*length *freeWhenDone:(BOOL)*freeWhenDone

(add reference to the method on apple docs here.)

The data object is assigned with offset\_p’s data using the following method call:

*data = [NSData*

*dataWithBytesNoCopy:offset->offset\_start length:offset->size*

*freeWhenDone:NO];*

Each object that requires asset data to execute will thus have an associated NSData object that is not copied from virtual memory and allocated to RAM. The NSData pointers created by the developer will point to the memory segment in virtual memory and be paged in and out by the kernel.

This allows an object to be created using the virtual memory pointer and size of bytes of the segment, without the need to allocate memory in RAM for the object. This perfectly integrated with the developed base C API that allowed retrieval of a file’s index data within the pak file, using the filename itself.

This *useFile* method then returns the NSData object pointer for further use by the developer.

This feature would make it as simple as possible for developers to use the API as they can use their filenames as usual.

The second method provided within the *BundleCocoaWrapper* class allows a developer to determine whether or not a file is compressed within the memory mapped pak file. Developers can then use this data appropriately.

### 6.2.5 Static Libraries

Bundle also provides a static library for developers to link to within their projects. This simplifies the process for developers using Bundle and adheres to the design principle of providing a cross platform solution.

The following options are available to build the static libraries and use Bundle’s functions in a C compatible environment:

* Using the *make* command from src/:
  + make header\_lib: to create a static library for the header functions.
  + make hash\_lib: to create a static library for the the hashmap functions.
  + make mmap\_lib: to create a static library for the memory mapping functions.
* Manually, By compiling the .c files in the src/ folder and use a library tool like *ar* to create the libraries.

Including the appropriate .h files and linking the libraries when building the code is one way of using Bundle’s libraries.

### 6.2.6 Installation

Installation of Bundle is done by the use of Makefiles. A main Makefile exists in the root directory and contains the following rules:

- all: Compling the packaging tool and API source files.

- install: Builds the packaging tool and creates a static library for inclusion in other programs.

- static:: Similar to install, skipping building the packaging tool.

Another Makefile resides in the src/ directory and contains more abstract rules to separately compile, build and install the different components creating Bundle.

### 6.2.7 Debugging and testing

# Debugging and testing of the code during the development process urges the use of the tools:

* gdb [\*]: For debugging purposes, using break and trace points in order to validate data held in memory.
* hexdump [\*]: For opening binary files to view its hex values.

# 7. Future Research and Development

Bundle was developed within a short time frame and although developed for multiple platforms, the focus was on the iOS and OSX platforms. There are a number of possible directions for the Bundle project.

## 7.1 Compression of all assets and “hooking” in to FILE IO while decompressing on the fly.

Zlib offers stream-based decompression. In some cases decompressing on the fly and reading the data byte by byte is faster than decompressing the entire file first. Bundle includes a function that creates another file when decompressing the source. Currently this decompressed file will reside in RAM, either on the stack or heap. Solving this issue by storing the file in virtual memory was considered, however both techniques store an extra version of the source file, the compressed source and the decompressed additional file. Zlib streams would allow this data to be used as it is being compressed rather than writing all decompressed data to a separate file first. Researching how to “hook in” to C’s File IO functions would allow for the single copy of the asset data to reside in virtual memory and due to the data being executed as a stream, maintain a low RAM based memory usage for compressed files.

(add section on C File IO hookin)

Compressing all the game assets into the archived file would decrease the pak file size. It is important to note that Bundle currently offers compression support for user selected file types because certain file types such as image and sound files that are already optimized in size, e.g. png, ogg, mp3 etc. will not benefit from further compression. Implementing these research findings would also speed up the pak file creation, as the user does not need to enter all the file types needed for compression.

## 7.2 Virtual memory based script execution

The POSIX mmap function, which was used for memory mapping in Bundle, offers the *PROT\_EXEC* option to allow memory-mapped data to be executed. Scripts archived within the pak file could be executed directly from virtual memory.

Extending the Bundle API to allow execution of various script types existing in virtual memory during runtime is a possible future research direction.

## 7.3 Wrappers for various frameworks

Bundle targets multiple platforms that support C. Currently developers using Bundle can obtain a pointer to a memory location, the size of the file segment and a compression flag. Extending Bundle by creating wrappers for various frameworks would attract more developers to the project.

Wrappers for the following frameworks could be considered for future research.

* + openGL
  + openAL
  + Cocos2d
  + Android

Extending iOS wrappers is a highly recommended future research area.

## 7.4 Gui Packaging Tool for various platforms

Research and development of Graphical User Interfaces for the packaging tool is an important extension, as it will speed up the archive file creation process.

Developing the GUI as a cross platform solution is the most suitable direction for this research direction.

## 7.5 Automated iOS project conversion

A useful extension to be researched is an automated process of detecting asset usage within an iOS project. A script could scan the source code of a project and look for filenames that match files within the archived pak file. The script could then replace the native language’s methods passed in argument with the wrapper function for retrieving the file data from virtual memory, with the return of the wrapper function as the argument to the native method.

Researching the different methods that use asset filenames as arguments is necessary to achieve effective automation of this process.

# 8. Discussion & Conclusion

An important characteristic of Bundle was to allow the developers who use it to have the freedom to develop games as usual, with the difference that Bundle would handle their asset memory management. Offering the memory address pointer and file size of the requested filename allowed this to be maintained as a characteristic of Bundle.

Bundle offers developers the following:

> Reduced memory management

> Compression of selected game assets

> File name based data retrieval

> Lower memory footprint

> Larger memory size available

> Selected file types are compressed

> Open source project allows modifications for custom changes

Reduced memory management is achieved by removing the need for developers to strictly allocate and deallocate memory for the game assets. The game assets are mapped to virtual memory as a single file, and the individual game assets are located within this single memory mapped pak file. All memory management after mapping the file to virtual memory is handled by the kernel. The kernel will page data in and out as needed by the game's process.

File name based retrieval works by passing the given filename to the Bundle API and retrieving the data offset and file size to the developer for an intended use. Simplifying this process hides the implementation from developers and does not waste development time due to complications.

Lower memory footprint is due to the game assets being stored in virtual memory that resides on disk. The kernel will manage the RAM usage of game asset data as it pages data in and out whenever the process demands data on a given page. Strict game asset based object allocation and deallocation of memory by the developer during runtime is removed and handled by the kernel.

Larger memory size is available because of the allocated virtual memory data segment done by the kernel. On the iPhone 4, the physical memory is around 40MB depending on what other applications are running on the device, such as e.g. Apple's Mail, Safari, Address book applications as well as other applications with live processes on the device. The virtual memory on the iPhone 4 is around 700MB. Utilizing this memory space directly means the application can allocate a substantially larger data amount, which can be used as needed, which the kernel will page the data in and out of RAM.

Selected file types are compressed during the packaging stage. This has been made easily extendable to allow for any file types to either be compressed or left as is during the packaging process. Certain game development APIs offer various functions that could either work with compressed files or uncompressed files for highest efficiency. Allowing the developer to customize what file types can be compressed or not allows Bundle to integrate with the project under development.

Open source projects allows for custom modifications depending on developer needs. Game development is a very dynamic topic and there are numerous ways of developing games. Maintaining the freedom to work according to the project at hand is important and releasing Bundle as an open source project allows this. Developers can extend, modify, extract parts of the Bundle source code and use it to their custom needs.

Bundle is intended for use on systems with solid state drives and the growing availability of Solid State Drives at affordable prices will see the number of devices using Solid State Drives increase. This increase in SSDs allows Bundle to be used on more devices. Systems that do not use Solid State Drives are not ideal targets for Bundle as these systems’ drives would have a longer latency and loading times and have negative effects on game performance.

It is important to note that Bundle works with game assets such as image files, sound files, textures, stage data, video files etc. These assets are stored within virtual memory and the objects using this data do not need to allocate memory for these objects. The developer might allocate E.g. A UIImageView object that can hold a UIImage to display is manually allocated by the developer and resides on RAM. The UIImage object to be placed within the UIImageView for display will have its data backed by the virtual memory segment for the named file.

Once the tool was packaging assets correctly into a pak file and the API could correctly place the pak file’s header info into a hashmap and memory map the file to virtual memory, the focus was on reading this data and making it available to the caller. An issue arose regarding what to do with the needed compressed data. The issue was that if a number of compressed files are within the pak file, and mapped to virtual memory, when using this data for objects, the data should be used directly from virtual memory, rather than copying the data temporarily to the stack, whether it was decompressed or not. A number of options were considered.

1. Package the game assets into the pak file without compression.
2. Package the compressed assets into the pak file, and decompress the entire file to virtual memory, re indexing an internal structure.
3. Package the compressed assets into the pak file, and decompress data as needed.
4. Package the compressed assets into the pak file, and decompress and memory map individual files on demand.

All of the above had side effects for the solution such as loading times or decreased memory size. The main issue with the mentioned options was the fact that they all forced a temporary duplicate of the virtual memory mapped data to be placed somewhere else in memory, either the stack or the heap. Keeping with the focus of reducing strictly allocated RAM usage to a minimum.

Android uses apk files to deliver content to an application. “Android application package file (APK) is the file format used to distribute and install application software and middleware onto Google's Android operating system. To make an APK file, a program for Android is first compiled, and then all of its parts are packaged into one file. This holds all of that program's code such as (.dex files), resources, assets, certificates, and manifest file. As is the case with many file formats, APK files can have any name needed, but must end with the four character, three letter extension, .apk.” (reference <http://en.wikipedia.org/wiki/APK_%28file_format%29>)

This allows Bundle to package a file and give it the apk extension. This apk can then be hosted on Google’s server which an android game or media driven application that will use Bundle can retrieve the apk file and use it with Bundle’s API.

Android uses a Java based virtual machine known as the Dalvik Virtual Machine, which is a JVM enhanced for mobile devices. Android developers can use the Android Native Development Kit (NDK) to run Bundle within their android game or application. “The NDK allows you to implement parts of your applications using native-code languages such as C and C++.” (add reference to <http://developer.android.com/sdk/ndk/overview.html>

CRAMES works on a lower level than the target of Bundle. CRAMES registers itself with the kernel as a memory block and offers a function by which the kernel can access the compressed data whenever there is a read or a write operation. (add reference to CRAMES paper) Both of these mentioned systems use compression of file systems themselves and target small memory systems.

Apple’s bundles allow the assets and files to be retrieved and used to allocate data to RAM. This differs to how Bundle maps the pak file, which is similar to an OSX or iOS Bundle, to virtual memory and allows similar retrieval of files within that pak file, using a filename based system. Another difference is that an OSX and iOS bundle “ is a directory with a standardized hierarchical structure that holds executable code and the resources used by that code.” (add reference [https://developer.apple.com/library/mac/#documentation/CoreFoundation/Conceptual/CFBundles/AboutBundles/AboutBundles.html#//apple\_ref/doc/uid/10000123i-CH100-SW1](https://developer.apple.com/library/mac/#documentation/CoreFoundation/Conceptual/CFBundles/AboutBundles/AboutBundles.html))

and is not a system where the data is made readily available to the developer within memory by using filename retrieval. The pak file created by the archiving tool will be added to an Xcode project and will be placed within the projects bundle. Retrieving the pak file by name using its filename will fetch the pak file within the bundle during runtime and allow the Bundle API to memory map it and use its archived files.

It should be noted that iOS allows multitasking which keeps applications threads alive in a suspended state. These suspended applications retain their processes’ memory blocks within RAM and virtual memory. This retained memory can decrease the amount of memory available to a launched application. If an active application requests memory within the allowed amount and it is not available the kernel will deallocate the suspended applications as needed. Using Bundle to retrieve the needed data from the virtual memory block and using that data as a stream would minimize the RAM usage. RAM usage would only be as large as the data buffer used for streaming.

Theory discussions

The constructive research method proved suitable for this research although it lacked methods describing data collections and analysis. The method’s approach allows constructing list of tasks and using them turn existing knowledge to an innovative solution.

The flexibility provided by the constructive research method allows merging social science approaches (quantitative and/or qualitative methods) when it comes to data collection and analysis. The focus using this method lies on the implementation, making the use of social science methods or possibly a mix of their attributes available for use. As long as these approaches approaches help solving the constructed problem; they should be used.

Semi structured interviews contributed in creating a brainstorming base where information is shared and discussed openly. Topics regarding the area of the problem are talked about, connecting pieces together and enlarging the knowledge gap for the next steps of development.

The Semi structured interviews contributed in gaining knowledge in a continuous and a flexible manner. Topics related were discovered iteratively during every meeting as open discussions were taken place.
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