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**Лабораторная работа № 4**

**Тема работы: «Реализация линейного списка и основных алгоритмов его обработки»**

**1. Цель работы**

Изучение принципов работы с линейными списками.

**2. Задание**

1. Составить программу, которая на основе заданного списка формирует два других, помещая в первый из них положительные, а во второй — отрицательные элементы исходного списка. Выполнить задание по варианту:

Вариант 1. Подсчитать сумму элементов исходного списка.

Вариант 2. Подсчитать количество элементов в исходном списке.

2. Определить в двунаправленном списке количество элементов, у которых соседи справа и слева отрицательны.

**3. Оснащение работы**

ПК, Pascal.

**4. Основные теоретические сведения**

Линейные связные списки являются простейшими динамическими структурами данных.

Из всего многообразия связанных списков можно выделить следующие основные:

- однонаправленные (односвязные) списки;

- двунаправленные (двусвязные) списки;

- циклические (кольцевые) списки.

В основном они отличаются видом взаимосвязи элементов и/или допустимыми операциями.

С реализациями линейных списков в императивных языках программирования могут выполняться следующие операции:

- получение доступа к некоторому элементу списка для проверки и/или изменения содержимого его полей;

- вставка нового элемента сразу перед или после произвольного элемента;

- удаление произвольного элемента;

- объединение в одном списке двух (или более) линейных списков;

- разбиение линейного списка на два (или более) списка;

- создание копии линейного списка;

- определение количества элементов в списке;

- сортировка элементов списка;

- поиск элементов с заданным значением.

*В одной программе крайне редко возникает необходимость использовать все девять типов операций. При этом достаточно трудно создать единую реализацию линейных списков, при которой эффективно выполнялись бы все эти операции. Поэтому линейные списки могут быть реализованы по-разному в зависимости от класса операций, которые наиболее часто должны с ними выполняться в данной программе, или наиболее критичных к времени выполнения.*

Однонаправленный (односвязный) список – это структура данных, представляющая собой последовательность элементов, в каждом из которых хранится значение и указатель на следующий элемент списка.

*Каждый элемент связанного списка, во-первых, хранит какую-либо информацию, во-вторых, указывает на следующий за ним элемент.* Так как элемент списка хранит разнотипные части (хранимая информация и указатель), то его естественно представить записью, в которой в одном поле располагается объект, а в другом – указатель на следующую запись такого же типа. Такая запись называется звеном, а структура из таких записей называется списком или цепочкой.

Лишь на самый первый элемент списка (голову) имеется отдельный указатель. Последний элемент списка никуда не указывает.

*Пример описания списка:*

Type**U= ^ S;**

**S=**record

**Inf: BT {базовый тип};**

**Next: U;**

End**;**

Для того, чтобы создать список, нужно создать сначала первый элемент списка, а затем при помощи функции добавить к нему остальные элементы. При относительно небольших размерах списка наиболее изящно и красиво использование рекурсивной функции. Добавление может выполняться как в начало, так и в конец списка.

**1. Создание первого элемента списка:**

New (u); {выделяем место в памяти}

u^. Next:= nil; {указатель пуст}

u^. Inf:=3;

![Первый элемент списка](data:image/gif;base64,R0lGODlhBQFgAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAgDnAFwAgAAAAAAAAAL/RI6py40Ao5y0Wumy3rx7dYXiSFZBiYZnymLtC8eqTLNrTd74vPc+pfv9gkJXEXhM0ohKGfP4FEabVMu0irr6tDsutur9XsI1slOMNqVh5jN4DTfEbd82e562r/UvPh0vFgUCAnFgYhhBmOL3R8Uo8pCYIFfoCDmhs/JEpPeYheV5iQkUyjM2mlh5iPpJOTI4mQPqGMRUemqq6rqbmvlHVrs423Tii0QsmqrLq3qTifjQIGxUcpsLpeusrHQVzMyprN0cvvzKKvuGPG4gzp1cnqwpGSknDnxunu6+7mqtdn2v17Zz8loNzGdJXaV2/o7hOviOHcR65AzCu5akIT5E//0SmjIDLpvIegEnPlSY0WG7lK848lC0K1I0QzSnmbRSxCWzLbGa0dQpBVC1RiBz0tMo9F9SjC3bNFywc2lQqSeJfbgKleo+rQ498pyElGvYLXWMchxLFW2XslK8cc35tivKrXHJ1r051etdHGr5stW7d0ngqHD1DRYcuC/hIYf9Jv47t3GfwYr7KhZ62Y1hupInPx4GuLPNu5VBi26ROUbpzact1l0dujVC0pA5y0a3F3bk2xHj6rbNm6nY2iyD46ZtGrhxpchZY1s++zXx59CFi8WKHSiU7Ny7e6dX/XN4nOPFl8d3fnh69Oulpp7zvv1Q+RfpA4oPB7/9quv17+Bn3p5//7F3noAD4hWegQculuCCmO2n4IEROucgGhPGVuF0BWYIH4QcxnHhbh9SWF6I9qXWk4Yjilgcg3mRMtNRtqQIo4QdBhKRMZvEMyB+KOZoxI7WyRffe92wYgyBCPa3h3YslrOSLb04A56HIFoI5DfHyLRkevpldiQ1uDFU4ZdYAmQTmQ76mEeW83VUH31gVpmcUkWN5KKXVkLiJCrSxGgiieMFSuSeK6o46KFnyqkojic2imiDkAoq6aRPVmppiwFmeml1hG76KKeaMikqdYWWWhijqJr1XauuajBYAQA7)

**2. Добавление звена в начало списка**

|  |  |
| --- | --- |
| Добавление звена в начало списка | {Процедура добавления звена в начало списка; в x содержится добавляемая информация}  Procedure V\_Nachalo(Var First : U; X : BT);  Var Vsp : U;  Begin  New(Vsp);  Vsp^.Inf := X;  Vsp^.Next := First; {То звено, что было заглавным, становится вторым по счёту}  First := Vsp; {Новое звено становится заглавным}  End; |

**3. Добавление звена в произвольное место списка, отличное от начала (после звена, указатель на которое задан)**

|  |  |
| --- | --- |
| Добавление звена в произвольное место списка, отличное от начала (после звена, на которое ссылается указатель Pred) | {Процедура добавления звена в список после звена,  на которое ссылается указатель Pred;  в x содержится информация для добавления}  Procedure V\_Spisok(Pred : U; X : BT);  Var Vsp : U;  Begin  New(Vsp); {Создаем пустое звено}  Vsp^.Inf := X; {Заносим информацию}  Vsp^.Next := Pred^.Next; {Теперь это звено ссылается на то,  что было следом за звеном Pred}  Pred^.Next := Vsp; {Теперь новое звено встало вслед за звеном Pred}  End; |

**4. Удаление звена из начала списка**

|  |  |
| --- | --- |
| Удаление звена из начала списка | {Процедура удаления звена из начала списка;  в x содержится информация из удалённого звена}  Procedure Iz\_Nachala(Var First : U; Var X : BT);  Var Vsp : U;  Begin  Vsp := First; {Забираем ссылку на текущее заглавное звено}  First := First^.Next; {То звено, что было вторым по счёту, становится заглавным}  X := Vsp^.Inf; {Забираем информацию из удаляемого звена}  Dispose(Vsp); {Уничтожаем звено}  End; |

**5. Удаление звена из произвольного места списка, отличного от начала (после звена, указатель на которое задан)**

|  |  |
| --- | --- |
| Удаление звена из произвольного места списка, отличного от начала (после звена, на которое ссылается указатель Pred) | {Процедура удаления звена из списка после звена,  на которое ссылается указатель Pred;  в x содержится информация из удалённого звена}  Procedure Iz\_Spiska(Pred : U; Var X : BT);  Var Vsp : U;  Begin  Vsp := Pred^.Next; {Забираем ссылку на удаляемое звено}  {Удаляем звено из списка, перенаправив ссылку на следующее  за ним звено}  Pred^.Next := Pred^.Next^.Next;  X := Vsp^.Inf; {Забираем информацию из удаляемого звена}  Dispose(Vsp); {Уничтожаем звено}  End; |

Операция **поиска** элемента в списке заключается в последовательном просмотре всех элементов списка до тех пор, пока текущий элемент не будет содержать заданное значение или пока не будет достигнут конец списка.

Операция **печати** списка заключается в последовательном просмотре всех элементов списка и выводе их значений на экран. Для обработки списка организуется функция, в которой нужно переставлять указатель на следующий элемент списка до тех пор, пока указатель не станет равен NIL, то есть будет достигнут конец списка.

*Пусть необходимо найти сумму элементов списка.*

summa:= 0;

x:= u;

while x<> nil do

begin

summa:= summa+ x^.inf;

x:= x^.next;

end;

*Приведём полный текст модуля.*

{Язык Pascal}

Unit Spisok;

Interface

Type BT = LongInt;

U = ^Zveno;

Zveno = Record Inf : BT; Next: U End;

Procedure V\_Nachalo(Var First : U; X : BT);

Procedure Iz\_Nachala(Var First : U; Var X : BT);

Procedure V\_Spisok(Pred : U; X : BT);

Procedure Iz\_Spiska(Pred : U; Var X : BT);

Procedure Ochistka(Var First: U);

Function Pust(First : U) : Boolean;

Procedure Print(First : U);

Implementation

Procedure V\_Nachalo;

Var Vsp : U;

Begin

New(Vsp);

Vsp^.Inf := X;

Vsp^.Next := First;

First := Vsp;

End;

Procedure Iz\_Nachala;

Var Vsp : U;

Begin

Vsp := First;

First := First^.Next;

X := Vsp^.Inf;

Dispose(Vsp);

End;

Procedure V\_Spisok;

Var Vsp : U;

Begin

New(Vsp);

Vsp^.Inf := X;

Vsp^.Next := Pred^.Next;

Pred^.Next := Vsp;

End;

Procedure Iz\_Spiska;

Var Vsp : U;

Begin

Vsp := Pred^.Next;

Pred^.Next := Pred^.Next^.Next;

X := Vsp^.Inf;

Dispose(Vsp);

End;

Procedure Ochistka;

Var Vsp : BT;

Begin

While Not Pust(First) Do Iz\_Nachala(First, Vsp)

End;

Function Pust;

Begin

Pust := First = Nil

End;

Procedure Print;

Var Vsp : U;

Begin

Vsp := First;

While Vsp <> Nil Do

Begin

Write(Vsp^.Inf : 6);

Vsp := Vsp^.Next

End; WriteLn

End;

Begin

End.

Для ускорения многих операций целесообразно применять переходы между элементами списка в обоих направлениях. Это реализуется с помощью двунаправленных списков, которые являются сложной динамической структурой. Для этого добавим в каждое звено списка еще одно поле, значением которого будет ссылка на предыдущее звено.

**Type U= ^S;**

**S= record**

**Inf: BT;**

**Next: U;**

**Pred: U;**

**End;**

**Двунаправленный (двусвязный) список** – это структура данных, состоящая из последовательности элементов, каждый из которых содержит информационную часть и два указателя на соседние элементы. При этом два соседних элемента должны содержать взаимные ссылки друг на друга.

Свойства двунаправленных списков:

1) по списку можно двигаться в любом направлении;

2) если **List** есть указатель на любой элемент двунаправленного списка, то выполняются следующие свойства

**List = List^.pNext^.pPrev**

**и**

**List = List^.pPrev ^.pNext**

3) возможность легкого исключения узла из списка, в котором он находится, по известному указателю на этот узел. Алгоритмы, в которых требуется исключать узлы из середины списка, встречаются достаточно часто, и как раз этим обстоятельством и объясняется распространенное использование списков с двумя связями.

Описание компоненты списка дадим следующим образом:

**Type**

**PtrRec = ^Rec;**

**Rec = record**

**Element : TypeElement; {поле данных}**

**pNext : PtrRec; {прямой указатель}**

**pPrev : PtrRec; {обратный указатель}**

**End;**

Для формирования списка и работы с ним необходимо описать четыре переменных типа указатель, пусть: **pBegin** определяет начало списка, **pEnd** определяет конец списка, **pCKey**, **pAux** – вспомогательные:

**Var**

**pBegin, pEnd, pCKey, pAux : PtrRec;**

*Рассмотрим процедуру на языке Рascal:*

**Рrocedure Create\_List2 (var pBegin:PtrRec; var pEnd:PtrRec);**

**Var pAux : PtrRec;**

**Elem : TyрeElement;**

**Begin**

**{Создание заглавного звена}**

**New (pBegin);**

**pBegin^.pNext := Nil;**

**pBegin^.pPrev := Nil;**

**{Определяем ссылку на последнее звено}**

**pEnd := pBegin;**

**Elem := Random (6); Write (Elem:4);**

**While Elem <> 0 do**

**Begin**

**New (pEnd^.pNext);**

**pEnd^.pNext^.pPrev := pEnd;**

**pEnd := pEnd^.pNext;**

**pEnd^.pNext := Nil;**

**pEnd^.Element := Elem;**

**Elem := Random (6); Write (Elem:4)**

**End;**

**Writeln**

**End;**

*Приведем соответствующую процедуру вывода списка от его начала:*

**Рrocedure Print\_Forward (pBegin: PtrRec);**

**var pAux : PtrRec;**

**Begin**

**pAux := pBegin^.pNext; {Исключаем из просмотра заглавное звено}**

**If pAux = Nil**

**Then WriteLn ('Двунаправленный список пуст.')**

**Else While pAux <> Nil do**

**Begin**

**Write (pAux^.Element:5);**

**pAux := pAux^.pNext;**

**End;**

**WriteLn;**

**End;**

*вместо оператора* ***Write (pAux^.Element : 5);*** *можно использовать другие операторы, обрабатывающие элементы списка*

*Приведем процедуру прохода по двунаправленному списку от его конца:*

**Рrocedure Print\_Back (pEnd : PtrRec);**

**{pEnd - указатель на "хвост" двунаправленного списка}**

**var pAux: PtrRec;**

**Begin**

**pAux := pEnd;**

**If pAux^.pPrev = Nil**

**Then Writeln ('Двунаправленный список пуст.')**

**else While pAux^.pPrev <> Nil do**

**Begin**

**Write (pAux^.Element : 5);**

**pAux := pAux^.pPrev;**

**end;**

**Writeln**

**End;**

*Приведем не рекурсивную процедуру "очистки" двунаправленного списка:*

Рrocedure **Free (pBegin : PtrRec;** var **pEnd: PtrRec);**

Begin

While **pEnd <> pBegin** do

Begin

**pEnd := pEnd^.pPrev;**

**Disрose (pEnd^.pNext);**

**pEnd^.pNext :=** Nil;

End;

End**;**

*Приведем рекурсивную процедуру "очистки" двунаправленного списка:*

Рrocedure **Free\_Rec (**var **pRing: PtrRec);**

Begin

If **pRing <>** Nil

Then Begin

**Free\_Rec (pRing^.pNext);**

If **pRing <>** Nil

Then Begin

**Disрose (pRing);**

**pRing :=** Nil;

End;

End;

End**;**

Поиск в прямом направлении: от начала двунаправленного списка к его хвосту:

*Приведем функцию, в которой следующие параметры:*

***pBegin*** *- указатель на список (ссылка на заглавное звено);*

***Key*** *- искомый элемент;*

***pCKey*** *- ссылочная переменная, которой присваивается ссылка на первое по порядку звено, содержащее искомый элемент.*

**Function Find\_Forward (pBegin : PtrRec; Key : TypeElement;**

**var pCKey: PtrRec): Boolean;**

**var pAux: PtrRec;**

**Flag : Boolean;**

**Begin**

**Flag := False; pCKey := Nil; {предположим, что не нашли...}**

**pAux := pBegin^.pNext; {исключим заглавное звено из рассмотрения}**

**While (pAux<>Nil) and (not Flag) do**

**begin**

**If pAux^.Element = Key**

**then**

**begin**

**Flag := True;**

**pCKey := pAux;**

**end;**

**pAux := pAux^.pNext**

**end;**

**Find\_Forward := Flag**

**End;**

Поиск в обратном направлении: от хвоста списка к заглавному звену:

*Приведем функцию на языке Рascal, параметры которой:*

***pEnd*** *– указатель на "хвост" списка (ссылка на последнее звено);*

***Key*** *- искомый элемент;*

***pCKey*** *- ссылочная переменная, которой присваивается ссылка на первое от хвоста звено, содержащее искомый элемент.*

**Function Find\_Back (pEnd : PtrRec; Key : TypeElement; var pCKey: PtrRec): Boolean;**

**var pAux : PtrRec;**

**Flag : Boolean;**

**Begin**

**Flag := False; pAux := pEnd; pCKey := Nil;**

**While (pAux<>Nil) and (not Flag) do**

**Begin**

**If pAux^.Element = Key**

**then begin**

**Flag := True;**

**pCKey := pAux**

**end;**

**pAux := pAux^.pPrev;**

**end;**

**Find\_Back := Flag**

**End;**

**Циклический (кольцевой) список** – это структура данных, представляющая собой последовательность элементов, последний элемент которой содержит указатель на первый элемент списка, а первый (в случае двунаправленного списка) – на последний.

Основная особенность такой организации состоит в том, что в этом списке нет элементов, содержащих пустые указатели, и, следовательно, нельзя выделить крайние элементы.

Циклические списки, так же как и линейные, бывают однонаправленными и двунаправленными.

***Циклический однонаправленный список*** *похож на линейный однонаправленный список, но его последний элемент содержит указатель, связывающий его с первым элементом.*
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Построение кольцевого списка выполняется так же, как и в случае линейного однонаправленного списка с заглавным звеном, только после окончания ввода элементов кольцевого списка, в поле указателя последнего звена списка помещается адрес звена, следующего за заглавным.

**Циклический двунаправленный список** похож на линейный двунаправленный список, но его любой элемент имеет два указателя, один из которых указывает на следующий элемент в списке, а второй указывает на предыдущий элемент. Это вносит свои коррективы в алгоритм добавления элемента к кольцевому списку.

![Циклический двунаправленный список](data:image/png;base64,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)

*Для полного обхода такого списка достаточно иметь* указатель *на произвольный элемент, а не на первый, как в линейном однонаправленном списке. Понятие "первого" элемента здесь достаточно условно и не всегда требуется. Хотя иногда бывает полезно выделить некоторый элемент как "первый" путем установки на него специального указателя. Это требуется, например, для предотвращения "зацикливания" при просмотре списка.*

*Для описания элемента списка будем пользоваться следующей структурой:*

[type](http://pascal.net.ru/type)

**myType =** [**integer**](http://pascal.net.ru/Integer)**;**

**Ring = ^TRing;**

**TRing =** [record](http://pascal.net.ru/record)

**info: myType;**

**next: Ring;**

**prev: Ring;**

[end](http://pascal.net.ru/end)**;**

Добавляться новые элементы будут перед элементом, помеченным как first (то есть, перед "головой" списка) по следующему алгоритму:

1) поскольку выделение памяти под новый элемент должно производиться независимо от того, пуст список или в нем уже есть элементы, то сделаем это в самом начале процедуры добавления, еще перед проверкой на пустоту списка;

2) в зависимости от того, пуст наш кольцевой список или уже частично заполнен, дальнейшее выполнение процедуры пойдет по одному из двух путей:

2а) список пуст – устанавливаем указатели **prev** и **next** на новый элемент и "помечаем" его как первый (First);

2б) список не пуст – действовать нужно по-другому:

- поскольку добавляем в "конец" списка (перед элементом first), то поле **next** нового элемента указывает на "голову" списка, а поле **prev** - туда, куда раньше указывал **prev** "головы";

- не забываем про "бывший последним" элемент (элемент на который раньше указывал **first^.prev**). Поле **next** этого элемента должно указывать на добавляемый элемент, поскольку новый добавляется после "последнего" (перед "первым");

- ну, и наконец, "голова" списка должна теперь указывать **prev**-ом на новый элемент, он ведь находится в списке ПЕРЕД "головой"...

[**procedure**](http://pascal.net.ru/procedure)[**Append**](http://pascal.net.ru/Append)**([var](http://pascal.net.ru/var) First: Ring; value: myType);**

[**var**](http://pascal.net.ru/var) **p: Ring;**

[begin](http://pascal.net.ru/begin)

**{ 1 }**

[**new**](http://pascal.net.ru/New)**(p);**

**p^.info := value;**

[if](http://pascal.net.ru/if) **first =** [nil](http://pascal.net.ru/nil)[then](http://pascal.net.ru/if)[begin](http://pascal.net.ru/begin)

**{ 2а }**

**p^.next := p;**

**p^.prev := p;**

**first := p;**

[end](http://pascal.net.ru/end)

[else](http://pascal.net.ru/else)[begin](http://pascal.net.ru/begin)

**{ 2б }**

**p^.next := first;**

**p^.prev := first^.prev;**

**first^.prev^.next := p;**

**first^.prev := p;**

[end](http://pascal.net.ru/end)**;**

[end](http://pascal.net.ru/end)**;**

При удалении элемента из кольцевого списка также рассматриваем два случая:

1) список содержит один элемент: проверяем, нужно ли удалять этот элемент, и если нужно - просто удаляем его, и обнуляем First, нет элементов - нет "головы" списка;

2) список содержит несколько элементов: переназначаем указатели **prev^.next** и **next^.prev** удаляемого элемента так, чтобы ни предыдущий ни последующий элементы больше на **P** не указывали. После этого проверяем, не удаляется ли "головной" элемент (First), и в случае положительного ответа "продвигаем" First на один элемент вперед (если этого не сделать, то после удаления элемента **P** указатель на "голову" станет невалидным и его использование приведет к получению неправильных результатов). И только после того, как все вышесказанное выполнено, можно удалять элемент списка, на который указывает **P.**

*Удалить из списка, начинающегося с First, элемент, на который указывает P:*

[procedure](http://pascal.net.ru/procedure) **RemoveItem(**[var](http://pascal.net.ru/var) **First: Ring; p: Ring);**

[begin](http://pascal.net.ru/begin)

[if](http://pascal.net.ru/if) **(first^.next = first)** [and](http://pascal.net.ru/DIV) **(p = first)** [then](http://pascal.net.ru/if)

[begin](http://pascal.net.ru/begin)

[**dispose**](http://pascal.net.ru/Dispose)**(first);**

**first :=** [nil](http://pascal.net.ru/nil)**;** [**exit**](http://pascal.net.ru/Exit)**;**

[end](http://pascal.net.ru/end)**;**

**p^.prev^.next := p^.next;**

**p^.next^.prev := p^.prev;**

[if](http://pascal.net.ru/if) **p = first** [then](http://pascal.net.ru/if) **first := p^.next;**

[**dispose**](http://pascal.net.ru/Dispose)**(p); p :=** [nil](http://pascal.net.ru/nil)**;**

[end](http://pascal.net.ru/end)**;**

Отсутствие "последнего" звена приводит к ещё большему упрощению операций добавления и удаления, по сравнению с 1- и 2-связным линейным списком. Например, для 1-связного кольцевого списка в процедуре удаления отсутствует оператор if - проверка на существование звена, следующего за заданным (в кольцевом списке такое звено всегда есть). Такие же операторы отсутствуют в процедурах добавления и удаления звеньев для 2-связного кольцевого списка.

**5. Порядок выполнения работы**

1. Создать линейный однонаправленный список, заполнить список (не менее 10 элементов) любым способом.

2. Составить программу, которая на основе созданного списка сформирует 2 дополнительных списка и заполнит их по следующему алгоритму: в первый дополнительный список поместить все положительные элементы исходного списка, а во второй дополнительный – все отрицательные.

3. Выполнить задание в соответствии с вариантом.

4. Создать линейный двунаправленный список. Заполнить список (не менее 10 элементов).

5. Составить программу для поиска элементов в списке, у которых соседние элементы справа и слева отрицательны. Подсчитать количество таких элементов.

**6. Форма отчета о работе**

*Лабораторная работа № \_\_\_*

*Номер учебной группы \_\_\_\_\_\_\_\_\_\_\_\_*

*Фамилия, инициалы учащегося \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Дата выполнения работы \_\_\_\_\_\_\_\_\_\_\_\_\_*

*Тема работы: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Цель работы: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Оснащение работы: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Результат выполнения работы: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

**7. Контрольные вопросы и задания**

1. Дайте определение однонаправленного линейного списка.

2. В чем отличия между линейными и кольцевыми списками?

3. Сформулируйте свойства двунаправленных линейных списков.

4. Перечислите основные операции, выполняемые с кольцевыми списками.
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