# 线性结构-栈和队列

## 实验简介

前一章我们讲了线性结构中的线性表，这一章我们来讲解线性结构中的栈和队列，其实栈和队列也是线性表，只是它们是操作受限的线性表。

## 一、栈

首先我们来讲讲栈，栈是只能在表尾进行插入或删除操作的线性表，通常我们称表尾端为栈顶，表头端为栈底，它是一种先进后出的线性表，既只能在表尾端插入元素，称为入栈，也只能在表尾端删除元素，称为退栈，如下图所示
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栈既然也是线性表，那么它也有顺序存储结构和链式存储结构两种表示方法，这两种表示方法实现类似，我们这里讲解一下顺序存储结构的代码实现：

#include <stdio.h>#include <stdlib.h>

#define TRUE 1#define FALSE 0#define OK 1#define ERROR 0#define OVERFLOW -2#define INIT\_SIZE 20#define INCREMENT\_SIZE 5

typedef int SElemType;

typedef int Status;

/\*

\* 存储结构

\*/

typedef struct

{

SElemType \*base; //栈尾指针

SElemType \*top; //栈顶指针

int size; //栈的大小

}SqStack;

/\*

\* 初始化栈

\*/Status InitStack(SqStack \*S){

S->base = (SElemType\*) malloc(INIT\_SIZE \* sizeof(SElemType));

if (!S->base)

{

exit(OVERFLOW);

}

S->top = S->base;

S->size = INIT\_SIZE;

return OK;

}

/\*

\* 销毁栈

\*/Status DestroyStack(SqStack \*S){

free(S->base);

S->base = NULL;

S->top = NULL;

S->size = 0;

return OK;

}

/\*

\* 清空栈

\*/Status ClearStack(SqStack \*S){

S->top = S->base;

return OK;

}

/\*

\* 判断栈是否为空

\*/Status IsEmpty(SqStack S){

if (S.top == S.base)

{

return TRUE;

}

else

return FALSE;

}

/\*

\* 获取栈的长度

\*/int GetLength(SqStack S){

return S.top - S.base;

}

/\*

\* 获取栈顶元素

\*/Status GetTop(SqStack S, SElemType \*e){

if (S.top > S.base)

{

\*e = \*(--S.top);

return OK;

}

else

{

return ERROR;

}

}

/\*

\* 压栈

\*/Status Push(SqStack \*S, SElemType e){

if ((S->top - S->base) / sizeof(SElemType) >= S->size)

{

S->base = (SElemType\*) realloc(S->base, (S->size + INCREMENT\_SIZE) \* sizeof(SElemType));

if (!S->base)

{

exit(OVERFLOW);

}

S->top = S->base + S->size;

S->size += INCREMENT\_SIZE;

}

\*S->top = e;

S->top++;

return OK;

}

/\*

\* 退栈

\*/Status Pop(SqStack \*S, SElemType \*e){

if (S->top == S->base)

{

return ERROR;

}

S->top--;

\*e = \*S->top;

return OK;

}

/\*

\* 访问元素

\*/void visit(SElemType e){

printf("%d ", e);

}

/\*

\* 遍历栈

\*/Status TraverseStack(SqStack S, void (\*visit)(SElemType)){

while (S.top > S.base)

{

visit(\*S.base);

S.base++;

}

return OK;

}

int main(){

SqStack S;

if (InitStack(&S))

{

SElemType e;

int i;

printf("init\_success\n");

if (IsEmpty(S))

{

printf("Stack is empty\n");

}

for (i = 0; i < 10; i++)

{

Push(&S, i);

}

GetTop(S, &e);

printf("The first element is %d\n", e);

printf("length is %d\n", GetLength(S));

Pop(&S, &e);

printf("Pop element is %d\n", e);

TraverseStack(S, \*visit);

if (DestroyStack(&S))

{

printf("\ndestroy\_success\n");

}

}

}

通过栈可以解决很多问题，例如数值转换、括号匹配、迷宫求解、表达式求值和汉诺塔等等问题。

## 二、队列

上面我们讲了栈，接下来我们讲下队列，队列刚好和栈相反，它是一种先进先出的线性表，只能在一端插入元素，在另一端删除元素，如下图所示，允许插入元素的一端称为队尾，允许删除元素的一端称为队头。

![IMG_257](data:image/png;base64,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)

队列也一样有顺序和链式存储结构两种表示方法，前面的栈我们实现了顺序存储结构，这里我们就代码实现下队列的链式存储结构：

#include <stdio.h>#include <stdlib.h>

#define TRUE 1#define FALSE 0#define OK 1#define ERROR 0#define OVERFLOW -2

typedef int QElemType;

typedef int Status;

/\*

\* 存储结构

\*/

typedef struct QNode

{

QElemType data;

struct QNode \*next;

}QNode, \*QueuePtr;

typedef struct

{

QueuePtr front; //队头指针

QueuePtr rear; //队尾指针

}LinkQueue;

/\*

\* 初始化队列

\*/

Status InitQueue(LinkQueue \*Q)

{

Q->front = Q->rear = (QueuePtr) malloc(sizeof(QNode));

if (!Q->front)

{

exit(OVERFLOW);

}

Q->front->next = NULL;

return OK;

}

/\*

\* 销毁队列

\*/

Status DestroyQueue(LinkQueue \*Q)

{

while (Q->front)

{

Q->rear = Q->front->next;

free(Q->front);

Q->front = Q->rear;

}

return OK;

}

/\*

\* 清空队列

\*/

Status ClearQueue(LinkQueue \*Q)

{

DestroyQueue(Q);

InitQueue(Q);

}

/\*

\* 判断队列是否为空

\*/

Status IsEmpty(LinkQueue Q)

{

if (Q.front->next == NULL)

{

return TRUE;

}

else

{

return FALSE;

}

}

/\*

\* 获取队列的长度

\*/

int GetLength(LinkQueue Q)

{

int i = 0;

QueuePtr p = Q.front;

while (Q.rear != p)

{

i++;

p = p->next;

}

return i;

}

/\*

\* 获取队头元素

\*/

Status GetHead(LinkQueue Q, QElemType \*e)

{

QueuePtr p;

if (Q.front == Q.rear)

{

return ERROR;

}

p = Q.front->next;

\*e = p->data;

return OK;

}

/\*

\* 入队

\*/

Status EnQueue(LinkQueue \*Q, QElemType e)

{

QueuePtr p = (QueuePtr) malloc(sizeof(QNode));

if (!p)

{

exit(OVERFLOW);

}

p->data = e;

p->next = NULL;

Q->rear->next = p;

Q->rear = p;

return OK;

}

/\*

\* 出队

\*/

Status DeQueue(LinkQueue \*Q, QElemType \*e)

{

QueuePtr p;

if (Q->front == Q->rear)

{

return ERROR;

}

p = Q->front->next;

\*e = p->data;

Q->front->next = p->next;

if (Q->rear == p)

{

Q->rear = Q->front;

}

free(p);

return OK;

}

/\*

\* 访问元素

\*/

void visit(QElemType e)

{

printf("%d ", e);

}

/\*

\* 遍历队列

\*/

Status TraverseQueue(LinkQueue Q, void (\*visit)(QElemType))

{

QueuePtr p = Q.front->next;

while (p)

{

visit(p->data);

p = p->next;

}

return OK;

}

int main()

{

LinkQueue Q;

if (InitQueue(&Q))

{

QElemType e;

int i;

printf("init\_success\n");

if (IsEmpty(Q))

{

printf("queue is empty\n");

}

for (i = 0; i < 10; i++)

{

EnQueue(&Q, i);

}

GetHead(Q, &e);

printf("The first element is %d\n", e);

printf("length is %d\n", GetLength(Q));

DeQueue(&Q, &e);

printf("delete element is %d\n", e);

TraverseQueue(Q, \*visit);

if (DestroyQueue(&Q))

{

printf("\ndestroy\_success\n");

}

}

}

上面实现的是链式存储结构，使用顺序存储结构可以实现循环队列，有兴趣的童鞋可以查查资料哦。

## 三、小结

这一章我们讲了栈和队列，本质上它们也是线性表，栈是先进后出，而队列是先进先出。

## 作业

1、把一个十进制的数转换为一个二进制的数，例如9转换为二进制是1001，可以使用栈来实现。

2、用两个栈来实现一个队列，完成队列的Push和Pop操作。 队列中的元素为int类型。