**Chuyên đề: Phát triển tư duy của học sinh thông qua việc tối ưu hóa các bài toán trên đồ thị**

MỤC LỤC

[A. Mở đầu 2](#_heading=h.30j0zll)

[1. Lý do chọn đề tài 2](#_heading=h.1fob9te)

[2. Mục đích chọn đề tài 2](#_heading=h.3znysh7)

[B. Nội dung 2](#_heading=h.2et92p0)

[I. Lý thuyết 2](#_heading=h.tyjcwt)

[II. Bài tập vận dụng 3](#_heading=h.3dy6vkm)

[1. Chiều cao của một cây 3](#_heading=h.1t3h5sf)

[Cách chưa tối ưu: 4](#_heading=h.4d34og8)

[Cách tối ưu: 5](#_heading=h.2s8eyo1)

[Đoạn code tham khảo: 6](#_heading=h.17dp8vu)

[Bộ test: 7](#_heading=h.3rdcrjn)

[Bài 2. Con đường có chiều dài bằng k 8](#_heading=h.26in1rg)

[Cách chưa tối ưu: 8](#_heading=h.lnxbz9)

[Cách tối ưu: 10](#_heading=h.35nkun2)

[Đoạn code tham khảo: 11](#_heading=h.1ksv4uv)

[Bộ test 14](#_heading=h.44sinio)

[Bài 3. Virus corona 14](#_heading=h.2jxsxqh)

[Cách chưa tối ưu: 16](#_heading=h.z337ya)

[Cách tối ưu: 20](#_heading=h.3j2qqm3)

[Code 20](#_heading=h.1y810tw)

[Bộ test 22](#_heading=h.4i7ojhp)

[Bài 4. Cây con trắng đen lớn nhất 22](#_heading=h.2xcytpi)

[Đoạn code tham khảo 25](#_heading=h.1ci93xb)

[Bộ test: 27](#_heading=h.3whwml4)

[Bài 5. Tổ tiên chung gần nhất 27](#_heading=h.2bn6wsx)

[Cách chưa tối ưu: 28](#_heading=h.qsh70q)

[Cách tối ưu 31](#_heading=h.3as4poj)

[Đoạn code tham khảo 31](#_heading=h.1pxezwc)

[C. Kết luận 34](#_heading=h.49x2ik5)

# **A. Mở đầu**

## **1. Lý do chọn đề tài**

Lý thuyết đồ thị có rất nhiều thuật toán ứng dụng vào các bài toán thực tế của cuộc sống như tìm đường đi ngắn nhất, tìm cây khung có trọng số nhỏ nhất,…Việc tìm ra mối liên hệ giữa các bài toán thực tế trong cuộc sống với các thuật toán trên đồ thị, khiến cho học sinh cảm thấy hứng thú rất lớn với lý thuyết về đồ thị. Tuy nhiên, có một khó khăn khi dạy học về lý thuyết đồ thị, đó là số lượng thuật toán liên quan đến đồ thị không hề nhỏ. Do vậy, học sinh khi làm các bài tập liên quan đến đồ thị, các em thường có nhiều thuật toán khác nhau để giải quyết vấn đề. Đôi khi, các em cảm thấy chưa biết phải vận dụng thuật toán nào để giải quyết các bài toán trên đồ thị. Do đó, tôi muốn tiếp cận cách giải quyết những bài toán trên đồ thị, dựa trên việc phát triển từ những thuật toán, phương pháp cơ bản các em cảm thấy quen thuộc như quy hoạch động, số học,…

## **2. Mục đích chọn đề tài**

Đề tài tôi xây dựng hướng tới mục đích sau:

* Xây dựng và phân tích được những bài tập đồ thị có nhiều cách giải, sử dụng những thuật toán cơ bản trên đồ thị như dfs, bfs, tìm đường đi ngắn nhất,…. sau đó tối ưu hóa chúng bằng các phương pháp cơ bản của lớp 10 như số học, quy hoạch động, tổ hợp,…
* Hệ thống hóa các bài tập cơ bản trên đồ thị, nhằm giúp cho việc phát triển tư duy của học sinh theo mạch logic.

# **B. Nội dung**

## **I. Lý thuyết**

1. Các lý thuyết về quy hoạch động, tổ hợp, số học,……

2. Các thuật toán cơ bản trên đồ thị như dfs, bfs,……

## **II. Bài tập vận dụng**

### **1. Chiều cao của một cây**

Cho một cây gồm có N đỉnh được đánh số từ 1 tới N và N-1 cạnh. Chiều cao của một cây là số cạnh trên đường đi dài nhất từ nút gốc tới nút lá của cây. Yêu cầu: Nếu mỗi nút được coi là một nút gốc, đưa ra chiều cao của cây khi đó.

Input: Dòng đầu tiên gồm số nguyên N (2<=N<=100000). N-1 dòng tiếp theo mỗi dòng gồm hai số nguyên a và b (1<=a,b<=N) mô tả cạnh vô hướng nối giữa a và b

Giới hạn: 2<=N<=100000

Output: Đưa ra N dòng, dòng thứ i là chiều cao của cây nếu coi nút thứ i là nút gốc

**![image](data:image/png;base64,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)**

**Hình vẽ minh họa:**
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Chiều cao của cây là một trong những khái niệm cơ bản khi dạy học về cây. Sau khi dạy xong lý thuyết về cây, giáo viên có thể áp dụng ngay bài tập này để dạy học cho học sinh

#### **Cách chưa tối ưu**:

Theo đề bài, tìm chiều cao của cây nếu quan niệm nút thứ I là nút gốc, mà có N nút. Do đó, đa số học sinh sẽ nghĩ ngay đến việc sử dụng thuật toán dfs, bắt đầu từ nút gốc là nút thứ i, với i từ 1 tới N, ứng với mỗi nút liền kề với nút thứ i ta sẽ tăng chiều cao của cây lên một đơn vị, sau đó tiếp tục đệ quy bắt đầu từ nút liền kề với nút thứ i. Tuy nhiên, có thể có nhiều nút liền kề với nút thứ i, do đó ta phải tìm max trong số chiều cao xuất phát từ những nút liền kề với nút thứ i.

Khi đó, các em phải sử dụng công thức

H(i)=1 + max (h(j)) trong đó h(i), h(j) là chiều cao của cây xuất phát từ nút thứ i, j trong đó j là nút liền kề với nút thứ i

Sau đây là code của cách chưa tối ưu:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int n,x,y,d,m;  vector<vector<int> >a;  int kt[100001];  void dfs(int t,int d)  {  kt[t]=1;  m=max(d,m);  for (int i=0;i<a[t].size();i++)  if(kt[a[t][i]]==0)  dfs(a[t][i],d+1);  }  int main()  {  ios\_base::sync\_with\_stdio(0);  cin.tie(0);  cout.tie(0);  cin>>n;  a.resize(n+5);  for(int i=1;i<n;i++)  {  cin>>x>>y;  a[x].push\_back(y);  a[y].push\_back(x);  }  for(int i=1;i<=n;i++)  {  dfs(i,0);  memset(kt,0,sizeof(kt));  cout<<m<<'\n';  m=0;  }  return 0;  } |

Phân tích độ phức tạp của thuật toán: Tuy nhiên, thuật toán dfs xuất phát từ nút thứ i có độ phức tạp là O(n+m) trong đó n là số đỉnh, m là số cạnh. Do sử dụng n nút, nên độ phức tạp của thuật toán là O(n2+m), trong khi n=105, số lượng phép tính lên tới 1010 phép tính khiến cho thuật toán chưa tối ưu.

Vậy nguyên nhân khiến thuật toán này chưa tối ưu?

Nguyên nhân chính khiến thuật toán này chưa tối ưu, đó là chiều cao xuất phát từ một nút của cây có thể bị tính lại nhiều lần. Do đó, ta sẽ tìm cách để chiều cao xuất phát từ một nút của cây chỉ tính một lần mà thôi. Khi đó, ta nghĩ đến phương pháp quy hoạch động.

#### **Cách tối ưu:**

Ta gọi in[i] là chiều cao lớn nhất của cây khi xuất phát từ nút i, đi xuống những cây con của chúng cho tới lá. Out[i] là chiều cao lớn nhất của cây khi xuất phát từ nút thứ I, đi lên thông qua cha của chúng. Chiều cao của cây khi xuất phát từ nút thứ i sẽ bằng max (in[i], out[i]). Trong đó In[i]=max(in[i],in[child]+1), trong đó child là nút con của nút thứ i. Để tính được out[i], xuất phát từ nút thứ I, ta sẽ di chuyển lên thông qua cha của nút thứ i gọi là cha1. Từ cha1 của nút thứ i, có 2 cách để đi, một là đi theo các cây con của nút cha1, hai là đi theo cha2 là cha của nút cha1. Chiều cao lớn nhất thông qua nút cha2 là out[cha1]. Tổng quát hóa: out[i]=1+max(out[cha của i]+ đường đi dài nhất của tất cả các cây con của cha của i)

#### Đoạn code tham khảo:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  const int MAX\_NODES = 100;  int in[MAX\_NODES];  int out[MAX\_NODES];  void dfs1(vector<int> v[], int u, int parent)  {      // initially every node has 0 height      in[u] = 0;        // traverse in the subtree of u      for (int child : v[u]) {            // if child is same as parent          if (child == parent)              continue;            // dfs called          dfs1(v, child, u);            // recursively calculate the max height          in[u] = max(in[u], 1 + in[child]);      }  }    // function to pre-calculate the array ouut[]  // which stores the maximum height when traveled  // via parent  void dfs2(vector<int> v[], int u, int parent)  {      // stores the longest and second      // longest branches      int mx1 = -1, mx2 = -1;        // traverse in the subtress of u      for (int child : v[u]) {          if (child == parent)              continue;            // compare and store the longest          // and second longest          if (in[child] >= mx1) {              mx2 = mx1;              mx1 = in[child];          }            else if (in[child] > mx2)              mx2 = in[child];      }        // traverse in the subtree of u      for (int child : v[u]) {          if (child == parent)              continue;            int longest = mx1;            // if longest branch has the node, then          // consider the second longest branch          if (mx1 == in[child])              longest = mx2;            // recursively calculate out[i]          out[child] = 1 + max(out[u], 1 + longest);            // dfs function call          dfs2(v, child, u);      }  } |

#### Bộ test:

<https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing>

### Bài 2. Con đường có chiều dài bằng k

Cho N địa điểm (![](data:image/x-wmf;base64,183GmgAAAAAAAEAHAAIACQAAAABRWwEACQAAA9ABAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAkAHCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///8ABwAAtQEAAAUAAAAJAgAAAAIFAAAAFAL0AIQGHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODTGQD3Nol1QI2RdQAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAANXm8AQUAAAAUAqABOgAcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A4NMZAPc2iXVAjZF1AAAAAAQAAAAtAQEABAAAAPABAAAMAAAAMgoAAAAAAwAAADIxMADIBMAAAAMFAAAAFAKgAYYCHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODTGQD3Nol1QI2RdQAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABOeQADBQAAABQCoAFIARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB1SD2IdUAAAADg0xkA9zaJdUCNkXUAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAo6O4AgADkwAAACYGDwAcAUFwcHNNRkNDAQD1AAAA9QAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCIMgACBIZkIqMCAINOAAIEhmQiowIAiDEAAgCIMAADABwAAAsBAQEAAgCINQAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AjXEFigAAAAoAZhBmjWYQZo1xBYoAiN0ZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)) kết nối với nhau bởi N-1 con đường hai chiều, sao cho từ một địa điểm có thể tới bất kỳ địa điểm nào khác. Nói cách khác, các địa điểm này hình thành nên một cây. Yêu cầu đặt ra là chia cây đã cho thành nhiều cây con, sao cho đường đi trong mỗi cây con này có chiều dài bằng nhau. Cụ thể, cho ![](data:image/x-wmf;base64,183GmgAAAAAAACAIwAEBCQAAAADwVwEACQAAA5oBAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAASAICwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBwAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgARAAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODTGQD3Nol1QI2RdQAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAMTEyBwADBQAAABQCYAE4AhwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDg0xkA9zaJdUCNkXUAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAS064AgADBQAAABQCYAEAARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB1SD2IdUAAAADg0xkA9zaJdUCNkXUAAAAABAAAAC0BAAAEAAAA8AEBAAwAAAAyCgAAAAADAAAAo6MtcLICpgIAA44AAAAmBg8AEQFBcHBzTUZDQwEA6gAAAOoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAiDEAAgSGZCKjAgCDSwACBIZkIqMCAINOAAIEhhIiLQIAiDEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AdnEFigAAAAoAXQ9mdl0PZnZxBYoAiN0ZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=), liệu có tồn tại cách phân chia tập các con đường hai chiều, thành nhiều tập con các con đường hai chiều, sao cho chúng tạo thành đường đi có chiều dài bằng K, đưa ra 1 nếu tồn tại, đưa ra 0 nếu không tồn tại.

Input: Dòng đầu tiên gồm số nguyên N. N-1 dòng tiếp theo gồm hai số nguyên a và b mô tả một cạnh nối giữa hai đỉnh a và b, a và b nằm trong đoạn [1..N]

Output: Đưa ra dãy bit có chiều dài N-1. Với mỗi ![](data:image/x-wmf;base64,183GmgAAAAAAACAIwAEBCQAAAADwVwEACQAAA5oBAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAASAICwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBwAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgARAAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAODTGQD3Nol1QI2RdQAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAMTEyBwADBQAAABQCYAE4AhwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDg0xkA9zaJdUCNkXUAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAS064AgADBQAAABQCYAEAARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB1SD2IdUAAAADg0xkA9zaJdUCNkXUAAAAABAAAAC0BAAAEAAAA8AEBAAwAAAAyCgAAAAADAAAAo6MtFLICpgIAA44AAAAmBg8AEQFBcHBzTUZDQwEA6gAAAOoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAiDEAAgSGZCKjAgCDSwACBIZkIqMCAINOAAIEhhIiLQIAiDEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AaHEFigAAAAoA5gZmaOYGZmhxBYoAiN0ZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=), tính từ trái qua phải, bit thứ K sẽ bằng 1 nếu có thể phân chia, bằng 0 nếu không thể phân chia

|  |  |
| --- | --- |
| Input | Output |
| 13  1 2  2 3  2 4  4 5  2 6  6 7  6 8  8 9  9 10  8 11  11 12  12 13 | 111000000000 |

Giải thích test: Ta có thể phân chia cây thành đường đi có chiều dài K, với K=1,2,3. Với K=3, ta có thể phân chia như sau: 13−12−11−8,10−9−8−6,7−6−2−3,5−4−2−1

#### **Cách chưa tối ưu**:

Để phân chia cây thành tập các đường đi có chiều dài K, rõ ràng số lượng con đường phải là bội số của K. Nếu số lượng các con đường không phải là bội số của K, thì câu trả lời rõ ràng là 0. Nếu số lượng các con đường là bội số của K, ta sẽ tìm cách tính số lượng các nút trong mỗi cây con xuất phát từ nút x, từ đó ta suy ra được số lượng các con đường trong từng cây con xuất phát từ nút x. Sau đó, ta tìm cách ghép những cây con có chiều dài a với cây con có chiều dài b, để tổng a+b chia hết cho K (a, b là phần dư trong phép chia chiều dài cho K). Nếu việc ghép dẫn tới thừa ra những cây con có chiều dài không chia hết cho K, câu trả lời là 0, nếu ta có thể ghép theo cặp, câu trả lời là 1

Đoạn code tham khảo:

|  |
| --- |
| #include<bits/stdc++.h>  #define gcd(a,b) \_\_gcd(a,b)  #define x first  #define y second  #define LL long long  #define ii pair<LL,LL>  #define MP make\_pair  #define MT make\_tuple  #define fort(i,a,b) for(LL i=a;i<=b;i++)  #define forn(i,a,b) for(LL i=a;i>=b;i--)  #define rep(i,a,b) for(LL i=a;i<b;i++)  #define MT make\_tuple  #define pb push\_back  using namespace std;  const LL oo=int(1e9);  typedef tuple<double,LL,LL,LL> tii;  typedef pair<LL,LL> pii;  typedef pair<LL,pii> iii;  const LL N=int(1e5)+5;  vector<vector<LL> > a;  LL n;  bool k[N];  LL dfs(LL x,LL c,LL val)  {  vector<long> luu;  for(LL i:a[x])  if(i!=c)  {  LL tt=dfs(i,x,val);  if (tt==-1) return -1;  tt++;  if (tt%val!=0) luu.pb(tt%val);  }  if (luu.size())  {  luu.pb(0);  sort(luu.begin(),luu.end());  long m=luu.size()-1;  fort(i,1,m/2)  if (luu[i]+luu[m-i+1]!=val) return -1;  if (m%2==0) return 0;else return luu[m/2+1];  } else return 0;  }  bool ok(LL x)  {  LL tt=dfs(1,0,x);  return (tt==0);  }  int main()  {  #define task "codeforces."  //freopen(task"inp","r",stdin);  //freopen(task"out","w",stdout);  ios\_base::sync\_with\_stdio(0);  cin.tie(0);cout.tie(0);  cin>>n;  a.resize(n+1);  fort(i,1,n-1)  {  LL u,v;  cin>>u>>v;  a[u].pb(v);a[v].pb(u);  }  n--;  vector<long> kq;  fort(i,1,n)  if (n%i==0) kq.pb(i);  for(long i:kq)  if (ok(i)) k[i]=1;  fort(i,1,n) cout<<k[i];  } |

Nếu đề bài chỉ cho một số nguyên K, thì cách giải quyết trên có thể coi là tối ưu, vì ta chỉ dùng một lần dfs. Tuy nhiên đề bài lại cho N số nguyên K, với K chạy từ 1 tới N, do đó, độ phức tạp của thuật toán lúc này là O(N2). Cách trên trở nên chậm vì ta phải tính chiều dài của đường đi xuất phát từ một nút x nhiều lần

#### **Cách tối ưu:**

Ta sẽ tìm cách lưu lại tổng các con đường xuất phát từ một nút x, ta gọi là sub[x], và ứng với mỗi nút x, ta tìm cách lưu lại chiều dài của các con đường là nhánh con của nút x, vào một vector gọi là num[a]. Khi đó ta chỉ cần gọi một lần dfs, sau đó các kết quả trên sẽ được lưu lại. Ứng với mỗi k chạy từ 1 tới N, ta sẽ dùng một hàm kiểm tra để kiểm tra xem ta có khả năng ghép cặp các nhánh con bằng cách sau:

* Ta dùng một mảng cur[i] dùng để lưu số lượng các nhánh con có số dư trong phép chia chiều dài của nhánh con cho K bằng i. Ban đầu mảng cur[i]=0 với i chạy từ 0 tới K-1
* Tiếp đến ứng với mỗi đỉnh j từ 1 tới N, ta sẽ kiểm tra các chiều dài tất cả các nhánh con được lưu trong mảng num[i], lấy phần dư và lưu vào mảng cur[i], khi đó ta tăng giảm mảng cur[i] để tìm cách ghép cặp. Chỉ cần trong lúc kiểm tra j từ 1 tới N, nếu gặp một tình huống xuất phát từ đỉnh j mà ghép cặp không thành công, ta đưa ngay ra giá trị false

#### Đoạn code tham khảo:

|  |
| --- |
| #include "bits/stdc++.h"  using namespace std;  #define f first  #define s second  const int MOD = 1e9+7;  const int MX = 1e5+5;  int N,sub[MX];  vector<int> adj[MX], num[MX];  bool bad = 0;    void dfs(int a, int b) {  sub[a] = 1;  for(auto& t: adj[a]) if (t != b) {  dfs(t,a);  sub[a] += sub[t];  num[a].push\_back(sub[t]);  }  if (sub[a] != N) num[a].push\_back(N-sub[a]);  }    int cur[MX]; bool ok(int K) {  if ((N-1)%K != 0) return 0;  for (int i = 0; i < K; ++i) cur[i] = 0;  for (int i = 1; i <= N; ++i) {  int cnt = 0;  for (auto& t: num[i]) {  int z = t%K; if (z == 0) continue;  if (cur[K-z]) cur[K-z] --, cnt --;  else cur[z] ++, cnt ++;  }  if (cnt) return 0; // paths don't pair up  }  return 1;  }    int main() {  setIO("deleg");  cin >> N;  for (int i = 1; i < N; ++i) {  int a,b; cin >> a >> b;  adj[a].push\_back(b), adj[b].push\_back(a);  }  dfs(1,0);  for (int i = 1; i < N; ++i) {  if (ok(i)) cout << 1;  else cout << 0;  }  cout << "\n";  } |

Một cách cài đặt khác cho bài toán trên:

|  |
| --- |
| #include <bits/stdc++.h>  #define N 100002  using namespace std;  vector <int> a[N];  int n,i,u,v,kt,sl[N],d[N],ts[N],kq[N],j,dd[N],cnt;  void dfs(int u,int p)  {  sl[u]=1;  for(int i=0;i<a[u].size();i++)  {  int v=a[u][i];  if(v==p) continue;  dfs(v,u);  sl[u]+=sl[v];  }  }  void DFS(int u,int p,int k)  {  cnt++;  int luu=cnt;  for(int i=0;i<a[u].size();i++)  {  int v=a[u][i];  if(v==p) continue;  DFS(v,u,k);  if(kt==0) return ;  }  int dem=0;  for(int i=0;i<a[u].size();i++)  {  int v=a[u][i];  if(v==p) continue;  int x=sl[v]%k;  if(d[x]!=luu)  {  d[x]=luu; ts[x]=0;  }  if(x==0) continue;  if(d[k-x]==luu && ts[k-x]>0)  {  ts[k-x]--; dem--;  }  else  {  dem++;  ts[x]++;  }  }  if(dem>1)  {  kt=0;  }  }  void xuly1()  {  dfs(1,0);  for(i=n-1;i>=1;i--)  {  if((n-1)%i>0) continue;  for(j=2\*i;j<n;j+=i)  if(kq[j]==1) { kq[i]=1; break; }  if(kq[i]==1) continue;  kt=1;  DFS(1,0,i);  kq[i]=kt;  }  }  int main()  {  // freopen("ntu.inp","r",stdin);  // freopen("ntu.out","w",stdout);  ios\_base::sync\_with\_stdio(0);  cin.tie(0); cout.tie(0);  cin>>n;  for(i=1;i<n;i++)  {  cin>>u>>v;  a[u].push\_back(v); a[v].push\_back(u);  }  xuly1();  for(i=1;i<n;i++)  {  if(kq[i]==1) putchar('1');  else putchar('0');  }  } |

#### **Bộ test**

[**https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing**](https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing)

### 

### **Bài 3. Virus corona**

Số nguyên dương gọi là may mắn nếu biểu diễn ở hệ thập phân của chúng không chứa các chữ số nào khác ngoài 4 và 7. Ví dụ, số 47, 744, 4, 7 là số may mắn, còn 5,17,467 không là số may mắn. Phương có ý định du học Nhật Bản. Sau khi virut Covid19 xuất hiện ở Nhật Bản, Phương cảm thấy rất buồn vì mình rất thích văn hóa Nhật, những đức tính kỷ luật, tự giác, trung thực của con người nơi đây. Phương nằm mơ thấy mình may mắn trở thành thủ tướng của đất nước Nhật Bản, đẩy lùi đại dịch Covid19. Đất nước này bao gồm gồm nhiều khu vực, mỗi hòn đảo thuộc chính xác một khu vực, có một con đường đi giữa bất kỳ hai hòn đảo trong một khu vực, và không có con đường đi nào giữa hai hòn đảo thuộc hai khu vực khác nhau.

Một khu vực gọi là may mắn nếu số lượng đảo trong khu vực đó là con số may mắn. Trong giấc mơ Phương làm Thủ tướng, lần đầu tiên Phương quyết định xây một bệnh viện dã chiến. Phương rất thích các con số may mắn, do đó, Phương muốn đặt bệnh viện dã chiến của mình ở một trong những khu vực may mắn. Tuy nhiên, ban đầu đất nước Nhật Bản không có những khu vực may mắn như vậy. Trong tình huống này, Phương quyết định xây dựng thêm đường đi để nối giữa các khu vực khác nhau, để chúng hợp thành một khu vực may mắn

Yêu cầu đặt ra là, để tiết kiệm về kinh tế, em hãy tư vấn cho Phương số lượng con đường ít nhất cần xây thêm để Phương có thể xây bệnh viện dã chiến ở một khu vực may mắn.  
Input: Dòng đầu tiên gồm hai số nguyên dương n và m, biểu thị số lượng đảo và số lượng đường đi hai chiều tương ứng. m dòng tiếp theo mô tả một con đường kết nối giữa hai đảo u và v. Một số con đường có thể kết nối một hòn đảo với chính nó; có thể có nhiều hơn một con đường giữa một cặp đảo.

Output: Nếu không thể giúp Phương xây được con đường nào, em hãy đưa ra -1. Nếu giúp được Phương, em hãy đưa ra số lượng con đường ít nhất để các đảo có thể hình thành nên một khu vực may mắn.

**Input**

Input của test 1:

4 3

1 2

2 3

1 3

Input test 2:

5 4

1 2

3 4

4 5

3 5

**Giới hạn:**

1 ≤ n, m ≤ 10 5  
1 ≤ u, v ≤ n

Output của test 1:

1

Output của test 2:

-1

![image](data:image/png;base64,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)

Trong test số 1 ta chỉ cần nối thêm như hình vẽ là tạo ra một khu vực có số lượng đảo tạo thành số may mắn
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Trong test số 2, dù có nối thêm hay không thì không có cách nào tạo ra một khu vực có số lượng đảo là số may mắn

#### **Cách chưa tối ưu:**

Ta có thể tóm tắt lại bài toán này như sau: “ Cho đồ thị gồm nhiều thành phần liên thông với nhau, ta sẽ tìm cách nối các thành phần liên thông này lại với nhau, với mục đích, tạo thành một thành phần liên thông có số đỉnh là con số may mắn, đồng thời số cạnh nối cũng là ít nhất”

Đây là một bài tập rất khó nhưng cũng rất hay, bài toán này khi đọc đề học sinh sẽ cảm thấy khó ở những vấn đề sau:

Vấn đề 1: đó là học sinh sẽ cảm thấy hoang mang vì không biết nên nối các thành phần liên thông với nhau như thế nào. Việc đầu tiên mà học sinh nghĩ đến có lẽ là kiểm tra xem từng thành phần liên thông xem có phải là số may mắn hay không. Học sinh có thể nghĩ đến việc nối tập con các thành phần liên thông lại với nhau, sau đó cộng số lượng các nút trong các thành phần liên thông của tập con này lại, và kiểm tra xem chúng có phải là số may mắn hay không.

Vấn đề 2: Để giải quyết vấn đề 1 nói trên, học sinh có thể tư duy bằng bài toán quy hoạch động, đó là bài toán cái túi. Mỗi lần ta nối một thành phần liên thông, ta coi chi phí của của việc nối này là 1. Vấn đề đặt ra là ta phải nối các thành phần liên thông để tổng chi phí của việc nối là thấp nhất và trọng lượng của việc nối (hay số các nút sau khi nối) phải là số may mắn. Đây đúng là bài toán cái túi. Tuy nhiên, số may mắn thì có rất nhiều số may mắn, vậy ta có thể làm như thế nào?

Để giải quyết vấn đề 2 nói trên, ta nhận thấy rằng số may mắn tối đa chính là số lượng các nút trong đồ thị. Do đó, số may mắn chắc chắn sẽ phải nằm trong đoạn từ 1 tới n. Vậy để giải quyết vấn đề 2, ta sẽ cố định từng số may mắn một trong đoạn từ 1 tới n. Giả sử ta gọi số may mắn đó là i, vậy thì d[i] chính là chi phí thấp nhất để nối các thành phần liên thông, để chúng có kích thước là i

Vậy câu trả lời của bài toán chắc chắn là min(d[i]) với i là số may mắn trong đoạn từ 1 tới n

Vấn đề 3. Công thức tính d[i] như thế nào? Công thức này lại phải suy xét từ việc ta nên nối các thành phần liên thông như thế nào? Ở đây ta sẽ tìm cách đếm số lượng các thành phần liên thông có kích thước giống nhau lại với nhau, ta sẽ lưu vào một mảng tần số là c[i], với c[i] là số lượng các thành phần liên thông có kích thước là i. Vậy ban đầu ta sẽ tìm cách nối 1 thành phần liên thông giống nhau lại, 2 thành phần liên thông giống nhau lại, 3 thành phần liên thông giống nhau lại,….cho đến c[i] thành phần liên thông giống nhau lại với nhau. Khi đó: chi phí nhỏ nhất để nối thành một thành phần liên thông có kích thước i sẽ bằng chi phí để nối thành phần liên thông có kích thước [i trừ đi số lượng nối thành phần liên thông giống nhau lại với nhau] cộng với chi phí nối thành phần liên thông giống nhau lại, với chi phí nối thành phần liên thông giống nhau lại dao động từ 0 tới c[i]

Sau khi giải quyết được vấn đề 1, vấn đề 2, vấn đề 3, ta sẽ đi đến được cách cài đặt sau:

|  |
| --- |
| #include<bits/stdc++.h>  using namespace std;  #define maxn 100010  int n,m;  int par[maxn],sz[maxn],c[maxn],dp[maxn];  bool isLucky(int x){  while(x){  if(x%10!=4 && x%10!=7) return false;  x/=10;  }  return true;  }  int find(int x){  return (par[x]==x) ? x:par[x]=find(par[x]);  }  void upd(int val,int wt){  for(int i=n;i>=val;i--)  dp[i]=min(dp[i],dp[i-val]+wt);  }  int main(){  scanf("%d %d",&n,&m);  for(int i=1;i<=n;i++) par[i]=i,sz[i]=1;  for(int i=1;i<=m;i++){  int u,v;  scanf("%d %d",&u,&v);  int U=find(u),V=find(v);  if(U!=V){  if(sz[U]<=sz[V]) sz[V]+=sz[U],sz[U]=0,par[U]=V;  else sz[U]+=sz[V],sz[V]=0,par[V]=U;  }  }  for(int i=1;i<=n;i++) c[sz[i]]++,dp[i]=1e9;  for(int i=1;i<=n;i++) if(c[i]){  for(int j=1;j<=c[i];j++)  upd(i,1);  }  int res=1e9;  for(int i=1;i<=n;i++)  if(isLucky(i)) res=min(res,dp[i]);  printf("%d\n",res==1e9?-1:res-1);  return 0;  } |

Một cách cài đặt khác cho cách chưa tối ưu này:

|  |
| --- |
| #include<bits/stdc++.h>  using namespace std;  const int N=1e5+5;  const int SQ=320;  const int inf=1e6;    vector<int> adj[N];  int t[N];  bool mark[N];  int sz;  vector<int> can;    int dp[SQ][N];    void dfs(int a)  {  sz++;  mark[a]=1;  for(int p:adj[a])  if(!mark[p])  dfs(p);  }    bool ok(int a)  {  while(a)  {  if(a%10 !=4 && a%10 !=7)  return 0;  a/=10;  }  return 1;  }    int main()  {  ios\_base::sync\_with\_stdio(0);  int n,m;  cin >> n >> m;  for(int i=1,u,v;i<=m;i++)  {  cin >> u >> v;  adj[u].push\_back(v);  adj[v].push\_back(u);  }  for(int i=1;i<=n;i++)  {  if(!mark[i])  {  sz=0;  dfs(i);  t[sz]++;  }  }  for(int i=1;i<=n;i++)  if(t[i])  can.push\_back(i);  int s=can.size();  dp[0][0]=0;  for(int i=1;i<=n;i++)  dp[0][i]=inf;  for(int i=1;i<=s;i++)  {  int k=can[i-1];  for(int j=0;j<=n;j++)  {  dp[i][j]=dp[i-1][j];  for(int d=1;d<=t[k];d++)  {  if(j-k\*d>=0)  dp[i][j]=min(dp[i][j],d+dp[i-1][j-k\*d]);  else  break;  }  }  }  int ans=1e6;  for(int i=1;i<=n;i++)  if(ok(i))  ans=min(ans,dp[s][i]);  cout<<(ans<=n ? ans-1 : -1);  return 0;  } |

#### **Cách tối ưu**:

Cách suy nghĩ trên hoàn toàn hợp lý, tuy nhiên, việc thử với tất cả các số dao động từ 0 tới c[i] với c[i] là số lượng các thành phần liên thông có kích thước là I, khiến cho bài toán trở nên chậm. Do đó, ta sẽ tìm cách viết c[i] dưới dạng tổng các lũy thừa của 2, vậy thì mỗi lần thử, ta sẽ lấy c[i]-c[i]/2; bằng cách này, số lần thử với c[i] sẽ giảm xuống còn logarit cơ số 2 của c[i].

#### Code

Sau đây là đoạn code mô tả cách cài đặt như vậy:

|  |
| --- |
| #include<bits/stdc++.h>  using namespace std;  #define rep(i,a,b) for(int i=a;i<=b;++i)  const int maxn = 101000;  int fa[maxn],sz[maxn],c[maxn];  int fd(int f){  return fa[f]==f?f:fa[f]=fd(fa[f]);  }  int n,m,f[maxn];  bool isok(int x){  while(x){  int d=x%10;  if(d!=4&&d!=7)return false;  x/=10;  }  return true;  }  void bp(int v,int w){  for(int i=n;i>=v;--i)  f[i]=min(f[i],f[i-v]+w);  }  int main(){  scanf("%d%d",&n,&m);  rep(i,1,n)fa[i]=i;  rep(i,1,m){  int u,v;  scanf("%d%d",&u,&v);  fa[fd(u)]=fd(v);  }  rep(i,1,n)sz[fd(i)]++;  rep(i,1,n)c[sz[i]]++,f[i]=1e9;  rep(i,1,n)if(c[i]){  for(int s=1;s<=c[i];s<<=1)  bp(s\*i,s),c[i]-=s;  bp(c[i]\*i,c[i]);  }  int ans=1e9;  rep(i,1,n)if(isok(i))ans=min(ans,f[i]);  printf("%d\n",ans==1e9?-1:ans-1);  return 0;  } |

Như vậy, bài này độ khó ngang với cái tên, nhưng lại rất hay ở chỗ, dùng đồ thị nhưng lại phải nắm vững bài toán cái túi

#### Bộ test

[**https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing**](https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing)

### 

### **Bài 4. Cây con trắng đen lớn nhất**

Cho một cây gồm n đỉnh. Một cây là một đồ thị vô hướng liên thông, gồm có n-1 cạnh. Mỗi đỉnh v của cây này được gán một màu (av=1 nếu đỉnh v màu trắng và bằng 0 nếu đỉnh v màu đen)

Yêu cầu đặt ra: Hiệu lớn nhất giữa số đỉnh trắng và số đỉnh đen nếu bạn chọn một cây con trong cây đã cho có chứa đỉnh v? Cây con của cây là đồ thị con liên thông của cây đã cho. Cụ thể hơn, nếu bạn chọn cây con có chứa ***cntw*** đỉnh màu trắng và *cntb* đỉnh màu đen, bạn phải tìm max của hiệu cntw-cntb

**Input:** Dòng đầu tiên gồm số nguyên n (2<=n<=2\*105), số đỉnh trong cây

Dòng thứ hai gồm n số nguyên a1,a2,…,an (0<=ai<=1), trong đó ai là màu của đỉnh thứ i. Mỗi dòng trong số n-1 dòng tiếp theo mô tả một cạnh của cây. Cạnh i là biểu thị bởi hai số nguyên ui và vi, cạnh nối giữa ui và vi (1<=ui,vi<=n, ui  khác vi). Đảm bảo rằng cạnh đã cho hình thành nên một cây

**Output:** Đưa ra n số nguyên res1, res 2,….resn, trong đó resi là chênh lệch lớn nhất giữa số đỉnh trắng và số đỉnh đen trong cây con chứa đỉnh i

|  |  |
| --- | --- |
| **Input** | **Output** |
| 9  0 1 1 1 0 0 0 0 1  1 2  1 3  3 4  3 5  2 6  4 7  6 8  5 9 | 2 2 2 2 2 1 1 0 2 |
| 4  0 0 1 0  1 2  1 3  1 4 | 0 -1 1 -1 |
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Test đầu tiên như minh họa ở trên

Cách chưa tối ưu: Ta sẽ sử dụng thuật toán dfs xuất phát từ mỗi đỉnh của đồ thị, sau đó xuất phát từ mỗi đỉnh, ta sẽ tìm kiếm tất cả các nhánh con của đồ thị, nếu nhánh con nào có độ chênh lệch giữa đỉnh trắng và đỉnh đen là âm, thì ta sẽ bỏ qua nhánh con đó, chỉ cộng vào nhánh con có độ chênh lệch giữa đỉnh trắng và đỉnh đen là dương.

Đoạn code tham khảo:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  typedef long long ll;  typedef long double ld;    const int INF = 1000000009, MAXN = 200005;    int n;  vector<int> a, adj[MAXN], s, ans, pa;    int dfs(int u, int p = -1){  if(pa[u] == p) return s[u];  pa[u] = p;  s[u] = 0;    for(int v : adj[u]){  if(v == p) continue;  if(dfs(v, u) > 0)  s[u] += s[v];  }  if(a[u]) s[u] ++;  else s[u] --;  return s[u];  }    void solve(){  cin >> n;  a.resize(n+1), ans.resize(n+1), s.resize(n+1), pa.resize(n+1);  for(int i = 1; i <= n; i++){  cin >> a[i];  }  for(int i = 0; i < n-1; i++){  int u, v;  cin >> u >> v;  adj[u].push\_back(v);  adj[v].push\_back(u);  }  for(int i = 1; i <= n; i++)  dfs(i), cout << s[i] << " ";  cout << "\n";  }    int main(){  ios\_base::sync\_with\_stdio(0),cin.tie(0),cout.tie(0);  // int t;cin >> t;while(t--) solve();  solve();  return 0;  } |

Cách trên sở dĩ chưa tối ưu vì mỗi lần ta cần đến đỉnh nào, ta gọi là gọi dfs xuất phát từ đỉnh đó, qua niệm đỉnh đó làm gốc, sau đó cộng vào tất cả các nhánh con có sự chênh lệch giữa số đỉnh trắng và số đỉnh đen là lớn hơn 0

Cách tối ưu: Vẫn giống cách chưa tối ưu, nhưng ta có sự cải tiến để việc dfs không diễn ra trên tất cả các gốc, mà chỉ diễn ra trên một gốc thôi. Đầu tiên ta tính toán cho một gốc cố định, dfs(1). Gọi dp[v] là hiệu số lớn nhất có thể giữa số đỉnh trắng và số đỉnh đen trên một số cây con của v (cây con của cây gốc v) chứa đỉnh v. Ta có thể tính được điều này bằng công thức quy hoạch động sau:
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Giả sử **to** là một đỉnh bất kỳ trong lần gọi dfs đầu tiên này. Như vậy, ở đây, công thức tìm hiệu số giữa số đỉnh trắng và số đỉnh đen mới chỉ lưu lại kết quả là các con của đỉnh **to**, mà chưa lưu lại kết quả từ đỉnh **to** tới cha của nó (ta gọi là đỉnh v).

Do đó khi duyệt đến cạnh (v,to). Đầu tiên, ta sẽ xóa cây con với gốc ***to*** từ cây con của đỉnh v:

![](data:image/x-wmf;base64,183GmgAAAAAAAOAQYAIACQAAAACRTAEACQAAAw0CAAACAL8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAuAQCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+gEAAAFwIAAAUAAAAJAgAAAAIFAAAAFAKgAUsIHAAAAPsCQP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAKTdEgC0jbp2QJG9dicKZocEAAAALQEAABUAAAAyCgAAAAAJAAAAbWF4KDAsZHApTVcBxADgAJoA2QCVAOAA4wGAAwUAAAAUAhQC9AEcAAAA+wL9/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ApN0SALSNunZAkb12JwpmhwQAAAAtAQEABAAAAPABAAANAAAAMgoAAAAABAAAAHZ2dG8VBA4JSAAGAgUAAAAUAqABOQAcAAAA+wJA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ApN0SALSNunZAkb12JwpmhwQAAAAtAQAABAAAAPABAQANAAAAMgoAAAAABAAAAGRwZHDgADUD4ACAAwUAAAAUAqAB9gIcAAAA+wJA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAdlkPCsB4zDAApN0SALSNunZAkb12JwpmhwQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAD0tCQSAA78AAAAmBg8AcwFBcHBzTUZDQwEATAEAAEwBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCFPRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg2QAAgCDcAADABsAAAsBAAIAg3YAAAEBAAoCBIY9AD0CAINkAAIAg3AAAwAbAAALAQACAIN2AAABAQAKAgSGEiItAgKCbQACAIJhAAIAgngAAgCCKAACAIgwAAIAgiwAAgCCZAACAIJwAAMAGwAACwEAAgCDdAACAINvAAABAQAKAgCCKQAAAP8KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQCHJwpmhwAACgA4AIoBAAAAAAAAAADU5xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

Sau đó ta biến đỉnh v trở thành cây con của đỉnh to:
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Sau lời gọi đệ quy xuất phát từ đỉnh to tới các đỉnh là cây con, ta khôi phục trở lại trạng thái của đỉnh v và đỉnh to

Độ phức tạp thuật toán là O(n)

#### Đoạn code tham khảo

|  |
| --- |
| **#include** <bits/stdc++.h>  **using** **namespace** std;  vector**<int>** a;  vector**<int>** dp;  vector**<int>** ans;  vector<vector**<int>**> g;  **void** dfs(**int** v, **int** p = -1) {  dp[v] = a[v];  **for** (**auto** to : g[v]) {  **if** (to == p) **continue**;  dfs(to, v);  dp[v] += max(dp[to], 0);  }  }  **void** dfs2(**int** v, **int** p = -1) {  ans[v] = dp[v];  **for** (**auto** to : g[v]) {  **if** (to == p) **continue**;  dp[v] -= max(0, dp[to]);  dp[to] += max(0, dp[v]);  dfs2(to, v);  dp[to] -= max(0, dp[v]);  dp[v] += max(0, dp[to]);  }  }  **int** main() {  **#ifdef** \_DEBUG  freopen(**"input.txt"**, **"r"**, stdin);  **// freopen("output.txt", "w", stdout);**  **#endif**    **int** n;  cin >> n;  a = dp = ans = vector**<int>**(n);  g = vector<vector**<int>**>(n);  **for** (**int** i = 0; i < n; ++i) {  cin >> a[i];  **if** (a[i] == 0) a[i] = -1;  }  **for** (**int** i = 0; i < n - 1; ++i) {  **int** x, y;  cin >> x >> y;  --x, --y;  g[x].push\_back(y);  g[y].push\_back(x);  }    dfs(0);  dfs2(0);  **for** (**auto** it : ans) cout << it << **" "**;  cout << endl;    **return** 0;  } |

#### **Bộ test:**

[**https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing**](https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing)

### **Bài 5. Tổ tiên chung gần nhất**

Cho một cây gồm có N đỉnh, bạn hãy trả lời câu hỏi có dạng “r u v”, nghĩa là gốc của cây nếu đặt gốc của cây ở r thì khi đó tổ tiên chung gần nhất (LCA) của u và v là đỉnh nào?

**Input**

Dòng đầu tiên gồm số nguyên N. Mỗi dòng trong N-1 dòng tiếp theo gồm một cặp số nguyên u và v biểu thị một cạnh nối giữa hai đỉnh. Dòng tiếp theo gồm số nguyên Q mô tả số lượng câu hỏi. Mỗi dòng trong số Q dòng tiếp theo gồm 3 số nguyên r, u, v biểu thị một câu hỏi.

Output: Ứng với mỗi câu hỏi, đưa ra câu trả lời trên một dòng

**Giới hạn:**

**Subtaks1:**

* 1 ≤ **N**, **Q** ≤ 100

**Subtask 2:**

* 1 ≤ **N**, **Q** ≤ 105
* Có ít hơn 10 giá trị duy nhất của r trong các câu hỏi.

**Subtaks 3:**

* 1 ≤ **N**, **Q** ≤ 2 × 105

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4  1 2  2 3  1 4  2  1 4 2  2 4 2 | 1  2 |

Giải thích: “1 4 2”: nếu 1 là gốc, đỉnh này là cha của 2 và 4 vì vậy LCA của 2 và 4 là 1.

* "2 4 2": nếu 2 là gốc của cây, LCA của 4 và 2 chính là 2

Giải thích:

#### Cách chưa tối ưu:

Subtask 1: Đối với sub này, bạn tìm LCA theo bất kỳ cách nào bạn muốn miễn là độ phức tạp không chậm hơn O (N). Ví dụ:

Tổ tiên chung gần nhất là nút có thời gian vào (in-time) nhỏ hơn hoặc bằng hai nút đã cho, và thời gian ra (out-time) lớn hơn hoặc bằng (bằng nếu tổ tiên chung chính là một trong hai nút đã cho) tất cả các nút trong tập hợp đó. Do đó, để giải quyết bài toán này, ta cần duyệt qua toàn bộ cây bắt đầu từ nút gốc bằng cách sử dụng DFS và lưu trữ thời gian vào (in-time), thời gian ra (out-time) và mức (level) cho mỗi nút. Nút với thời gian vào nhỏ hơn hoặc bằng hai nút đã cho và thời gian ra lớn hơn hoặc bằng hai nút đã cho, cùng với mức lớn nhất, sẽ là câu trả lời cho bài toán

Đoạn code dưới đây mô phỏng thuật toán như vậy, tìm tổ tiên chung gần nhất cho một tập các nút, trường hợp có hai nút là một trường hợp riêng của trường hợp này:

|  |
| --- |
| / C++ Program to find the LCA  // in a rooted tree for a given  // set of nodes    #include <bits/stdc++.h>  using namespace std;    // Set time 1 initially  int T = 1;  void dfs(int node, int parent,           vector<int> g[],           int level[], int t\_in[],           int t\_out[])  {        // Case for root node      if (parent == -1) {          level[node] = 1;      }      else {          level[node] = level[parent] + 1;      }        // In-time for node      t\_in[node] = T;      for (auto i : g[node]) {          if (i != parent) {              T++;              dfs(i, node, g,                  level, t\_in, t\_out);          }      }      T++;        // Out-time for the node      t\_out[node] = T;  }    int findLCA(int n, vector<int> g[],              vector<int> v)  {        // level[i]--> Level of node i      int level[n + 1];        // t\_in[i]--> In-time of node i      int t\_in[n + 1];        // t\_out[i]--> Out-time of node i      int t\_out[n + 1];        // Fill the level, in-time      // and out-time of all nodes      dfs(1, -1, g,          level, t\_in, t\_out);        int mint = INT\_MAX, maxt = INT\_MIN;      int minv = -1, maxv = -1;      for (auto i = v.begin(); i != v.end(); i++) {          // To find minimum in-time among          // all nodes in LCA set          if (t\_in[\*i] < mint) {              mint = t\_in[\*i];              minv = \*i;          }          // To find maximum in-time among          // all nodes in LCA set          if (t\_out[\*i] > maxt) {              maxt = t\_out[\*i];              maxv = \*i;          }      }        // Node with same minimum      // and maximum out time      // is LCA for the set      if (minv == maxv) {          return minv;      }        // Take the minimum level as level of LCA      int lev = min(level[minv], level[maxv]);      int node, l = INT\_MIN;      for (int i = 1; i <= n; i++) {          // If i-th node is at a higher level          // than that of the minimum among          // the nodes of the given set          if (level[i] > lev)              continue;            // Compare in-time, out-time          // and level of i-th node          // to the respective extremes          // among all nodes of the given set          if (t\_in[i] <= mint              && t\_out[i] >= maxt              && level[i] > l) {              node = i;              l = level[i];          }      }        return node;  }    // Driver code  int main()  {      int n = 10;      vector<int> g[n + 1];      g[1].push\_back(2);      g[2].push\_back(1);      g[1].push\_back(3);      g[3].push\_back(1);      g[1].push\_back(4);      g[4].push\_back(1);      g[2].push\_back(5);      g[5].push\_back(2);      g[2].push\_back(6);      g[6].push\_back(2);      g[3].push\_back(7);      g[7].push\_back(3);      g[4].push\_back(10);      g[10].push\_back(4);      g[8].push\_back(7);      g[7].push\_back(8);      g[9].push\_back(7);      g[7].push\_back(9);        vector<int> v = { 7, 3, 8 };        cout << findLCA(n, g, v) << endl;  } |

Subtask 2: Ở đây có không quá 10 gốc khác nhau nhưng số lượng câu hỏi rất lớn nên phải tìm LCA nhanh chóng. Cụ thể hơn O (Nlog (N)) là đủ. Do không quá 10 gốc khác nhau nên độ phức tạp sẽ là O (10 × Nlog (N)).

#### **Cách tối ưu**

Subtask 3: Sử dụng 2 nhận xét sau:

* Với câu hỏi “r u v”, câu trả lời có thể là r, u, v, LCA (r,u), LCA (r, v), LCA (u,v), trong đó LCA (x,y) là LCA của x và y khi cây có gốc ở 1.
* LCA của u và v khi gốc tại r là đỉnh x sao cho tổng đường đi ngắn nhất từ x đến u, x đến v, và x đến r là nhỏ nhất

Với hai quan sát này, ta cần thực hiện hai hàm: tìm LCA và khoảng cách của hai đỉnh trong cây.

#### Đoạn code tham khảo

|  |
| --- |
| #include <bits/stdc++.h>  #define ios ios\_base::sync\_with\_stdio(false);cin.tie(NULL);cout.tie(NULL)  typedef long long ll;  typedef double dl;  #define pb push\_back  #define ins insert  #define pll pair<ll,ll>  #define fi first  #define se second  #define mpr make\_pair  #define vtr vector  #define itor iterator  #define N ll(1e9+7)  #define endl '\n'  #define cont continue  #define inf ll(1e10)  using namespace std;  #define val 20  vtr<ll> tin(ll(2e5+10)),tout(ll(2e5+10));  ll timer=0;  ll up[ll(2e5+10)][val];  vtr<ll> adj[ll(2e5+10)];  void dfs(ll src,ll par)  {  tin[src]=++timer;  ll i,j,v;  up[src][0]=par;  for(i=1;i<val;i++)  {  up[src][i]=up[up[src][i-1]][i-1];  }  for(i=0;i<adj[src].size();i++)  {  v=adj[src][i];  if(v!=par)  {  dfs(v,src);  }  }  tout[src]=++timer;  }  bool is\_ancestor(ll u,ll v)  {  return(tin[u]<=tin[v] and tout[u]>=tout[v]);  }  ll find\_ancestor(ll u,ll v)  {  if(is\_ancestor(u,v))return u;  if(is\_ancestor(v,u))return v;  ll i;  for(i=val-1;i>=0;i--)  {  if(!is\_ancestor(up[u][i],v))u=up[u][i];  }  return up[u][0];  }  int main()  {  ios;  ll n;  cin>>n;  timer=0;  ll num,i,j,u,v;  for(i=1;i<=n-1;i++)  {  cin>>u>>v;  adj[u].pb(v);  adj[v].pb(u);  }  dfs(1,1);  ll q,r;  cin>>q;  while(q--)  {  cin>>r>>u>>v;  if(u==v)cout<<u<<endl;  else  {  ll a1=find\_ancestor(u,v);  ll a2=find\_ancestor(u,r);  ll a3=find\_ancestor(v,r);  if(a1==a2)cout<<a3;  else if(a2==a3)cout<<a1;  else if(a3==a1)cout<<a2;  cout<<endl;  }  }  } |

#### Bộ test:

[**https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing**](https://drive.google.com/drive/folders/1PMPJRgyvIcNV5KlBo70kDzcLJIrnHQXs?usp=sharing)

# 

# C. Kết luận

Như vậy, đề tài của tôi đã đạt được những kết quả sau:

* Xây dựng và phân bậc được tư duy của học sinh thông qua các cách giải khác nhau, đồng thời qua từng bài đã phân tích được cách để phát triển tư duy từ cách chưa tối ưu sang cách tối ưu. Việc chỉ ra cho học sinh thấy những nhược điểm trong cách chưa tối ưu, sẽ giúp học sinh có thêm kinh nghiệm trong việc giải các bài tập tương tự sau này.
* Hệ thống bài tập tôi đưa ra không quá khó, nhằm khiến cho học sinh có thể vận dụng được thuật toán cơ bản trong đồ thị như dfs, bfs,…, sau đó tìm cách tối ưu nhờ những kiến thức được trang bị từ trước đó như quy hoạch động,…