**Notes:**

* You are required to upload your in–class implementations of problems 1 and 2 to Canvas. This is due by 9:50 AM today.
* You are required to turn in a written report (Word or PDF file) for the homework part (problems 3-5) of the lab and upload implementations to Canvas. These are due by 08:00 AM, September 20, 2017).
* Homework report must follow the guidelines provided in the sample report uploaded in Canvas.

**Objectives:**

* Implement merge sort
* Compare the performance of insertion sort and merge sort
* Improve the performance of merge sort by using insertion for sorting short arrays

**Problems**

1. Implement a method to sort a given array using the merge sort algorithm. Use the algorithm provided (see Page 2) instead of the algorithm from the textbook.
2. Write a driver program to test the merge sort algorithm for the arrays of varying lengths provided in Canvas.
3. Compare the execution time of merge sort with insertion sort implemented in Lab-2. Make sure you use the same array to compare the performance. Use a table or plot to summarize the results and document your observations and analysis in the report.
4. Based on the performance results obtained in Problem-3, modify the merge sort algorithm such that when the array size gets small enough, you would invoke insertion sort instead of invoking merge sort (hint: you have to change the base condition in the recursion). Instead of hardcoding the array size make it a variable that you can pass as an argument to the merge sort method and test this cutoff value with at least four different values.
5. Test the program for the same array sizes and values. Compare the performance with the original merge sort implementation, plot the execution times, and document the analysis in your lab report.

// NOTE: You have to allocate temp array in the main method and copy the original input array *A* to

// the *temp* array before invoking merge sort in the main method.

MERGE-SORT (A, temp, p , r)

if p < r

q = |\_ (p + r) / 2 \_|

MERGE-SORT (A, temp, p , q)

MERGE-SORT (A, temp, q + 1, r)

MERGE (A, temp, p, q, r)

//////////////////////////////////////////////

MERGE (A, temp, p, q, r)

// merge A[p..q] with A[q+1..r]

i = p

j = q + 1

// copy A[p..r] to temp[p..r]

for k = p to r

temp[k] = A[k]

//merge back to A[p..r]

for k = p to r

if i > q // left half empty, copy from the right

A[k] = temp[j]

j = j + 1

else if j > r // right half empty, copy from the left

A[k] = temp[i]

i = i + 1

else if temp[j] < temp[i] // copy from the right

A[k] = temp[j]

j = j + 1

else

A[k] = temp[i] // copy from the left

i = i + 1