1.Git

2. Core Java ->

2.1 -> Conditional Statements i.e if else if else

Current Bill Generation

10 units -> 10 per unit = 10\*10 =100

15 units -> 15 per unit

20 units -> 20 per unit

Above -> 30 per unit

3. Looping Statements

For loop -> for( int i=1;i<=5;i++ ) {

// statements

for(int j=1;j<=5;j++) {

}

}

For Each => we can discuss later.

While Loop =>

While(condition) {

}

Do while loop:

Do {

}while(condition);

4.Arrays.

Int I = 250;

Int []a = {1,2,3,4,5}; a.length = 5;

Int []a = new int[5];

a[0] = 1;

a[1] = 2;

a[2] = 3;

a[3] = 4;

a[4] = 5;

Arrays tasks:

int arr[] = {1,5,3,2,4};

asc = [1,2,3,4,5];

des = [5,4,3,2,1];

String arr[] = {“Naresh”, “Triveni”,”Veera”, “Sai”};

asc = [“Naresh”, “Sai”, “Triveni”, “Veera”];

desc = [“Veera”, “Triveni”,”Sai”,”Naresh”];

5. Packages

6. Object

If we want to create the memory and save some values we can create object.

7.Methods

Syntax For Method

accessModifier returnType methodName(Parameters) {}

Create Arithmetic class and create methods with return types.

OOPS Concepts:

1.Class

2.Object

3.Inheritence

4.Polymorphism

5.Encapsulation

6.Abstraction

1.Class

Class is Template or Bluprint Or UserDefined datatype => class Human {

String name;

String color;

String gender;

float height;

int weight;

}

2.Object

Object is a instance of class

It is physically exist.

Human h = new Human();

h.name = “naresh”;

h.color = “white”;

h.gender = “m”;

h,height = 5.8;

h.weight = 70;

3.Inheritence

Class Arithmetic {

Addition();

Substraction();

Multiplication();

Division();

}

Class Arithmetic2 extends Arithmetic {

Reminder();

}

Access Modifiers:

1.public: It is acceptable from one package to another package.it contains global access.public we can use at class level, method level and variable level.

2.private: private modifier we can access within the class only. private only methods and variables.

3.protected: protected modifier we can access within the same package and sub class. protected we can use at method level and variable level.

4.default: default modifier within the same package only. default we can use at class level, method level and variable level.

Encapsulation

Encapsulation is nothing but a properties and behaviours we can take as single unit or we can combine both.
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Abstraction:

Abstraction is nothing hiding internal implementation.

Abstraction we can achieve by 2 ways.

1. Interfaces -> 100%
2. Abstract classes -> 0 – 100%

Is it possible to create concrete methods in interface?NO

Is it possible to create concrete methods in abstract classes?Yes

Is it possible to create abstract methods in abstract classes?Yes

Task: Payroll task

Constructors

Constructor is used for to initialize the values into the object we can constructor.

Syntax for constructor:

accessModifier classname(){}

Access Modifiers for Constructor

We can private, protected, default and public as accessmodifiers.

static vs non-static, string

static is a key word, we can use static as a variable, method and block.

Static Variable

* Static variable -> The static variable can be used to refer to the common property of all objects (which is not unique for each object), for example, the company name of employees, college name of students, etc.
* The static variable gets memory only once in the class area at the time of class loading.
* Advantages of static variable
* It makes your program **memory efficient** (i.e., it saves memory).

Static Block

* Is used to initialize the static data member.
* It is executed before the main method at the time of classloading.

### Q) Can we execute a program without main() method?

Ans) No, one of the ways was the static block, but it was possible till JDK 1.6. Since JDK 1.7, it is not possible to execute a Java class without the [main method](https://www.javatpoint.com/java-main-method).

Static methods

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than the object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* A static method can access static data member and can change the value of it.

### Example of static method

1. //Java Program to demonstrate the use of a static method.
2. **class** Student{
3. **int** rollno;
4. String name;
5. **static** String college = "ITS";
6. //static method to change the value of static variable
7. **static** **void** change(){
8. college = "BBDIT";
9. }
10. //constructor to initialize the variable
11. Student(**int** r, String n){
12. rollno = r;
13. name = n;
14. }
15. //method to display values
16. **void** display(){System.out.println(rollno+" "+name+" "+college);}
17. }
18. //Test class to create and display the values of object
19. **public** **class** TestStaticMethod{
20. **public** **static** **void** main(String args[]){
21. Student.change();//calling change method
22. //creating objects
23. Student s1 = **new** Student(111,"Karan");
24. Student s2 = **new** Student(222,"Aryan");
25. Student s3 = **new** Student(333,"Sonoo");
26. //calling display method
27. s1.display();
28. s2.display();
29. s3.display();
30. }
31. }

Output:111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

### Another example of a static method that performs a normal calculation

1. //Java Program to get the cube of a given number using the static method
3. **class** Calculate{
4. **static** **int** cube(**int** x){
5. **return** x\*x\*x;
6. }
8. **public** **static** **void** main(String args[]){
9. **int** result=Calculate.cube(5);
10. System.out.println(result);
11. }
12. }

Output:125

### Restrictions for the static method

There are two main restrictions for the static method. They are:

1. The static method can not use non static data member or call non-static method directly.
2. this and super cannot be used in static context.
3. **class** A{
4. **int** a=40;//non static
6. **public** **static** **void** main(String args[]){
7. System.out.println(a);
8. }
9. }

Output:Compile Time Error

### Q) Why is the Java main method static?

Ans) It is because the object is not required to call a static method. If it were a non-static method, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) creates an object first then call main() method that will lead the problem of extra memory allocation.

HashCode

Hashcode is a method it will return address of the object.

String class

# Java String

In [Java](https://www.javatpoint.com/java-tutorial), string is basically an object that represents sequence of char values. An [array](https://www.javatpoint.com/array-in-java) of characters works same as Java string. For example:

1. **char**[] ch={'n’,’a’,’r’,’e’,’s’,’h’};
2. String s=**new** String(ch);

is same as:

1. String s="naresh";

**Java String** class provides a lot of methods to perform operations on strings such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements Serializable, Comparable and CharSequence [interfaces](https://www.javatpoint.com/interface-in-java).

![String in Java](data:image/png;base64,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)

## CharSequence Interface

The CharSequence interface is used to represent the sequence of characters. String, [StringBuffer](https://www.javatpoint.com/StringBuffer-class) and [StringBuilder](https://www.javatpoint.com/StringBuilder-class) classes implement it. It means, we can create strings in java by using these three classes.

![CharSequence in Java](data:image/png;base64,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)

The Java String is immutable which means it cannot be changed. Whenever we change any string, a new instance is created. For mutable strings, you can use StringBuffer and StringBuilder classes.

We will discuss immutable string later. Let's first understand what is String in Java and how to create the String object.

### What is String in java

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

### How to create a string object?

There are two ways to create String object:

1. By string literal
2. By new keyword

### 1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance
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In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool, that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

#### Note: String objects are stored in a special memory area known as the "string constant pool".

### Why Java uses the concept of String literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

### 2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

### Java String Example

1. **public** **class** StringExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java";//creating string by java string literal
4. **char** ch[]={'s','t','r','i','n','g','s'};
5. String s2=**new** String(ch);//converting char array to string
6. String s3=**new** String("example");//creating java string by new keyword
7. System.out.println(s1);
8. System.out.println(s2);
9. System.out.println(s3);
10. }}

java

strings

example

Type Casting

## Java Type Casting

Type casting is when you assign a value of one primitive data type to another type.

(or)

The process of converting the value of one data type (int, float, double, etc.) to another data type is known as typecasting.

In Java, there are two types of casting:

* **Widening Casting** (automatically) - converting a smaller type to a larger type size  
  byte -> short -> char -> int -> long -> float -> double
* **Narrowing Casting** (manually) - converting a larger type to a smaller size type  
  double -> float -> long -> int -> char -> short -> byte

## Widening Casting

Widening casting is done automatically when passing a smaller size type to a larger size type:

### Example

public class Main {

public static void main(String[] args) {

int myInt = 9;

double myDouble = myInt; // Automatic casting: int to double

System.out.println(myInt); // Outputs 9

System.out.println(myDouble); // Outputs 9.0

}

}

## Narrowing Casting

Narrowing casting must be done manually by placing the type in parentheses in front of the value:

### Example

public class Main {

public static void main(String[] args) {

double myDouble = 9.78;

int myInt = (int) myDouble; // Manual casting: double to int

System.out.println(myDouble); // Outputs 9.78

System.out.println(myInt); // Outputs 9

}

}

Upcasting and Downcasting
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Converting an object from one type to another is a very important aspect of Java which is popularly known as Typecasting. Let’s understand the concepts of Upcasting and Downcasting in Java in the following manner:

## ****What are Upcasting and Downcasting in Java?****

Upcasting (Generalization or Widening) is casting to a parent type in simple words casting individual type to one common type is called upcasting while downcasting (specialization or narrowing) is casting to a child type or casting common type to individual type.
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Upcasting can be done but for downcasting, we need to check the types or else we may get

ClassCastException

## ****Hierarchy Example****

Let’s take this example.

**Food -> Fruit -> Apple, Orange**

Food is the interface which is at the topmost level

|  |  |
| --- | --- |
| 1  2  3  4 | public interface Food {     public float getTotalCalories();     public String getOrigin();  } |

The fruit is the abstract class

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public abstract class Fruit implements Food {  public float getTotalCalories(){        return 0.50f;  }     public String getOrigin();  } |

Apple and Orange are the two concrete subclasses

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | public class Apple extends Fruit {  public float getTotalCalories() {      return 0.40f  }  public String getOrigin() {      return "someCity";    }  }  public class Orange extends Fruit {  public float getTotalCalories() {      return 0.30f  }  public String getOrigin() {      return "someOtherCity";  }  } |

In your case, a cast from an Apple to a Fruit is an upcast, because of an Apple is-a Fruit. whenever there is an inheritance i.e is-a relationship between two classes we can do upcasting.

For example, if we cast Apple to Fruit it is upcasting because Apple is of type Fruit here we are generalizing from child type to parent type. So, if there is an is-a relationship (inheritance) between two classes we can upcast.

Let’s look at a downcasting example:

Here we are narrowing the type of object i.e we are converting common type to individual type.

|  |  |
| --- | --- |
| 1  2 | Fruit fruit = new Apple();  Apple castedApple = (Apple) fruit; |

Here we are casting common type to individual type i.e superclass to subclass which is not possible directly in Java so we explicitly do the casting and tell the compiler that what the runtime type of the object. It is possible in this case because the fruit is Apple even if the reference type is Fruit.

Now, Suppose if you do this:

|  |  |
| --- | --- |
| 1  2 | Fruit fruit = new Fruit();  Apple notApple = (Apple) Fruit; |

Above code will throw an exception because fruit’s runtime object is Fruit but not Apple it is not possible to cast superclass to subclass so, this will end up with ClassCastException.

If we want to invoke the method of superclass we can simply do this using super keyword as super.methodName() or we can upcast the object.

If we want to invoke subclass’s method then we will need to downcast the object but we can run into ClassCastException so, if you want to avoid this exception you can use a keyword instanceof which will check the runtime type of the object before we cast the object as in below code.

|  |  |
| --- | --- |
|  | Fruit fruit = getSomeFruit(); #we dont really know what getSomeFruit is returning so we can check the type of fruit using instanceof  if (fruit instanceof Apple) {      // the object can be casted and the code won't fail      Apple castedApple = (Apple) fruit;  } |

As a Java developer, you will come across this usually, you may need to cast objects depending on the requirements so, now you know how to do a casting. And it isn’t really that hard to do.

## ****Why do we need Upcasting in Java?****

Generally, upcasting is not necessary. We need upcasting when we want to write code that deals with only the parent class. Consider the following class

|  |  |
| --- | --- |
| 1  2  3  4  5 | public class CalorieMeter{       public void readCalorie(Fruit fruit){            print("Calorie:" + fruit.getTotalCalories());       }  } |

Here we can pass any subtype of Fruit to readCalorie() method, thus it accepts both the objects of Apple and Orange class as they are the subtype of Fruit class.

|  |  |
| --- | --- |
| 1  2  3  4  5 | Apple apple = new Apple();  Orange orange = new Orange();  Caloriemeter caloriemeter = new CalorieMeter();  caloriemeter.readCalorie(apple);  caloriemeter.readCalorie(orange); |

## ****Why do we need Downcasting in Java?****

We use downcasting whenever we want to access behaviors of the subtypes. This is used more frequently than that of upcasting. Consider the following example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | public class CalorieMeter{       public void readCalorie(Fruit fruit){            print("Calorie:" + fruit.getTotalCalories());            //if the fruit is orange the object should print city            if(fruit instanceof Orange){               Orange orange = (Orange) fruit;               System.out.println("City:"+fruit.getOrigin());            }       }  } |

Here in readCalorie() method, we have checked the object which is passed if that object is of type Orange we have to downcast it and invoke the method getOrigin() which will give the origin of that fruit.

## ****Important Topics****

* When we cast object only the reference type of the object is changed but not the actual object type.
* Upcasting is safe and it does not fail.
* We need to check the instance of the object when we downcast the object using instanceof operator or we might get ClassCastException.

In this article, we covered what is upcasting and downcasting in Java. What is the hierarchy needed so that the object can be upcasted and downcasted also, how to use instanceof operator in order to check the type of object while downcasting so that we can avoid getting ClassCastException. Few import points like while casting only reference of object are changed and while downcasting we should check the type of object and upcasting is safe.