Clustering of Events

library(data.table)  
library(factoextra)

## Loading required package: ggplot2

## Welcome! Related Books: `Practical Guide To Cluster Analysis in R` at https://goo.gl/13EFCZ

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:data.table':  
##   
## between, first, last

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyverse)

## -- Attaching packages -------------------------------------------------------------------- tidyverse 1.2.1 --

## v tibble 1.4.1 v purrr 0.2.4  
## v tidyr 0.7.2 v stringr 1.2.0  
## v readr 1.1.1 v forcats 0.2.0

## -- Conflicts ----------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::between() masks data.table::between()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::first() masks data.table::first()  
## x dplyr::lag() masks stats::lag()  
## x dplyr::last() masks data.table::last()  
## x purrr::transpose() masks data.table::transpose()

train = fread("E:/USA/Projects/Research/R\_code/w6/train\_clust.csv",data.table = T)  
train = train[,-1]  
test = fread("E:/USA/Projects/Research/R\_code/w6/test\_clust.csv",data.table = T)  
test = test[,-1]

index = fread("E:/USA/Projects/Research/R\_code/w6/index\_all.csv")  
index$new = paste(index$RunName,index$win60s)  
train$new = paste(train$RunName,train$win60s)  
  
index\_train = as.data.table(train$new)  
colnames(index\_train)='new'  
index\_train = merge(index\_train, index[,c('c','new')],by = 'new')

event\_count = as.data.table(table(index\_train$c, dnn = c("events")))  
as.data.table(table(index\_train$c, dnn = c("events")))

## events N  
## 1: 101 31  
## 2: 101.5 1  
## 3: 102 397  
## 4: 102.5 3  
## 5: 103 267  
## 6: 103.5 4  
## 7: 104 171  
## 8: 105 205  
## 9: 105.5 1  
## 10: 106 475  
## 11: 108 2  
## 12: 110.99 1  
## 13: 111 331  
## 14: 200.995 1  
## 15: 201 47  
## 16: 202 169  
## 17: 202.5 2  
## 18: 203 732  
## 19: 203.5 6  
## 20: 204 129  
## 21: 204.5 1  
## 22: 205 604  
## 23: 205.5 2  
## 24: 206 160  
## 25: 253.5 2  
## 26: 301 95  
## 27: 301.995 1  
## 28: 302 31  
## 29: 302.5 3  
## 30: 302.995 1  
## 31: 303 56  
## 32: 303.5 2  
## 33: 304 712  
## 34: 304.01 1  
## 35: 304.5 2  
## 36: 305 118  
## 37: 305.5 3  
## 38: 306 484  
## 39: 306.01 1  
## 40: 306.5 1  
## 41: 307 127  
## 42: 307.03 1  
## 43: 307.5 1  
## 44: 308 262  
## 45: 308.01 1  
## 46: 308.49 1  
## 47: 309 31  
## 48: 309.005 1  
## 49: 310 1  
## 50: 311 1903  
## events N

events\_more\_than\_10 = 25 < event\_count$N & event\_count$N <= 100  
events\_more\_than\_10 = event\_count$events[events\_more\_than\_10]  
  
events\_more\_than\_100 = event\_count$N > 100  
events\_more\_than\_100 = event\_count$events[events\_more\_than\_100]

#this is for events having length greater than 100  
sample\_index = c()  
for (i in 1:length(events\_more\_than\_100)){  
 set.seed(1001)  
 s\_index = sample(index\_train$new[index\_train$c == events\_more\_than\_100[i]],100)  
 sample\_index = c(sample\_index, s\_index)  
   
}  
  
#this is for variable length less than 100  
sampl\_ind = c()  
for (i in 1:length(events\_more\_than\_10)) {  
 s\_index = index\_train$new[index\_train$c == events\_more\_than\_10[i]]  
 sampl\_ind = c(sampl\_ind, s\_index)  
  
  
#total sample index for clustering   
total\_ind = c(sampl\_ind, sample\_index)   
}

temp = as.data.frame(total\_ind,col.names = "new")  
colnames(temp) = "new"  
join\_temp = semi\_join(index\_train, temp, by = "new")

## Warning: Column `new` joining character vector and factor, coercing into  
## character vector

as.data.frame(table(join\_temp$c))

## Var1 Freq  
## 1 101 31  
## 2 102 100  
## 3 103 100  
## 4 104 100  
## 5 105 100  
## 6 106 100  
## 7 111 100  
## 8 201 47  
## 9 202 100  
## 10 203 100  
## 11 204 100  
## 12 205 100  
## 13 206 100  
## 14 301 95  
## 15 302 31  
## 16 303 56  
## 17 304 100  
## 18 305 100  
## 19 306 100  
## 20 307 100  
## 21 308 100  
## 22 309 31  
## 23 311 100

join\_train = semi\_join(train, temp, by = "new")

## Warning: Column `new` joining character vector and factor, coercing into  
## character vector

join\_train$new = NULL  
  
events\_train = inner\_join(temp, index\_train, by = "new")

## Warning: Column `new` joining factor and character vector, coercing into  
## character vector

shannon.entropy <- function(p)  
{  
 if (min(p) < 0 || sum(p) <= 0)  
 return(NA)  
 p.norm <- p[p>0]/sum(p)  
 -sum(log2(p.norm)\*p.norm)  
}  
features = function(data){  
 newdata = NULL  
 mean\_speed = as.data.frame( rep(0,dim(data)[1]))  
 mean\_acc\_lot =as.data.frame( rep(0,dim(data)[1]))  
 mean\_acc\_lan = as.data.frame(rep(0,dim(data)[1]))  
 sd\_speed = as.data.frame(rep(0,dim(data)[1]))  
 sd\_acc\_lot = as.data.frame(rep(0,dim(data)[1]))  
 sd\_acc\_lat = as.data.frame(rep(0,dim(data)[1]))  
 max\_speed = as.data.frame(rep(0,dim(data)[1]))  
 max\_acc\_lot = as.data.frame(rep(0,dim(data)[1]))  
 max\_acc\_lat = as.data.frame(rep(0,dim(data)[1]))  
 min\_speed = as.data.frame(rep(0,dim(data)[1]))  
 min\_acc\_lot = as.data.frame(rep(0,dim(data)[1]))  
 min\_acc\_lat = as.data.frame(rep(0,dim(data)[1]))  
 shenen\_speed = as.data.frame(rep(0,dim(data)[1]))  
 shenen\_acc\_lot = as.data.frame(rep(0,dim(data)[1]))  
 shenen\_acc\_lat = as.data.frame(rep(0,dim(data)[1]))  
 for (i in c(1:dim(data)[1])) {  
 mean\_speed[i,] = mean(unlist(data[i,4:64]))  
 mean\_acc\_lot[i,] = mean(unlist(data[i , 65:125]))  
 mean\_acc\_lan[i,] = mean(unlist(data[i, 126:186]))  
 sd\_speed[i,] = sd((unlist(data[ i,4:64])))  
 sd\_acc\_lot[i,] = sd((unlist(data[i , 65:125])))  
 sd\_acc\_lat[i,] = sd((unlist(data[i , 126:186])))  
 max\_speed[i,] = max((unlist(data[ i,4:64])))  
 max\_acc\_lot[i,] = max((unlist(data[i , 65:125])))  
 max\_acc\_lat[i,] = max((unlist(data[i , 126:186])))  
 min\_speed[i,] = min((unlist(data[ i,4:64])))  
 min\_acc\_lot[i,] = min((unlist(data[i , 65:125])))  
 min\_acc\_lat[i,] = min((unlist(data[i , 126:186])))  
 shenen\_speed[i,] = shannon.entropy((unlist(data[ i,4:64])))  
 shenen\_acc\_lot[i,] = shannon.entropy((unlist(data[i , 65:125])))  
 shenen\_acc\_lat[i,] = shannon.entropy((unlist(data[i , 126:186])))  
 }  
 newdata =as.data.table(cbind(mean\_speed,mean\_acc\_lot,mean\_acc\_lan, sd\_speed,sd\_acc\_lot,sd\_acc\_lat,  
 max\_speed,max\_acc\_lot,max\_acc\_lat,min\_speed,mean\_acc\_lot,mean\_acc\_lan,  
 shenen\_speed,shenen\_acc\_lot,shenen\_acc\_lat))  
 colnames(newdata) = c("mean\_speed","mean\_acc\_lot","mean\_acc\_lan", "sd\_speed","sd\_acc\_lot","sd\_acc\_lat","max\_speed",  
 "max\_acc\_lot","max\_acc\_lat","min\_speed", "mean\_acc\_lot","mean\_acc\_lan",  
 "shenen\_speed","shenen\_acc\_lot","shenen\_acc\_lat")  
 return(newdata)  
}

train\_feat = features(join\_train)

hc\_ward=hclust(dist(train\_feat), method="ward.D")

### Questions related to type of Dissimilarity measure to use?

plot(hc\_ward,main="ward.D", xlab="", sub="", cex=.9)
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fviz\_nbclust(train\_feat, hcut, method = "wss",hc\_method = "ward.D", main = "Ward.D") +  
 geom\_vline(xintercept = 2, linetype = 2)
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hc\_ward\_cut2 = cutree(hc\_ward,k = 2)  
hc\_ward\_cut3 = cutree(hc\_ward,k = 3)  
hc\_ward\_cut4 = cutree(hc\_ward,k = 4)

index\_train2 = cbind(events\_train[,2],as.data.table(hc\_ward\_cut2))  
index\_train2$V1 = as.factor(index\_train2$V1)  
index\_train2$hc\_ward\_cut2 =as.factor(index\_train2$hc\_ward\_cut2)  
  
ind1 = group\_by(index\_train2, V1) %>% summarize(size = length(hc\_ward\_cut2), clus1 = summary(hc\_ward\_cut2)[1],clus2 = summary(hc\_ward\_cut2)[2])  
  
ind\_new1 = ind1 %>% gather(`clus1`, `clus2`, key = cluster, value = count)  
ind\_new1$size = NULL  
ind\_new1$V1 = as.factor(ind\_new1$V1)  
ggplot(ind\_new1, aes(x=V1, y=count, fill = cluster, label = "cluster1","cluster2")) + geom\_bar(stat="identity",position="stack",width=0.95)+theme\_bw() + ylab("Number of Events") +xlab("Events")
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index\_train3 = cbind(events\_train[,2],as.data.table(hc\_ward\_cut3))  
index\_train3$V1 = as.factor(index\_train3$V1)  
index\_train3$hc\_ward\_cut3 =as.factor(index\_train3$hc\_ward\_cut3)  
  
ind2 = group\_by(index\_train3, V1) %>% summarize(size = length(hc\_ward\_cut3), clus1 = summary(hc\_ward\_cut3)[1],clus2 = summary(hc\_ward\_cut3)[2],clus3 = summary(hc\_ward\_cut3)[3])  
  
ind2 = ind2 %>% gather(`clus1`, `clus2`, `clus3`, key = cluster, value = count)  
ind2$size = NULL  
ind2$V1 = as.factor(ind2$V1)  
ggplot(ind2, aes(x=V1, y=count, fill = cluster, label = "cluster1","cluster2")) + geom\_bar(stat="identity",position="stack",width=0.95)+theme\_bw() + ylab("Number of Events") +xlab("Events")
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index\_train4 = cbind(events\_train[,2],as.data.table(hc\_ward\_cut4))  
index\_train4$V1 = as.factor(index\_train4$V1)  
index\_train4$hc\_ward\_cut4 =as.factor(index\_train4$hc\_ward\_cut4)  
  
ind3 = group\_by(index\_train4, V1) %>% summarize(clus1 = sum(hc\_ward\_cut4==1),clus2 = sum(hc\_ward\_cut4==2),clus3 = sum(hc\_ward\_cut4==3), clus4 = sum(hc\_ward\_cut4==4), clus5 = sum(hc\_ward\_cut4==5))  
  
  
ind3 = ind3 %>% gather(`clus1`, `clus2`, `clus3`,`clus4`, key = cluster, value = count)  
ind3$size = NULL  
ind3$V1 = as.factor(ind3$V1)  
ggplot(ind3, aes(x=V1, y=count, fill = cluster, label = "cluster1","cluster2")) + geom\_bar(stat="identity",position="stack",width=0.95)+theme\_bw() + ylab("Number of Events") +xlab("Events")

![](data:image/png;base64,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)

indices = ifelse(hc\_ward\_cut2==1,TRUE, FALSE)  
summary(as.factor(hc\_ward\_cut2))

## 1 2   
## 703 1288

summary(indices)

## Mode FALSE TRUE NA's   
## logical 1288 703 0

clust\_1 = train\_feat[indices]  
clust\_2 = train\_feat[!indices]

print("Results before Clusters, mean and Std Dev")

## [1] "Results before Clusters, mean and Std Dev"

mean(train\_feat$mean\_speed)

## [1] 39.99497

sd(train\_feat$mean\_speed)

## [1] 15.4165

print("~~~~~~")

## [1] "~~~~~~"

print("mean speed of cluster 1")

## [1] "mean speed of cluster 1"

mean(clust\_1$mean\_speed)

## [1] 23.65804

print("mean speed of Cluster 2")

## [1] "mean speed of Cluster 2"

mean(clust\_2$mean\_speed)

## [1] 48.91179

print("~~~~~~~~~")

## [1] "~~~~~~~~~"

print("Std Dev speed of cluster 1")

## [1] "Std Dev speed of cluster 1"

sd(clust\_1$mean\_speed)

## [1] 5.852188

print("Std Dev of Cluster 2")

## [1] "Std Dev of Cluster 2"

sd(clust\_2$mean\_speed)

## [1] 11.11088

mean(clust\_1$sd\_speed)

## [1] 4.942401

mean(clust\_2$sd\_speed)

## [1] 5.768045

indices1 = ifelse(hc\_ward\_cut3==1,TRUE, FALSE)  
indices2 = ifelse(hc\_ward\_cut3==2,TRUE, FALSE)  
indices3 = ifelse(hc\_ward\_cut3==3,TRUE, FALSE)  
summary(as.factor(hc\_ward\_cut3))

## 1 2 3   
## 703 785 503

clust\_1 = train\_feat[indices1]  
clust\_2 = train\_feat[indices2]  
clust\_3 = train\_feat[indices3]

print("Results before Clusters, mean and Std Dev")

## [1] "Results before Clusters, mean and Std Dev"

mean(train\_feat$mean\_speed)

## [1] 39.99497

sd(train\_feat$mean\_speed)

## [1] 15.4165

print("~~~~~~")

## [1] "~~~~~~"

print("mean speed of cluster 1")

## [1] "mean speed of cluster 1"

mean(clust\_1$mean\_speed)

## [1] 23.65804

print("mean speed of Cluster 2")

## [1] "mean speed of Cluster 2"

mean(clust\_2$mean\_speed)

## [1] 41.71187

print("mean speed of Cluster 3")

## [1] "mean speed of Cluster 3"

mean(clust\_3$mean\_speed)

## [1] 60.14825

print("~~~~~~~~~")

## [1] "~~~~~~~~~"

print("Std Dev speed of cluster 1")

## [1] "Std Dev speed of cluster 1"

sd(clust\_1$mean\_speed)

## [1] 5.852188

print("Std Dev of Cluster 2")

## [1] "Std Dev of Cluster 2"

sd(clust\_2$mean\_speed)

## [1] 6.793435

print("Std Dev of Cluster 3")

## [1] "Std Dev of Cluster 3"

sd(clust\_3$mean\_speed)

## [1] 6.070415

mean(clust\_1$sd\_speed)

## [1] 4.942401

mean(clust\_2$sd\_speed)

## [1] 7.806841

mean(clust\_3$sd\_speed)

## [1] 2.586226

indices1 = ifelse(hc\_ward\_cut4==1,TRUE, FALSE)  
indices2 = ifelse(hc\_ward\_cut4==2,TRUE, FALSE)  
indices3 = ifelse(hc\_ward\_cut4==3,TRUE, FALSE)  
indices4 = ifelse(hc\_ward\_cut4==4,TRUE, FALSE)  
summary(as.factor(hc\_ward\_cut4))

## 1 2 3 4   
## 703 530 503 255

clust\_1 = train\_feat[indices1]  
clust\_2 = train\_feat[indices2]  
clust\_3 = train\_feat[indices3]  
clust\_4 = train\_feat[indices4]

print("Results before Clusters, mean and Std Dev")

## [1] "Results before Clusters, mean and Std Dev"

mean(train\_feat$mean\_speed)

## [1] 39.99497

sd(train\_feat$mean\_speed)

## [1] 15.4165

print("~~~~~~")

## [1] "~~~~~~"

print("mean speed of cluster 1")

## [1] "mean speed of cluster 1"

mean(clust\_1$mean\_speed)

## [1] 23.65804

print("mean speed of Cluster 2")

## [1] "mean speed of Cluster 2"

mean(clust\_2$mean\_speed)

## [1] 43.67728

print("mean speed of Cluster 3")

## [1] "mean speed of Cluster 3"

mean(clust\_3$mean\_speed)

## [1] 60.14825

print("mean speed of Cluster 4")

## [1] "mean speed of Cluster 4"

mean(clust\_4$mean\_speed)

## [1] 37.62689

print("~~~~~~~~~")

## [1] "~~~~~~~~~"

print("Std Dev speed of cluster 1")

## [1] "Std Dev speed of cluster 1"

sd(clust\_1$mean\_speed)

## [1] 5.852188

print("Std Dev of Cluster 2")

## [1] "Std Dev of Cluster 2"

sd(clust\_2$mean\_speed)

## [1] 5.137351

print("Std Dev of Cluster 3")

## [1] "Std Dev of Cluster 3"

sd(clust\_3$mean\_speed)

## [1] 6.070415

print("Std Dev of Cluster 4")

## [1] "Std Dev of Cluster 4"

sd(clust\_4$mean\_speed)

## [1] 7.916425

mean(clust\_1$sd\_speed)

## [1] 4.942401

mean(clust\_2$sd\_speed)

## [1] 4.023099

mean(clust\_3$sd\_speed)

## [1] 2.586226

mean(clust\_4$sd\_speed)

## [1] 15.67109