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**Pattern Matcher Example**

1. Check that the String str conforms to the defined Pattern p, the matcher compares the str and pattern

**package** regularexpressionexample;

**import** java.util.regex.\*;

**public** **class** PatternTest {

**public** **static** **void** main(String[] args) {

Pattern p = Pattern.*compile*("[1-9]{5,}[a-z]{2,}.\*");

String str="12345da11";

System.***out***.println(*isMatch*(str, p));

}

**private** **static** **boolean** isMatch(String str, Pattern p){

Matcher match = p.matcher(str);

**return** match.matches();

}

}

12345da11-true

12345DaAa-false

**RegEx Groups Example**

1. Create the following class named RegExGroups

**package** regularexpressionexample;

**import** java.util.regex.\*;

**import** java.util.Scanner;

**public** **class** RegExGroups {

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

String date;

Pattern dateP = Pattern.*compile*("([0-9]{2})/([0-9]{2})/([0-9]{4})");

in.close();

}

**static** String getDate(Scanner in, Pattern dateP) {

**return** "";

}

}

2. Update the getDate method to use a matcher object

**static** String getDate(Scanner in, Pattern dateP) {

String date;

Matcher dateM;

**do** {

System.***out***.print("Enter a Date (dd/mm/yyyy): ");

date = in.nextLine();

dateM = dateP.matcher(date);

**if**(dateM.matches()){

String day = dateM.group(1);

String month = dateM.group(2);

String year = dateM.group(3);

date = month + "/" + day + "/" + year;

}//endif

}**while**(!dateM.matches());

**return** date;

}

3. Update the main method to call the getDate() method and display the updated date value in US style

**package** regularexpressionexample;

**import** java.util.regex.\*;

**import** java.util.Scanner;

**public** **class** RegExGroups {

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

String date;

Pattern dateP = Pattern.*compile*("([0-9]{2})/([0-9]{2})/([0-9]{4})");

date = *getDate*(in, dateP);

System.***out***.println("US style date - " + date);

in.close();

}

**static** String getDate(Scanner in, Pattern dateP) {

String date;

Matcher dateM;

**do** {

System.***out***.print("Enter a Date (dd/mm/yyyy): ");

date = in.nextLine();

dateM = dateP.matcher(date);

**if**(dateM.matches()){

String day = dateM.group(1);

String month = dateM.group(2);

String year = dateM.group(3);

date = month + "/" + day + "/" + year;

}//endif

}**while**(!dateM.matches());

**return** date;

}

}
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4. Create this method at the bottom of the class

**static** **boolean** validateDate(String newDate) {

DateFormat format = **new** SimpleDateFormat("dd/mm/yy");

format.setLenient(**false**);

String date = newDate;

**try** {

format.parse(date);

**return** **true**;

}**catch**(ParseException e) {

System.***out***.println(date + " is not valid according to "

+ ((SimpleDateFormat) format).toPattern() + " pattern.");

**return** **false**;

}

}

5. Update the code in the do-while loop of the getDate method so that only valid dates are accepted

**static** String getDate(Scanner in, Pattern dateP) {

String date;

Matcher dateM;

**boolean** validDate=**false**;

**do** {

System.***out***.print("Enter a Date (dd/mm/yyyy): ");

date = in.nextLine();

dateM = dateP.matcher(date);

**if**(dateM.matches()){

String day = dateM.group(1);

String month = dateM.group(2);

String year = dateM.group(3);

validDate = *validateDate*(date);

**if**(dateM.matches() && validDate)

date = month + "/" + day + "/" + year;

**else**

System.***out***.println("Incorrect date entered");

}//endif

}**while**(!(dateM.matches() && validDate));

**return** date;

}

**Replacing with Regular Expressions Example**

1. The following example will use a regular expression to remove multiple spaces from a String and replace them with a substring that consists of a single space

**package** regularexpressionexample;

**public** **class** RegExReplace {

**public** **static** **void** main(String[] args) {

String str = "help   me I have no idea what's going on! ! !";

str = str.replaceAll(" {2,}", " ");

System.***out***.println(str);

}

}
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**Replacing using a Matcher Example**

**package** regularexpressionexample;

**import** java.util.regex.Matcher;

**import** java.util.regex.Pattern;

**public** **class** RegExeptionMatcher {

**public** **static** **void** main(String[] args) {

//create the pattern

Pattern p = Pattern.*compile*("(J|j)ava");

//create the initial String

String str =

"Java courses are the best! You have got to love java.";

//print the contents of the string to screen

System.***out***.println(str);

//initialise the matcher

Matcher m = p.matcher(str);

//replace all pattern occurrences with the new substring

str = m.replaceAll("Oracle");

//print the contents of the string to screen

System.***out***.println(str);

}

}
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**4-2: Use regular expressions**

**Practice Activities**

**Vocabulary**

|  |  |
| --- | --- |
| . | A regular expression symbol that represents any character will create a match. |
| pattern | A class in the java.util.regex package that stores the format of a regular expression. |
| grouping | Segments of regular expressions starting with “(“ and ending with”)”, which may later be called by the Matcher method group(groupNumber). |
| [] | Used in regular expressions to allow character variability; may contain either a specified range of characters or a group of character options. |
| matcher | A class in the java.util.regex package that stores the possible matches between a Pattern and a String. |
| Regular expression | A character or sequence of characters that represents a string or multiple strings and allows for variability in matches. |
| . | A regular expression symbol that represents any character will create a match. |

Try It/Solve It:

1. List four symbols used in regular expressions and describe what each of them represents.

(.)-означает любой сивол

[]-символ для группировки, означает любой из перечисленных

{}-означает количество символов

?-один или отсутствует

2. Your teacher just gave you the answers to the final exam (hypothetically of course)! The only problem is that the answer key is in a secret code, with numbers and other characters that will never be answer choices.

The only hint at this time that the teacher gives you is that any character in the key that she gave you that is a, A, b, B, c, C, d, D, e, E, f, or F is part of the answer key in the order it appears in the coded answer key and any other character is not a part of the answer key. Each character is on its own line in the file provided by the teacher.

To decipher the coded answer key, complete the program below so that it properly reads each line of the file CodedAnswerKey as a string line (this part is done for you), use a regular expression to check if line is 1 of the 12 options for an answer on the exam if it is, add it to the string answers. Finally, print out answers.

**package** practice4\_2;

**import** java.util.regex.\*;

**import** java.io.\*;

**public** **class** AnswerKeyProblem {

**public** **static** **void** main(String[] args) **throws** IOException {

BufferedReader codedAnswers = **new** BufferedReader(**new** FileReader("CodedAnswerKey.txt"));

String line = codedAnswers.readLine();

String answer="";

**while**(line!=**null**)

{

line=codedAnswers.readLine();

**if**(line!=**null**&&line.matches("[a-fA-F]")) {

answer+=line;

}

}

System.***out***.println(answer);

}

}

3. It's almost time for your final exam and your teacher just announced that the answers only range from [a-dA-D]! She gives you one last instruction for decoding her answer key, “replace all e's with b's, all E's with A's, all f's with c's and all F's with D's. Then make the answer string all lower case so you can use it on the exam. If your answers are not all lower case, you may not use the answer sheet on the exam!” Write a static method finalAnswers that takes in String answers that you created in problem 2 and returns the string changed according to the teacher's final announcements.

**package** practice4\_2;

**import** java.util.regex.\*;

**import** java.io.\*;

**public** **class** AnswerKeyProblem {

**public** **static** **void** main(String[] args) **throws** IOException {

BufferedReader codedAnswers = **new** BufferedReader(**new** FileReader("CodedAnswerKey.txt"));

String line = codedAnswers.readLine();

String answer="";

**while**(line!=**null**)

{

line=codedAnswers.readLine();

**if**(line!=**null**&&line.matches("[a-fA-F]")) {

answer+=line;

}

}

answer=*finalAnswers*(answer);

System.***out***.println(answer);

}

**public** **static** String finalAnswers(String answer) {

answer.replaceAll("e", "b");

answer.replaceAll("E", "A");

answer.replaceAll("f", "c");

answer.replaceAll("F", "D");

answer=answer.toLowerCase();

**return** answer;

}

}

4. Given the following regular expressions, determine which of the following values for the String makes the matches method return true. The ? Symbol represents 0 or 1 occurrences of any character, the brackets [Bb] will only include one occurrence of either 'B' or 'b', and the \* represents 1 or more of any character.

a) str.matches(“?anana”)

answer: str=”banana”, str=”anana”

b) str2.matches(“[Bb]anana”)

answer: “banana”

c) str3.matches(“\*anana”)

answer: \* не может быть первым символом

**4-3: Recursion**

Forward Sequences

**public** **static** **double** forward(**double** limit) {

//Declare local variables.

**double** num1 = 5, result = 0;

//Add n to r, d times.

**for** (**double** i = 0; i < limit; i++) {

result += num1;

}//endfor

**return** result;

}

Recursive Sequences

**public** **static** **double** backward(**double** limit) {

// Declare local variable.

**double** num = 5;

**if** (limit <= 1)//base case

**return** num;

**else**

**return** *backward*(limit - 1) + num;

//endif

}

Linear Recursion Example

1. Create the following project (Do not run it)

**package** practice4\_3;

**public** **class** RecursionExample {

**public** **static** **void** main(String[] args) {

*recurseMethod*(4);

}

**static** **void** recurseMethod(**int** num){

**if**(num == 0)

**return**;

**else**{

System.***out***.println("hello " + num);

*recurseMethod*(--num);

System.***out***.println(""+num);

**return**;

}//endif

}

}

2. Trace through this example using the backwards thinking process on paper, what will be displayed?

hello 4

hello 3

hello 2

hello 1

0

1

2

3

3. Run the program

4. Compare the output to the trace through that you created in step 2

5. Does it match what you thought was going to happen?
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6. Add the following factorial problem to the RecursionExample code:

−Calls one copy of itself

−Calls itself until the base case

−Returns values from the lowest recursive call to original call

**public** **static** **double** factorial(**double** d) {

//Sort elements by title case.

**if** (d <= 1) {

**return** 1;

}

**else** {

**return** d \* *factorial*(d - 1);

}//endif

}

Non-linear Recursion Fibonacci Problem

**public** **static** **double** fibonacci(**double** d) {

// Sort elements by title case.

**if** (d < 2) {

**return** d;

}

**else** {

**return** *fibonacci*(d - 1) + *fibonacci*(d - 2);

}//endif

}

**Practice Activities**

Vocabulary

|  |  |
| --- | --- |
| Recursion | Is the process of recursively calling a copy of the same method until a base case is reached. In some cases, like the Fibonacci problem, two values may trigger alternate base cases that return values in non-linear recursion. In non-linear recursion, the base case may need to accommodate multiple return values. |
| Linear | Is the process of calling one and only one copy of the same method within a method. |
| Non-Linear | Is the process of calling two or more copies of the same method within a method. As a rule, the calls are separated by an operator in an algorithm. |
| Convergence | Is the process of backing into a problem by recursively calling a copy of the method until you arrive at a base case, and then returning the values up the chain to resolve a problem. |
| Base Case | The last case processed by a recursive program, which may also be processed for the last couple values. This is true when resolving a Fibonacci sequence for the first two values of the sequence. They are the last values calculated when recursively resolving the problem. |
| Recursive Case | Is the alternative to the base case, and run when the base case criteria isn't met. It runs when the program needs to call yet another copy or set of copies of itself to resolve a problem. |

Try It/Solve It

1. Create a class to define and test linear recursion. Name the class Linear. Implement the following:

a) A public class named “Linear”.

b) A pubic static method named “factorial” that takes a double and returns a double.

c) The base case should check whether the input value is less than or equal to 1.

d) The recursive case should return the input value multiplied against the result of a recursive call to the factorial method with the input value minus 1.

**static** **double** factorial(**double** num) {

**if**(num<=1) {

**return** 1;

}

**else** {

**return** *factorial*(num-1);

}

}

Create a static main method that tests the following:

a) A double variable named “d”.

b) Assign the value of d to be 5.0

c) Print the factorial value and the original input value.

d) While formatting may differ, this is the expected output:

e) Factorial [120.0] of [5.0]

**package** practice4\_3;

**public** **class** Linear {

**public** **static** **void** main(String[] args) {

**double** d=5.;

System.***out***.println("factorial value "+*factorial*(d)+" of "+d);

}

**static** **double** factorial(**double** num) {

**if**(num<=1) {

**return** 1;

}

**else** {

**return** num\**factorial*(num-1);

}

}

}

![](data:image/png;base64,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)

2. Create a class to define and test linear recursion. Name the class NonLinear. Implement the following:

a) A public class named “NonLinear”

b) A pubic static method named “fibonacci” that takes a double and returns a double.

c) The base case should check whether the input value is less than 2.

d) The recursive case should return the following:

e) return fibonacci(d - 1) + fibonacci(d - 2);

**static** **double** fibonacci(**double** d) {

**if**(d<2) {

**return** d;

}

**else** {

**return** *fibonacci*(d-1)+*fibonacci*(d-2);

}

}

Create a static main method that tests the following:

a) A double variable named “d”.

b) Check if the argument list contains any values, and assign the value of argument zero to the local double variable. If the argument list is empty assign a value of 5.

c) Print the fibonacci value and the original input value.

d) While formatting may differ, this is the expected output:

Fibonacci index [0.0] value [0.0]

Fibonacci index [1.0] value [1.0]

Fibonacci index [2.0] value [1.0]

Fibonacci index [3.0] value [2.0]

Fibonacci index [4.0] value [3.0]

**package** practice4\_3;

**import** java.util.Scanner;

**public** **class** NonLinear {

**public** **static** **void** main(String[] args) {

Scanner scan = **new** Scanner(System.***in***);

System.***out***.println("Input double variable:");

**double** d=scan.nextDouble();

**if**(d<5) {

d=0;

}

System.***out***.println("Fibonacci index: "+*fibonacci*(d)+" value "+d);

scan.close();

}

**static** **double** fibonacci(**double** d) {

**if**(d<2) {

**return** d;

}

**else** {

**return** *fibonacci*(d-1)+*fibonacci*(d-2);

}

}

}

3. Trace through the following code using a chart, and then apply backwards thinking to find the factorial of 7

public static double factorial(double d) {

// Sort elements by title case.

if (d <= 1) {

return 1;

}

else {

return d \* factorial(d - 1);

}//endif

}//end method factorial

|  |
| --- |
| d=7  7\*f(6) |
| d=6  6\*f(5) |
| d=5  5\*f(4) |
| d=4  4\*f(3) |
| d=3  3\*f(2) |
| d=2  2\*f(1) |
| d=1 |

**Merge Sort**

**package** mergesort;

**import** java.util.Arrays;

**import** java.util.Random;

**public** **class** MyMergeSort {

**public** **static** **void** main(String[] args) {

Random rand=**new** Random();

**double**[] arr=**new** **double** [1];

**for**(**int** i=0;i<arr.length;i++) {

arr[i]=rand.nextDouble()\*100;

}

System.***out***.println("Array: ");

*printArray*(arr);

MyMergeSort sort = **new** MyMergeSort();

sort.sort(arr, 0, arr.length-1);

System.***out***.println("Sorted array:");

*printArray*(arr);

}

**void** mergeSort(**double**[] array,**int** left,**int** middle, **int** right) {

**int** n1=middle-left+1;

**int** n2=right-middle;

**double**[] first=**new** **double**[n1];

**double**[] second=**new** **double**[n2];

**for**(**int** i=0;i<n1;++i) {

first[i]=array[left+i];

}

**for**(**int** j=0;j<n2;++j) {

second[j]=array[middle+1+j];

}

**int** i=0,j=0;

**int** k=left;

**while**(i<n1 && j<n2) {

**if**(first[i]<=second[j]) {

array[k]=first[i];

i++;

}

**else** {

array[k]=second[j];

j++;

}

k++;

}

**while**(i<n1) {

array[k]=first[i];

i++;

k++;

}

**while**(j<n2) {

array[k]=second[j];

j++;

k++;

}

}

**void** sort(**double**[] array,**int** l,**int** r) {

**if**(l<r) {

**int** m=(l+r)/2;

sort(array,l,m);

sort(array,m+1,r);

mergeSort(array,l,m,r);

}

}

**static** **void** printArray(**double**[] array) {

System.***out***.print(Arrays.*toString*(array));

System.***out***.println();

}

}

**1 элемент:**

![](data:image/png;base64,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)

**100 элементов:**

Array:

[22.147218263617884, 81.7368768098523, 7.164271809499024, 96.36157450383293, 76.71985075752332, 35.32282997898093, 15.804608265733954, 59.96017960384729, 44.64679517244231, 94.34946604818496, 95.00337046680512, 54.184249168285945, 53.15063010295324, 89.2801656780859, 42.387824234068425, 37.51813688860099, 74.47764876103722, 54.99526438728882, 28.915735399184726, 19.78503625456687, 85.40716923928258, 91.83765716294485, 4.154582533472972, 0.0557297653721367, 12.814393357157371, 59.40155696719681, 62.10320279317465, 50.03396244731173, 74.4451667104293, 10.001095648821623, 53.716074824148016, 60.06016887104241, 97.59609612315523, 39.946751897763846, 57.38822983581563, 50.12918229670248, 0.053686586789980506, 61.074141678794646, 21.881353286487837, 36.69645163566236, 47.431259345620205, 72.41096368649615, 77.51931847567431, 37.551232796865094, 58.952640000143155, 42.434423511404106, 70.95409179682618, 91.66407604353338, 19.766696599631185, 96.062781108704, 16.400512494045028, 68.6698849968608, 72.03698768948232, 37.341124013422224, 71.96122319559255, 43.52668366218991, 99.33596870178698, 28.722840032167284, 43.5105806219769, 15.894197975901337, 89.28329613059502, 90.91469240241948, 90.5790916468217, 60.90518455805576, 57.902978683483354, 83.44481761068377, 58.77755245548186, 8.2564151596198, 45.83427572438541, 75.4292996749357, 91.52274008897805, 59.92508100285009, 51.316352210524094, 18.454509336882897, 80.17415806475007, 73.3203314058281, 47.77692989146682, 89.05865841870981, 96.1639561298186, 56.30852694329776, 44.89025110930882, 76.98755395966874, 11.299882008153627, 43.304726878166655, 91.12991300064095, 57.21583851076396, 53.1436971303137, 47.50180959083904, 83.12720097714339, 98.66649234359102, 61.21518488203974, 13.31254158461932, 42.55576397675149, 30.627713555898993, 6.744540927149433, 25.22884896348019, 44.79861555464406, 9.057745392075422, 13.793563629016614, 64.55636350249915]

Sorted array:

[0.053686586789980506, 0.0557297653721367, 4.154582533472972, 6.744540927149433, 7.164271809499024, 8.2564151596198, 9.057745392075422, 10.001095648821623, 11.299882008153627, 12.814393357157371, 13.31254158461932, 13.793563629016614, 15.804608265733954, 15.894197975901337, 16.400512494045028, 18.454509336882897, 19.766696599631185, 19.78503625456687, 21.881353286487837, 22.147218263617884, 25.22884896348019, 28.722840032167284, 28.915735399184726, 30.627713555898993, 35.32282997898093, 36.69645163566236, 37.341124013422224, 37.51813688860099, 37.551232796865094, 39.946751897763846, 42.387824234068425, 42.434423511404106, 42.55576397675149, 43.304726878166655, 43.5105806219769, 43.52668366218991, 44.64679517244231, 44.79861555464406, 44.89025110930882, 45.83427572438541, 47.431259345620205, 47.50180959083904, 47.77692989146682, 50.03396244731173, 50.12918229670248, 51.316352210524094, 53.1436971303137, 53.15063010295324, 53.716074824148016, 54.184249168285945, 54.99526438728882, 56.30852694329776, 57.21583851076396, 57.38822983581563, 57.902978683483354, 58.77755245548186, 58.952640000143155, 59.40155696719681, 59.92508100285009, 59.96017960384729, 60.06016887104241, 60.90518455805576, 61.074141678794646, 61.21518488203974, 62.10320279317465, 64.55636350249915, 68.6698849968608, 70.95409179682618, 71.96122319559255, 72.03698768948232, 72.41096368649615, 73.3203314058281, 74.4451667104293, 74.47764876103722, 75.4292996749357, 76.71985075752332, 76.98755395966874, 77.51931847567431, 80.17415806475007, 81.7368768098523, 83.12720097714339, 83.44481761068377, 85.40716923928258, 89.05865841870981, 89.2801656780859, 89.28329613059502, 90.5790916468217, 90.91469240241948, 91.12991300064095, 91.52274008897805, 91.66407604353338, 91.83765716294485, 94.34946604818496, 95.00337046680512, 96.062781108704, 96.1639561298186, 96.36157450383293, 97.59609612315523, 98.66649234359102, 99.33596870178698]

**101 элемент:**

Array:

[74.34129382145863, 38.11097536732254, 28.745185072769676, 98.2530258899411, 61.7747745569039, 74.0053017088149, 5.660288450877982, 80.60966361849064, 62.42674959598038, 89.00045975720012, 68.77624385596755, 18.912759748235953, 22.306702062819106, 53.124721468418, 64.55593142851698, 0.3870846838168518, 99.64251335185654, 83.39386406159073, 82.04853347685516, 99.0745552055706, 25.638027405047314, 31.48115201952303, 12.177338189094844, 46.60670005236114, 31.829227955850104, 56.672635027613104, 92.30444914178008, 65.88843556383215, 36.10750165664853, 46.61073601149056, 6.705313809937619, 4.463798590270541, 81.13862714837839, 72.64567211362979, 16.80865694341741, 92.71315560675782, 48.69126844880681, 44.05550557492087, 76.40509544882659, 43.535355298060864, 31.29897377797537, 55.96213624353605, 46.50030407594608, 4.797142468181892, 28.7147049837142, 9.461878765804654, 62.08631032899359, 73.58610513932916, 50.777245775641546, 19.305756658794138, 18.827139322174645, 82.1823321474379, 50.59383466402946, 14.40593777425443, 41.502649479132025, 69.66780796468738, 82.35365624829814, 79.5112662524218, 68.0271366179587, 60.221551148237694, 76.6218807680576, 82.58615746625078, 32.956840534275976, 79.40237132983836, 52.62416000820084, 81.74357229981467, 62.623237223524, 53.100020074187896, 41.816624849640775, 8.024186144141353, 0.37658374219941004, 50.33943132401929, 79.94656495502676, 75.88028775520466, 64.8968815381339, 50.75166069476167, 35.84417877998418, 81.91430015566885, 7.12706055822011, 40.27901126907602, 84.34587157022546, 14.238287398104987, 72.10588424789607, 64.56077958959622, 98.0347990926784, 9.762176705575666, 90.82562458382178, 98.4499068341672, 27.894461175521844, 64.78484023779576, 24.21237078180497, 22.239797218946933, 66.50635329419981, 25.453587873109594, 56.42433415086911, 30.43439879991009, 39.08277037126491, 58.97402641862634, 87.88629821843449, 37.27361117438757, 47.411107779344206]

Sorted array:

[0.37658374219941004, 0.3870846838168518, 4.463798590270541, 4.797142468181892, 5.660288450877982, 6.705313809937619, 7.12706055822011, 8.024186144141353, 9.461878765804654, 9.762176705575666, 12.177338189094844, 14.238287398104987, 14.40593777425443, 16.80865694341741, 18.827139322174645, 18.912759748235953, 19.305756658794138, 22.239797218946933, 22.306702062819106, 24.21237078180497, 25.453587873109594, 25.638027405047314, 27.894461175521844, 28.7147049837142, 28.745185072769676, 30.43439879991009, 31.29897377797537, 31.48115201952303, 31.829227955850104, 32.956840534275976, 35.84417877998418, 36.10750165664853, 37.27361117438757, 38.11097536732254, 39.08277037126491, 40.27901126907602, 41.502649479132025, 41.816624849640775, 43.535355298060864, 44.05550557492087, 46.50030407594608, 46.60670005236114, 46.61073601149056, 47.411107779344206, 48.69126844880681, 50.33943132401929, 50.59383466402946, 50.75166069476167, 50.777245775641546, 52.62416000820084, 53.100020074187896, 53.124721468418, 55.96213624353605, 56.42433415086911, 56.672635027613104, 58.97402641862634, 60.221551148237694, 61.7747745569039, 62.08631032899359, 62.42674959598038, 62.623237223524, 64.55593142851698, 64.56077958959622, 64.78484023779576, 64.8968815381339, 65.88843556383215, 66.50635329419981, 68.0271366179587, 68.77624385596755, 69.66780796468738, 72.10588424789607, 72.64567211362979, 73.58610513932916, 74.0053017088149, 74.34129382145863, 75.88028775520466, 76.40509544882659, 76.6218807680576, 79.40237132983836, 79.5112662524218, 79.94656495502676, 80.60966361849064, 81.13862714837839, 81.74357229981467, 81.91430015566885, 82.04853347685516, 82.1823321474379, 82.35365624829814, 82.58615746625078, 83.39386406159073, 84.34587157022546, 87.88629821843449, 89.00045975720012, 90.82562458382178, 92.30444914178008, 92.71315560675782, 98.0347990926784, 98.2530258899411, 98.4499068341672, 99.0745552055706, 99.64251335185654]

Merge Sort – исп-я нелинейная рекурсия. Это процесс вызова двух или более копий одного и того же метода внутри метода. Как правило, вызовы разделяются оператором в алгоритме
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**Quick Sort**

**package** quicksort;

**import** java.util.Arrays;

**import** java.util.Random;

**public** **class** MyQuickSort {

**public** **static** **void** main(String[] args) {

Random rand=**new** Random();

// double[] arr=new double [1];

**double**[] arr=**new** **double** [100];

// double[] arr=new double[101];

**for**(**int** i=0;i<arr.length;i++) {

arr[i]=rand.nextDouble()\*100;

}

System.***out***.println("Array: ");

*printArray*(arr);

MyQuickSort sort = **new** MyQuickSort();

sort.*quickSort*(arr, 0, arr.length - 1);

System.***out***.println("Sorted array:");

*printArray*(arr);

}

**public** **static** **void** quickSort(**double**[] arr, **int** left, **int** right) {

**if** (left < right) {

**int** pivotIndex = *partition*(arr, left, right);

*quickSort*(arr, left, pivotIndex - 1);

*quickSort*(arr, pivotIndex + 1, right);

}

}

**private** **static** **int** partition(**double**[] arr, **int** left, **int** right) {

**double** pivot = arr[right];

**int** i = left - 1;

**for** (**int** j = left; j < right; j++) {

**if** (arr[j] <= pivot) {

i++;

*swap*(arr, i, j);

}

}

*swap*(arr, i + 1, right);

**return** i + 1;

}

**private** **static** **void** swap(**double**[] arr, **int** i, **int** j) {

**double** temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

**static** **void** printArray(**double**[] array) {

// for(double num:array) {

// System.out.print(Arrays.toString(num));

// }

System.***out***.print(Arrays.*toString*(array));

System.***out***.println();

}

}