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## Problem Statement

This case requires trainees to develop a customer segmentation to define marketing strategy. The sample dataset summarizes the usage behaviour of about 9000 active credit card holders during the last 6 months. The file is at a customer level with 18 behavioural variables.

## Data PreProcessing

Here we are now doing a data preprocessing and we will be cresting the New KPI’s and also we will be doing data scaling and treating the outliers.

set.seed(25)  
credit = read.csv('credit-card-data.csv',header = T , na.strings = c(" ","","NA","NAN"))  
  
str(credit)

## 'data.frame': 8950 obs. of 18 variables:  
## $ CUST\_ID : Factor w/ 8950 levels "C10001","C10002",..: 1 2 3 4 5 6 7 8 9 10 ...  
## $ BALANCE : num 40.9 3202.5 2495.1 1666.7 817.7 ...  
## $ BALANCE\_FREQUENCY : num 0.818 0.909 1 0.636 1 ...  
## $ PURCHASES : num 95.4 0 773.2 1499 16 ...  
## $ ONEOFF\_PURCHASES : num 0 0 773 1499 16 ...  
## $ INSTALLMENTS\_PURCHASES : num 95.4 0 0 0 0 ...  
## $ CASH\_ADVANCE : num 0 6443 0 206 0 ...  
## $ PURCHASES\_FREQUENCY : num 0.1667 0 1 0.0833 0.0833 ...  
## $ ONEOFF\_PURCHASES\_FREQUENCY : num 0 0 1 0.0833 0.0833 ...  
## $ PURCHASES\_INSTALLMENTS\_FREQUENCY: num 0.0833 0 0 0 0 ...  
## $ CASH\_ADVANCE\_FREQUENCY : num 0 0.25 0 0.0833 0 ...  
## $ CASH\_ADVANCE\_TRX : int 0 4 0 1 0 0 0 0 0 0 ...  
## $ PURCHASES\_TRX : int 2 0 12 1 1 8 64 12 5 3 ...  
## $ CREDIT\_LIMIT : num 1000 7000 7500 7500 1200 1800 13500 2300 7000 11000 ...  
## $ PAYMENTS : num 202 4103 622 0 678 ...  
## $ MINIMUM\_PAYMENTS : num 140 1072 627 NA 245 ...  
## $ PRC\_FULL\_PAYMENT : num 0 0.222 0 0 0 ...  
## $ TENURE : int 12 12 12 12 12 12 12 12 12 12 ...

summary(credit)

## CUST\_ID BALANCE BALANCE\_FREQUENCY PURCHASES   
## C10001 : 1 Min. : 0.0 Min. :0.0000 Min. : 0.00   
## C10002 : 1 1st Qu.: 128.3 1st Qu.:0.8889 1st Qu.: 39.63   
## C10003 : 1 Median : 873.4 Median :1.0000 Median : 361.28   
## C10004 : 1 Mean : 1564.5 Mean :0.8773 Mean : 1003.20   
## C10005 : 1 3rd Qu.: 2054.1 3rd Qu.:1.0000 3rd Qu.: 1110.13   
## C10006 : 1 Max. :19043.1 Max. :1.0000 Max. :49039.57   
## (Other):8944   
## ONEOFF\_PURCHASES INSTALLMENTS\_PURCHASES CASH\_ADVANCE PURCHASES\_FREQUENCY  
## Min. : 0.0 Min. : 0.0 Min. : 0.0 Min. :0.00000   
## 1st Qu.: 0.0 1st Qu.: 0.0 1st Qu.: 0.0 1st Qu.:0.08333   
## Median : 38.0 Median : 89.0 Median : 0.0 Median :0.50000   
## Mean : 592.4 Mean : 411.1 Mean : 978.9 Mean :0.49035   
## 3rd Qu.: 577.4 3rd Qu.: 468.6 3rd Qu.: 1113.8 3rd Qu.:0.91667   
## Max. :40761.2 Max. :22500.0 Max. :47137.2 Max. :1.00000   
##   
## ONEOFF\_PURCHASES\_FREQUENCY PURCHASES\_INSTALLMENTS\_FREQUENCY  
## Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.00000 1st Qu.:0.0000   
## Median :0.08333 Median :0.1667   
## Mean :0.20246 Mean :0.3644   
## 3rd Qu.:0.30000 3rd Qu.:0.7500   
## Max. :1.00000 Max. :1.0000   
##   
## CASH\_ADVANCE\_FREQUENCY CASH\_ADVANCE\_TRX PURCHASES\_TRX CREDIT\_LIMIT   
## Min. :0.0000 Min. : 0.000 Min. : 0.00 Min. : 50   
## 1st Qu.:0.0000 1st Qu.: 0.000 1st Qu.: 1.00 1st Qu.: 1600   
## Median :0.0000 Median : 0.000 Median : 7.00 Median : 3000   
## Mean :0.1351 Mean : 3.249 Mean : 14.71 Mean : 4494   
## 3rd Qu.:0.2222 3rd Qu.: 4.000 3rd Qu.: 17.00 3rd Qu.: 6500   
## Max. :1.5000 Max. :123.000 Max. :358.00 Max. :30000   
## NA's :1   
## PAYMENTS MINIMUM\_PAYMENTS PRC\_FULL\_PAYMENT TENURE   
## Min. : 0.0 Min. : 0.02 Min. :0.0000 Min. : 6.00   
## 1st Qu.: 383.3 1st Qu.: 169.12 1st Qu.:0.0000 1st Qu.:12.00   
## Median : 856.9 Median : 312.34 Median :0.0000 Median :12.00   
## Mean : 1733.1 Mean : 864.21 Mean :0.1537 Mean :11.52   
## 3rd Qu.: 1901.1 3rd Qu.: 825.49 3rd Qu.:0.1429 3rd Qu.:12.00   
## Max. :50721.5 Max. :76406.21 Max. :1.0000 Max. :12.00   
## NA's :313

missing\_val = data.frame(apply(credit, 2, function(x){sum(is.na(x))}))  
missing\_val

## apply.credit..2..function.x...  
## CUST\_ID 0  
## BALANCE 0  
## BALANCE\_FREQUENCY 0  
## PURCHASES 0  
## ONEOFF\_PURCHASES 0  
## INSTALLMENTS\_PURCHASES 0  
## CASH\_ADVANCE 0  
## PURCHASES\_FREQUENCY 0  
## ONEOFF\_PURCHASES\_FREQUENCY 0  
## PURCHASES\_INSTALLMENTS\_FREQUENCY 0  
## CASH\_ADVANCE\_FREQUENCY 0  
## CASH\_ADVANCE\_TRX 0  
## PURCHASES\_TRX 0  
## CREDIT\_LIMIT 1  
## PAYMENTS 0  
## MINIMUM\_PAYMENTS 313  
## PRC\_FULL\_PAYMENT 0  
## TENURE 0

credit$CREDIT\_LIMIT[is.na(credit$CREDIT\_LIMIT)] = median(credit$CREDIT\_LIMIT, na.rm = T)  
credit$MINIMUM\_PAYMENTS[is.na(credit$MINIMUM\_PAYMENTS)] = median(credit$MINIMUM\_PAYMENTS, na.rm = T)  
sum(is.na(credit))

## [1] 0

## Deriving New KPI’s

Here we are deriving New KPI as asked in a problem statements.

* Monthly average perchase is purchases by tenure
* monthly cash advance is cash advance by tenure
* creating categories by using One\_off purchase and installment purchases
* limit usage is basically ratio of balance to limit usage.Lower limit usage implies cutomers are maintaing thier balance properly and it also mean that they have a good credit score
* Pay\_minPay is the ratio of payments to minimum payments

These are the new KPI’s formed

#New Variables creation#   
credit$Monthly\_Avg\_PURCHASES <- credit$PURCHASES/(credit$TENURE)  
credit$Monthly\_CASH\_ADVANCE <- credit$CASH\_ADVANCE/(credit$TENURE)  
credit$LIMIT\_USAGE <- credit$BALANCE/credit$CREDIT\_LIMIT  
credit$MIN\_PAYMENTS\_RATIO <- credit$PAYMENTS/credit$MINIMUM\_PAYMENTS  
  
credit$PURCHASE\_TYPE <- dplyr::case\_when(  
 credit$ONEOFF\_PURCHASES == 0 & credit$INSTALLMENTS\_PURCHASES == 0 ~ 'none',  
 credit$ONEOFF\_PURCHASES > 0 & credit$INSTALLMENTS\_PURCHASES == 0 ~ 'oneoff',  
 credit$ONEOFF\_PURCHASES > 0 & credit$INSTALLMENTS\_PURCHASES > 0 ~ 'both\_oneoff\_installment',  
 credit$ONEOFF\_PURCHASES ==0 & credit$INSTALLMENTS\_PURCHASES > 0 ~ 'installment'  
)  
credit$PURCHASE\_TYPE <- as.factor(credit$PURCHASE\_TYPE)  
  
colnames(credit)

## [1] "CUST\_ID" "BALANCE"   
## [3] "BALANCE\_FREQUENCY" "PURCHASES"   
## [5] "ONEOFF\_PURCHASES" "INSTALLMENTS\_PURCHASES"   
## [7] "CASH\_ADVANCE" "PURCHASES\_FREQUENCY"   
## [9] "ONEOFF\_PURCHASES\_FREQUENCY" "PURCHASES\_INSTALLMENTS\_FREQUENCY"  
## [11] "CASH\_ADVANCE\_FREQUENCY" "CASH\_ADVANCE\_TRX"   
## [13] "PURCHASES\_TRX" "CREDIT\_LIMIT"   
## [15] "PAYMENTS" "MINIMUM\_PAYMENTS"   
## [17] "PRC\_FULL\_PAYMENT" "TENURE"   
## [19] "Monthly\_Avg\_PURCHASES" "Monthly\_CASH\_ADVANCE"   
## [21] "LIMIT\_USAGE" "MIN\_PAYMENTS\_RATIO"   
## [23] "PURCHASE\_TYPE"

str(credit)

## 'data.frame': 8950 obs. of 23 variables:  
## $ CUST\_ID : Factor w/ 8950 levels "C10001","C10002",..: 1 2 3 4 5 6 7 8 9 10 ...  
## $ BALANCE : num 40.9 3202.5 2495.1 1666.7 817.7 ...  
## $ BALANCE\_FREQUENCY : num 0.818 0.909 1 0.636 1 ...  
## $ PURCHASES : num 95.4 0 773.2 1499 16 ...  
## $ ONEOFF\_PURCHASES : num 0 0 773 1499 16 ...  
## $ INSTALLMENTS\_PURCHASES : num 95.4 0 0 0 0 ...  
## $ CASH\_ADVANCE : num 0 6443 0 206 0 ...  
## $ PURCHASES\_FREQUENCY : num 0.1667 0 1 0.0833 0.0833 ...  
## $ ONEOFF\_PURCHASES\_FREQUENCY : num 0 0 1 0.0833 0.0833 ...  
## $ PURCHASES\_INSTALLMENTS\_FREQUENCY: num 0.0833 0 0 0 0 ...  
## $ CASH\_ADVANCE\_FREQUENCY : num 0 0.25 0 0.0833 0 ...  
## $ CASH\_ADVANCE\_TRX : int 0 4 0 1 0 0 0 0 0 0 ...  
## $ PURCHASES\_TRX : int 2 0 12 1 1 8 64 12 5 3 ...  
## $ CREDIT\_LIMIT : num 1000 7000 7500 7500 1200 1800 13500 2300 7000 11000 ...  
## $ PAYMENTS : num 202 4103 622 0 678 ...  
## $ MINIMUM\_PAYMENTS : num 140 1072 627 312 245 ...  
## $ PRC\_FULL\_PAYMENT : num 0 0.222 0 0 0 ...  
## $ TENURE : int 12 12 12 12 12 12 12 12 12 12 ...  
## $ Monthly\_Avg\_PURCHASES : num 7.95 0 64.43 124.92 1.33 ...  
## $ Monthly\_CASH\_ADVANCE : num 0 536.9 0 17.1 0 ...  
## $ LIMIT\_USAGE : num 0.0409 0.4575 0.3327 0.2222 0.6814 ...  
## $ MIN\_PAYMENTS\_RATIO : num 1.447 3.826 0.992 0 2.771 ...  
## $ PURCHASE\_TYPE : Factor w/ 4 levels "both\_oneoff\_installment",..: 2 3 4 4 4 2 1 2 1 4 ...

credit\_copy = credit

## preparing for Machine Learning

Here we will be preparing the data for machine learning algorithm. we Need to convert the purchase\_type column into binary variable.

transformed\_variables <- c("BALANCE","BALANCE\_FREQUENCY",   
 "PURCHASES", "ONEOFF\_PURCHASES", "INSTALLMENTS\_PURCHASES",   
 "CASH\_ADVANCE","PURCHASES\_FREQUENCY","ONEOFF\_PURCHASES\_FREQUENCY",  
 "PURCHASES\_INSTALLMENTS\_FREQUENCY","CASH\_ADVANCE\_FREQUENCY",   
 "CASH\_ADVANCE\_TRX", "PURCHASES\_TRX", "CREDIT\_LIMIT",   
 "PAYMENTS", "MINIMUM\_PAYMENTS","PRC\_FULL\_PAYMENT","TENURE", "Monthly\_Avg\_PURCHASES","Monthly\_CASH\_ADVANCE",  
 "LIMIT\_USAGE","MIN\_PAYMENTS\_RATIO") # vector of variables to be log transformed  
  
credit\_transformed\_data <- credit %>% # preserve original dataset  
 .[,-c(1,23)] %>% #dropping CUST\_ID and PURCHASE\_TYPE  
 mutate\_at(vars(transformed\_variables), funs(log(1 + .))) %>% # add 1 to each value to avoid log0  
 mutate\_at(c(2:17), funs(c(scale(.)))) # scale all numeric variables to mean of 0 & sd = 1

## Warning: funs() is soft deprecated as of dplyr 0.8.0  
## Please use a list of either functions or lambdas:   
##   
## # Simple named list:   
## list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`:   
## tibble::lst(mean, median)  
##   
## # Using lambdas  
## list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## This warning is displayed once per session.

#taking only the variable which we use for KPI  
credit\_transformed\_selected <- credit\_transformed\_data[,-c(1,3,6,17,14,15,16,13)]  
  
colnames(credit\_transformed\_selected)

## [1] "BALANCE\_FREQUENCY" "ONEOFF\_PURCHASES"   
## [3] "INSTALLMENTS\_PURCHASES" "PURCHASES\_FREQUENCY"   
## [5] "ONEOFF\_PURCHASES\_FREQUENCY" "PURCHASES\_INSTALLMENTS\_FREQUENCY"  
## [7] "CASH\_ADVANCE\_FREQUENCY" "CASH\_ADVANCE\_TRX"   
## [9] "PURCHASES\_TRX" "Monthly\_Avg\_PURCHASES"   
## [11] "Monthly\_CASH\_ADVANCE" "LIMIT\_USAGE"   
## [13] "MIN\_PAYMENTS\_RATIO"

binary\_purchase\_type <- to.dummy(credit$PURCHASE\_TYPE, "purchase\_type")  
  
credit\_transformed\_selected <- cbind(credit\_transformed\_selected,binary\_purchase\_type)  
  
colnames(credit\_transformed\_selected)

## [1] "BALANCE\_FREQUENCY"   
## [2] "ONEOFF\_PURCHASES"   
## [3] "INSTALLMENTS\_PURCHASES"   
## [4] "PURCHASES\_FREQUENCY"   
## [5] "ONEOFF\_PURCHASES\_FREQUENCY"   
## [6] "PURCHASES\_INSTALLMENTS\_FREQUENCY"   
## [7] "CASH\_ADVANCE\_FREQUENCY"   
## [8] "CASH\_ADVANCE\_TRX"   
## [9] "PURCHASES\_TRX"   
## [10] "Monthly\_Avg\_PURCHASES"   
## [11] "Monthly\_CASH\_ADVANCE"   
## [12] "LIMIT\_USAGE"   
## [13] "MIN\_PAYMENTS\_RATIO"   
## [14] "purchase\_type.both\_oneoff\_installment"  
## [15] "purchase\_type.installment"   
## [16] "purchase\_type.none"   
## [17] "purchase\_type.oneoff"

cormat <- round(cor(credit\_transformed\_selected),3)  
credit\_corr <- melt(cormat)

ggplot(data = credit\_corr,aes (x = Var1,y = Var2,fill = value)) +  
theme(axis.text.x = element\_text(angle = 45, vjust = 1,size = 9, hjust = 1)) +  
geom\_tile()
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## Standardrizing and scaling of the data

We can reduce the number of variable by using the PCA (principal Component Algorithm). For PCA to work we need to scale the data and then we will be using the PCA. Before Applying the PCA we need to find the optimal value for number of component. we will be using the elbow method to find the optimal number of component

credit\_scale = scale(credit\_transformed\_selected)  
  
credit\_scale = as.data.frame(credit\_scale)  
dim(credit\_scale)

## [1] 8950 17

credit\_pca <- prcomp(credit\_scale)  
  
names(credit\_pca)

## [1] "sdev" "rotation" "center" "scale" "x"

credit\_pca$center

## BALANCE\_FREQUENCY ONEOFF\_PURCHASES   
## -7.713026e-18 9.636922e-19   
## INSTALLMENTS\_PURCHASES PURCHASES\_FREQUENCY   
## -3.785593e-17 4.267691e-17   
## ONEOFF\_PURCHASES\_FREQUENCY PURCHASES\_INSTALLMENTS\_FREQUENCY   
## 3.670365e-17 6.558999e-18   
## CASH\_ADVANCE\_FREQUENCY CASH\_ADVANCE\_TRX   
## 1.181938e-17 -1.832178e-17   
## PURCHASES\_TRX Monthly\_Avg\_PURCHASES   
## -1.997006e-17 -4.203419e-17   
## Monthly\_CASH\_ADVANCE LIMIT\_USAGE   
## -2.942343e-18 1.892884e-18   
## MIN\_PAYMENTS\_RATIO purchase\_type.both\_oneoff\_installment   
## -1.318545e-17 1.190854e-18   
## purchase\_type.installment purchase\_type.none   
## -9.923781e-17 3.101182e-17   
## purchase\_type.oneoff   
## -1.935137e-17

credit\_pca$scale

## [1] FALSE

credit\_pca$rotation

## PC1 PC2 PC3  
## BALANCE\_FREQUENCY 0.02970710 0.240072217 -0.26313956  
## ONEOFF\_PURCHASES 0.21410721 0.406078184 0.23916545  
## INSTALLMENTS\_PURCHASES 0.31205063 -0.098403659 -0.31562528  
## PURCHASES\_FREQUENCY 0.34582323 0.015813410 -0.16284334  
## ONEOFF\_PURCHASES\_FREQUENCY 0.21470195 0.362207806 0.16322234  
## PURCHASES\_INSTALLMENTS\_FREQUENCY 0.29545081 -0.112002477 -0.33002935  
## CASH\_ADVANCE\_FREQUENCY -0.21433583 0.286073833 -0.27858553  
## CASH\_ADVANCE\_TRX -0.22939348 0.291555606 -0.28508932  
## PURCHASES\_TRX 0.35550341 0.106624771 -0.10274279  
## Monthly\_Avg\_PURCHASES 0.34599214 0.141635391 0.02398613  
## Monthly\_CASH\_ADVANCE -0.24386117 0.264317622 -0.25742721  
## LIMIT\_USAGE -0.14630190 0.235709775 -0.25127813  
## MIN\_PAYMENTS\_RATIO 0.11963162 0.021328016 0.13635689  
## purchase\_type.both\_oneoff\_installment 0.24139215 0.273675977 -0.13193476  
## purchase\_type.installment 0.08220908 -0.443375470 -0.20868331  
## purchase\_type.none -0.31028278 -0.005213539 -0.09691138  
## purchase\_type.oneoff -0.04213752 0.167737275 0.47274947  
## PC4 PC5 PC6  
## BALANCE\_FREQUENCY 0.353548687 0.228680754 0.693815814  
## ONEOFF\_PURCHASES -0.001519524 0.023197008 -0.129094254  
## INSTALLMENTS\_PURCHASES -0.087982599 0.002181369 -0.115223015  
## PURCHASES\_FREQUENCY 0.074616666 -0.115947716 0.081878633  
## ONEOFF\_PURCHASES\_FREQUENCY -0.036303132 0.051279437 0.097299004  
## PURCHASES\_INSTALLMENTS\_FREQUENCY -0.023502025 -0.025871312 -0.006730740  
## CASH\_ADVANCE\_FREQUENCY -0.096352556 -0.360132311 -0.066588914  
## CASH\_ADVANCE\_TRX -0.103484065 -0.332752510 -0.082307035  
## PURCHASES\_TRX 0.054296296 -0.104970995 0.009401792  
## Monthly\_Avg\_PURCHASES 0.079372898 -0.194146654 -0.015878030  
## Monthly\_CASH\_ADVANCE -0.135291816 -0.268026007 -0.058258298  
## LIMIT\_USAGE 0.431681652 0.181884667 -0.024297511  
## MIN\_PAYMENTS\_RATIO -0.591561004 -0.215445825 0.572466894  
## purchase\_type.both\_oneoff\_installment -0.254709583 0.340849320 -0.294708307  
## purchase\_type.installment 0.190829116 -0.353821446 0.086086800  
## purchase\_type.none -0.245103766 0.342221935 0.176809261  
## purchase\_type.oneoff 0.338548865 -0.362584507 0.060697768  
## PC7 PC8 PC9  
## BALANCE\_FREQUENCY 0.09173787 -0.431064339 -0.112621289  
## ONEOFF\_PURCHASES -0.11207671 -0.108809159 -0.007506005  
## INSTALLMENTS\_PURCHASES -0.15801822 -0.074729483 -0.179761704  
## PURCHASES\_FREQUENCY 0.26571934 0.163098977 0.317796727  
## ONEOFF\_PURCHASES\_FREQUENCY 0.47928010 0.481208548 -0.342413071  
## PURCHASES\_INSTALLMENTS\_FREQUENCY 0.02066155 -0.018221837 0.572047213  
## CASH\_ADVANCE\_FREQUENCY 0.10158695 -0.104466837 -0.151573653  
## CASH\_ADVANCE\_TRX 0.06177460 -0.060774470 -0.023484354  
## PURCHASES\_TRX 0.10871589 0.181945908 0.111716677  
## Monthly\_Avg\_PURCHASES -0.15503284 0.008362292 -0.065560225  
## Monthly\_CASH\_ADVANCE 0.02757110 0.028309616 0.169043764  
## LIMIT\_USAGE -0.57028318 0.542110667 0.012883535  
## MIN\_PAYMENTS\_RATIO -0.44103227 0.155002599 -0.004476100  
## purchase\_type.both\_oneoff\_installment -0.15864522 -0.261627280 -0.125737623  
## purchase\_type.installment 0.02287131 0.129173667 -0.403572317  
## purchase\_type.none 0.22616541 0.269451649 0.254485821  
## purchase\_type.oneoff -0.07736328 -0.118462881 0.311377731  
## PC10 PC11 PC12  
## BALANCE\_FREQUENCY 0.072681049 0.003270399 -0.019471900  
## ONEOFF\_PURCHASES 0.041911211 -0.186745099 0.104968406  
## INSTALLMENTS\_PURCHASES 0.070318830 -0.111173241 0.013310855  
## PURCHASES\_FREQUENCY -0.087597670 0.224448083 0.264717157  
## ONEOFF\_PURCHASES\_FREQUENCY 0.024551408 0.193346653 0.141212772  
## PURCHASES\_INSTALLMENTS\_FREQUENCY -0.146495038 0.080048402 0.172078415  
## CASH\_ADVANCE\_FREQUENCY -0.574926430 -0.119684198 0.235813990  
## CASH\_ADVANCE\_TRX -0.081652414 0.012850292 -0.364328421  
## PURCHASES\_TRX 0.004815034 -0.132382711 -0.772376064  
## Monthly\_Avg\_PURCHASES 0.154011522 -0.676758212 0.239721419  
## Monthly\_CASH\_ADVANCE 0.753475887 0.120702202 0.144827843  
## LIMIT\_USAGE -0.098819934 0.094187403 0.037285750  
## MIN\_PAYMENTS\_RATIO -0.069078416 0.135305619 -0.011157306  
## purchase\_type.both\_oneoff\_installment -0.018073429 0.294116264 -0.016241612  
## purchase\_type.installment 0.102429411 0.042105274 0.050139408  
## purchase\_type.none -0.030061463 -0.475576361 -0.001061546  
## purchase\_type.oneoff -0.057825292 0.111239217 -0.033982732  
## PC13 PC14 PC15  
## BALANCE\_FREQUENCY -0.026773693 0.010774081 -0.011799331  
## ONEOFF\_PURCHASES -0.060703616 -0.062922863 -0.565615937  
## INSTALLMENTS\_PURCHASES -0.273825563 0.039339520 0.581150706  
## PURCHASES\_FREQUENCY 0.617722661 -0.248151197 0.106667765  
## ONEOFF\_PURCHASES\_FREQUENCY -0.351837251 -0.009092037 0.100497914  
## PURCHASES\_INSTALLMENTS\_FREQUENCY -0.555235612 0.024011574 -0.247817722  
## CASH\_ADVANCE\_FREQUENCY 0.090805500 0.445192487 -0.000859998  
## CASH\_ADVANCE\_TRX -0.129237775 -0.698803099 0.007735549  
## PURCHASES\_TRX 0.142454298 0.373509839 -0.076034254  
## Monthly\_Avg\_PURCHASES 0.102521416 -0.158659754 0.110384146  
## Monthly\_CASH\_ADVANCE 0.040175744 0.275211333 -0.008129671  
## LIMIT\_USAGE 0.022563468 -0.007199258 -0.002074872  
## MIN\_PAYMENTS\_RATIO 0.022377693 -0.003482872 -0.016949179  
## purchase\_type.both\_oneoff\_installment 0.152577987 0.004855332 0.008592734  
## purchase\_type.installment -0.022251309 -0.030846725 -0.360433603  
## purchase\_type.none 0.007432856 -0.029148013 0.043512405  
## purchase\_type.oneoff -0.157334673 0.057482336 0.330224339  
## PC16 PC17  
## BALANCE\_FREQUENCY -0.002840445 -2.095296e-16  
## ONEOFF\_PURCHASES 0.561410322 -1.455831e-14  
## INSTALLMENTS\_PURCHASES 0.526958878 1.546913e-14  
## PURCHASES\_FREQUENCY 0.216924086 -5.779553e-15  
## ONEOFF\_PURCHASES\_FREQUENCY -0.110616285 5.527948e-15  
## PURCHASES\_INSTALLMENTS\_FREQUENCY -0.184999143 7.653131e-15  
## CASH\_ADVANCE\_FREQUENCY 0.008681222 -1.272357e-15  
## CASH\_ADVANCE\_TRX -0.013183035 1.595619e-15  
## PURCHASES\_TRX -0.023146276 -6.874869e-15  
## Monthly\_Avg\_PURCHASES -0.447156988 2.597173e-15  
## Monthly\_CASH\_ADVANCE 0.005866518 7.366525e-16  
## LIMIT\_USAGE 0.003086279 -2.670582e-16  
## MIN\_PAYMENTS\_RATIO -0.001062543 1.690909e-16  
## purchase\_type.both\_oneoff\_installment -0.272490715 -5.360651e-01  
## purchase\_type.installment 0.065374536 -5.035909e-01  
## purchase\_type.none 0.175643204 -4.864236e-01  
## purchase\_type.oneoff 0.058763213 -4.716169e-01

dim(credit\_pca$x)

## [1] 8950 17

std\_dev <- credit\_pca$sdev  
pca\_var <- std\_dev^2  
  
pca\_varex <- pca\_var/sum(pca\_var)

plot(pca\_varex, xlab = "Principal Component",  
 ylab = "Proportion of Variance Explained",  
 type = "b")
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This plot tells us that selecting 5 components we can preserve something around 87% of the total variance of the data. It makes sense, we’ll not use 100% of our variance, because it denotes all components, and we want only the principal ones. With this information in our hands, we can implement the PCA for 5 best components.

plot(cumsum(pca\_varex), xlab = "Principal Component",  
 ylab = "Cumulative Proportion of Variance Explained",  
 type = "b")
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This plot shows that 5 components results in variance close to ~ 87%. Therefore, in this case, we’ll select number of components as 5 [PC1 to PC5] and proceed to the modeling stage. This completes the steps to implement PCA on train data. For modeling, we’ll use these 5 components as predictor variables and follow the normal procedures.

credit\_pca\_data <- data.frame(credit\_pca$x)  
credit\_pca\_data <- credit\_pca\_data[,1:5]  
dim(credit\_pca\_data)

## [1] 8950 5

## Clustering Algorithm - K Means Clustering

Now Our data is ready after we have done the feature selection and scaling of the data.

Before we start the KMeans we need find the optimal cluster value.for the we will be elbow method to find the optimal number of cluster.

kmean\_withinss <- function(k) {  
cluster <- kmeans(credit\_pca\_data, k)  
return (cluster$tot.withinss)  
}  
  
max\_k <- 10  
wss <- sapply(2:max\_k, kmean\_withinss)  
  
# Create a data frame to plot the graph  
elbow <-data.frame(2:max\_k, wss)

ggplot(elbow, aes(x = X2.max\_k, y = wss)) +  
geom\_point() +  
geom\_line() +  
scale\_x\_continuous(breaks = seq(1, 20, by = 1))
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From the graph, you can see the optimal k is 4, where the curve is starting to have a diminishing return. Once you have our optimal k, you run the algorithm with k equals to 4 and evaluate the clusters.

## Applying the K value 4

pc\_cluster\_4 <-kmeans(credit\_pca\_data, 4)  
cluster\_df <- (pc\_cluster\_4$cluster)  
pc\_cluster\_4$centers

## PC1 PC2 PC3 PC4 PC5  
## 1 -0.5469527 0.99148953 2.3044494 0.9049383 -0.7747818  
## 2 1.0192177 -2.37441234 -0.8745912 0.4503346 -0.6573398  
## 3 -3.8635229 -0.02076308 -0.4779493 -0.6005808 0.6456682  
## 4 2.4760461 1.26016466 -0.4971120 -0.5235628 0.5681826

pc\_cluster\_4$size

## [1] 1874 2228 2090 2758

center <-pc\_cluster\_4$centers  
center

## PC1 PC2 PC3 PC4 PC5  
## 1 -0.5469527 0.99148953 2.3044494 0.9049383 -0.7747818  
## 2 1.0192177 -2.37441234 -0.8745912 0.4503346 -0.6573398  
## 3 -3.8635229 -0.02076308 -0.4779493 -0.6005808 0.6456682  
## 4 2.4760461 1.26016466 -0.4971120 -0.5235628 0.5681826

# create dataset with the cluster number  
cluster <- c(1: 4)  
center\_df <- data.frame(cluster, center)  
# Reshape the data  
center\_reshape <- gather(center\_df, features, values, PC1:PC5)  
head(center\_reshape)

## cluster features values  
## 1 1 PC1 -0.5469527  
## 2 2 PC1 1.0192177  
## 3 3 PC1 -3.8635229  
## 4 4 PC1 2.4760461  
## 5 1 PC2 0.9914895  
## 6 2 PC2 -2.3744123

cluster\_scatter <- cbind(credit\_pca\_data,pc\_cluster\_4$cluster)  
names(cluster\_scatter)[6] <- "Cluster"

ggplot(data=cluster\_scatter, aes(x=PC1, y=PC2, color=factor(Cluster))) +   
geom\_point()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA0lBMVEUAAAAAADoAAGYAOpAAZrYAv8QzMzM6AAA6ADo6AGY6OmY6OpA6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmOgBmtrZmtv9uTU1uTW5uTY5ubqtuq+R8rgCOTU2OTW6OTY6ObquOyP+QOgCQOjqQkDqQtpCQ27aQ29uQ2/+rbk2rbm6rbo6rjk2r5P+2ZgC22/+2///HfP/Ijk3I///bkDrb///kq27k///r6+vy8vL4dm3/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T////vsexXAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2di5/bNnLH14mVXNroYvta5xIruTp9xZd6a8ZOzNJ2u3aW//+/VBHEYwYYPDnUStz5fRIvCQ4hAl8N3oSuRtGmdXXXDyBaVwJ44xLAG5cA3rgE8MYlgDeuNsB930//Z1RgwhTN6T6pLhpmWC0SwGtGwwyrRQJ4zWiYYbVIAK8ZDTOsFgngNaNhhtUiAbxmNMywWiSA14yGGVaLBPCa0TDDapEAXjMaZlgtEsBrRsMMq0UCeM1omGG1SACvGQ0zrBYJ4DWjYYbVIgHcdR1HNKQJM6wWZQD/vt/vv3k9HX36Yf/orQmuTShTfq3xSV3nCN9DwL8+1we3L56Pvz82wbUJZcqvahPgnQKY0u3fX+qjT397Pd5891qf1SaUKb9qTSA8AUzpWC7v98qJb75/O376ccL9xVGneDIGKXgFRqd4lrtSGvDNX19qL37/yACeVPtNZnKIWpMSD678pI15sJKqh50HT7qj/Ko2KaiDKz9ps4Avsg6+82jWJFeoNOCpYL79ZcJ6++LZBbaikQ105wXR1JisTa9A+X7wn18q1734fjCqkNuj2RjgiGoTypRfiz4JAI6RFsBGtQllyq+4Sb74BYCjviyAjWoTypRfURUUv+BLIICzqk0oU34pDcMQmBQBzlsLYKPahDLl16RhIAhXAY4bC2Cj2oQy5dckEnBJHWyiSXwZBLBRbUKZ8msSDbjikwRwgWoTypRfSlQdLICjujzAiz8J9JaWRFNiwgyrRfcAsAbp23RadZ8kgNfMryYTQzEGGBAWwEa1CWXKr0IT7JYaYlAgC+CEahPKlF9lJh61riNQwgtVnySA6/LiBID7GGB9re6TBPCa+VVmErL0AEs3KavahDLlV6FJrDCGZ6SxADaqTShTfjWbTBTpsWh0IoCNahPKlF+VJpEKVgDnVZtQpvyqM4k2kadgMJwlgEPVJpQpv+pMUn0gd62g7dX+NMywWrRFwJpUGeBU0OKnYYbVogsBTE0hxWKxpBKdXAGcVm1C620A0TEyCRyLBZCCg5SZrpQAhqpNaLUNJBoCDkjE61fbBc7jkzrYqTah1TaDljaxx9Of4/8+i4h3AsBFQ1nSijaqTWhckaJ3AIRBHWyDk4CtIoCjhbEANqpNaFTRytUD7IUmAYMYfcBk87rqgQVwXV6kWk9JwPFPglF6dbAGSwLu4GhmQgK4Ki8SgGEdDAOpUn0E9SqK0ndgqv/kDMfIRe+jchLAQHm+JppERwnCC74zHVZPe7AFnOstCeCqvAhsLBwfcMLXkXeaKIimNKqDqWEOAWxUm9BiG4exBLAK8ehpeTRhVdyH1r2rgwXwpNqEFtsAjPZgtBcGwpjmSwM2wRRg+0lSB4+sgDE2yk9H7wIuxUl3xCQjanzgGhNmWC26a8A+UbqJDD3YK8XnyjO8LcuXICyAjWoTGleqI4yisYQHRHj2VSKWAsCdMyt/4PsBmE8KTZWlHuqw4RZwByzHHNvZ8UdwuFGdhQenXXgElsQthu/QwZGOmM96HozLa/Fgo9qExjXkCWPAYYFs+cYA994x6CcJYFq1CY2rHLCbKvRvsES9U9KFezzwZXmXPrAArsqLfox0cOloFLrgBufAthkW4+uznmVOBLBRbUKTNvQABhGNLooHo96syQF8TWhIcwzHPOTdpJhqE1pn4/WDRhiMhJDNBTgavESHY+/XxYErC2Cj2oQW2ACn1ZwMRQpwVwgYHI+YKVVYC2Cj2oTmbVCxDPlawBCv6xkhwL0Hfb5Rn4w4PAK464ghzMpECWDCBgK2TSUL2LSdhx4CPv4LStshrHttPevLfA+8aYexYO2sAK7KCzQOiWeCQVVr+VrAAwDs2kpkEUwDphxYAFvVJjRjA/gO7tgBdQ6M6BtO9pMIlN4cYaSFbR9GAM+qTWjGxrmv81rcaHbDV9CRMeCIw/b62hhcDGb+YR0cAy2As3mx2+08Gwutp/n2YHjDXe50/1f3pCyriAt3wSUCMI6kIlG0CTOsFp0e8G4HCds62OvmYsDGpg+b2+p0aochdy2Sv7cDPBXArIAnYa49/IOWywK+5q4ONpum0FLAsBWNwgUwD2ALr+99D+5BSe27c+jDpkGNuFV5MAG+IlECGAjxBYUwAdj4LVF6e4SHkE/AUZ8Gh5HvQ1WiBDAl3y1DjGosmrzixxIBaozIq+mleY2JEsA+Ghqw78q+HADAV7FC04XKAlMjnZkIaEyUAHZyhXCcaNA3tsNYkPBcB89NaezQsVdXEq6b4iuAa/LClrXAkfuoLw/zmHRn+r92gl+HGV4YcMgNH5CUlyRKADt5gHEwwbcfBsTGFdeAbw6wR5psgSWeOX3VSzczrBbd7VCloYooho4NnNvkv3FgB9g4tzr2imGixO6pzlSf6iAp5fjjdDPDatFdj0UPYQMrAIzGNiAJx9dCNKfW08C16JIOE2SGtBN+KoDJhEZl61aqQNbhY4+/B44PAtwZ5IbBAJjC47jsAzuH9iWAyYTSaHvkoxHAvV6XB4wgzaG3gAdI3JXmhtUYB+wNU3pvlAeEy9PNDKtFywGjyaFiwHHXBUXyYDw4Adi1p9xKntkasbNTRSRg3P/1cRcnapOA8dxBLeBo4QwAB9+DTtfBLmTs7HSDNcEN6RRg9VnxKwJ4CeCR7BT5gINxTMsXUHaASVI0YHoMM9HOEsCFeaExjmRDGo94qFrAQ9zZ/q4HuCP7wK5tHHPjonHK+wi4sQ4ObDyAoJs0qu9QwBcB7mnHDdy4dDFACb0CE2ZYLTp5K9r7PhgbDRUR1n9mwLgoB4BtrUuXzRhbnmyGrwDO5IVfoo+ALzHvr6ppB7inAHd2CV4IODkznMY8P1jAWwCXAtb0AN9g3NI4LV0HQ6IUYAJ36VIPi9XeKIBrAbtiGDIlAIeFtyUMaQ5++3kID8sA970AbgfcAwcm6HkvNIBw1c4KmsyAoX/BWZS9LiyAgRYANkL0/MWUIXjVjO7CTpGD6AcP7kot3xmsPZA6uAUwNYOUWM2xs/TAtwHyDVHafnEV4J7mulXAN9/u98/V0e/7/f6b1zqYAzBN2ANs+78OsPNWsMADzxUaVjowuqoyyvfeAP7048vx5q8vp8Nfn4NwFsB0aypyApfWGcJmxgiit6QAdG/VXYkL3xfA7x+PGu3t31+CcBbAFF/cskLOPMD1V1Yd6A9DDb53O3wZwMoKsN404EmTFx///WGvC+svjmL5aAXGX/Rsz43B4AYpp5sANYt4AN1iM48E3R3DG8t2wdO2F68s4NsXz6Y/U0HtvPgEHuwMHGG96k6DdT5sqeORj+W6Bx786Ydn7sTWw6sA9htYpUvhje86vr3aWmkZ2hjjjQG++Ra2rVYDTBCP8u3Qdh3WleOrZSNz+cWojTo9rbwlwI7v+0dvx9tfWLtJeIAymBGO87Wv+2O0UcI0tpIgCNh+LbYEeOr8HttWN9+9ng7/bBvSPIDpEcqMLGB3AAFXMI4B7v1gf6XAhgDHxA04rt4fnTZcO3AwgLYXQ+Mq/fqpAC4GXMbXvT7a6/fMwOpnxJMNMMkbrt7yhQM3CZhauFMxFk2hNVBHLwhihDy5+Aa8PcAkXxi8RcDk0rvS2SSqDo6vqMQc0RHcygGdLOOLXikGibJUBXAOcLyVFQHsMtz+xeHzWXYRzxyU/B70eCjbJcphFcBZwL7jAr6UJQWCBjz4k0kkwzRhdDL6GyfqQzLdkex7c/XgZz/sf//bD/njp6fK9kpZf/hTcEtwz8e/hDZ3Brgn/XYBYDw6qc0Gby5pgfQiALtZmrsQTzedex+fPA3CCH5vHk6QP/9tgvyUMgiD3k3WWHcGGC7Nikp9C/z5CJ+rz9bD3ePQhZQtYBim1JnSPAuYcsYwTLnj9Uzszee/FQGenR6JE7BPOAXY2Pv0CH/GCy+DpZPUYo6oJrsljI8P3NGAQWgG8Icvr64eqn+vvp6YmLOv9fH44at/u/rs1REq9PUjTQV0+kfd+9Td89krfQ/hwozdpIBwEeCEE0e2VgqIzX8LAXfZOf/Ua+KRbQGqACtGCt2bz1798dNDdTyFTcfT/x++VIXz18hHAeD575dPzT3Kwad7KKdmG+hoBJxw3/Cq2WbHkbXnGcDxN9MKYafMWgD/328Amg57d3TB6Z8jO11Rf/jqFQVYh9p7jrbqHqp6Zy2iPcIFdXC2fI66sDkwp/Yfmq8brPbQJPmWEbYu3NfUwe9U81gBMrCm8tWAnAGTHjxeq5JcHU6N7Kms15bK71cAvNtRhAtGMxOAE8KjVmYRBwEYjlQTfIfICy8k4RxgKt1xwB+fHPs+x4M0YOOQxwYXBDxdONa4CrCudNcFvOMDTLxlmCRtOJHChgHgAcwlI16Q7PSUUeb0W8QlgBXMdw9wET31d9/N4DRbze+NCgSA52LZ3OMAr1REtwMucGHqxVIMuI+Q9lwd83VuHfmKgLFn+usTTVMR4MmBv3zws2lYTWRsI0vBup58EfWDPz6ZGs26WFfnT2cD90VZqZFF82UC7NHFrolR6BAc6uwojPHWV4IwmnfogmUARXXwsR598B+K0FyhXl89tN2kuY6enfcajGRNHaN/PnaP3+kwc89c2k/Wb9bpJp0OMKDmQTHuGjaoKa7+NdKmj+122FPsywGXiRp3zGm1gY52wMmBDiwVvTd/hFANNOCErHebW2qHNVcErIYqK7XeUCXZTyoCrEYjSwHv8KTRfBSU0OWEYWRNgBFrZsCEO2a04mQD6cNlgItL6Sl2812weFQkjhfgngTbdfG6dynfTU4Xki5c7MHliOEmHUMAGBDE5KJTEWvw3ShgoqXFDnhAu3S4sCxf8K2wQTT55XjvAeBdkFA+wKQygKEZrr6pewXwyAh4KG1hUVijhEFQiBYiF8ARkfQaAKssbhyR9oc7TFZ3wUo8qgYWwElR9Frq4ErA6HUmGnAXdKTSgFfgmwf8P6TaIabE3ooGiIsBt7hw52racOSKBGwGpBnfgQjh3hPAu0LA+rX9BsLAVXvYER6ii+HVdwkc8wCmEnUfAO8KARsbEmIUu87a2WiOBWAzJt4N6q+5OfT8xjGs+wOYcOFywHXeO5jZm0Eviu3dzg6Oqf+FcMNXVstdOPWl3RpgjLgGcLnrusv4tV0DLKIYzoWA01/aDQL2nZh5LNrg1QuzCMA+YbxM1i0LWMb1HgP2EFcC7stYG8DeD6RYvp3fSnbLPUD9uybhxYDBYsrFOhfAhXShd/YBYRpwh0OGMwJ8fBYC8LurzzYF2N9SOM92ZmTv7BFEtJbSBzxfORfA6okCwNcP/v1CPHgXvq6UyIwq7wXfCR+wrXQjg8+r810K+ByK6Kh8wLuSO9TfCr66C2T2yjNb19kLfqXrAYaMKna9C9WcS+cPOOrBFS48XzRGGaToup3r13/cSksIGMKk6S5W37YuOlcHnzVgakQrbmf/ZPDGfiFtMHUwuqCZgjVagz1kBmw4NwK+vFZ0uQeXA44MdoG4hrAMtn7egdYXN2EBnCCsL44FJTR5HeD1pXIdAgbLYzkB9wI448IumiTgGPWOHpwkltStAlg9OMF30yNZ1R0lGnABcrDbe0jYVb+dI7wG31Sa7j3guYimABfxJQGreYhB94WN22rGCPgitEm8WwdMzfzH7Ww0OaD+F6D3OkOOr/ViatYX0m4HnNHGAZcSxoALCfeGL9i1EsL0AIcw11qmcwmAr6/mQe53+aHuCsCZZnQl4IEyhzDpMA6qFw942pLp3dXTkwFGdXDFysoY4NCFQSl+XoBPKQt4fvn/45OH3ICTPswC2JXVOKAbwqbWWQC+Ew/Wuzv88dNDdsARwupS9WxSgflMIfhZlnsO2Oyap/Zvyd2VBFxKmAKcJd1j+wRhH/i9BzxeP9A78SwFXFhIxwDv7A8WknuT5ug6F14LcIbv2QKuEAvg3gHe6QkHj2/Egw+HQxqw36Jm2m9WwS1YpiKAoRk8GOwvQacIR/iSK9014J7rReCLBqyaWfPGTDllANeU0eBgBlgAOOa21EnXcfwQ2hYAf/hy3gXvumBJXzVgkjAJOMO3FDBa3DEvCeAhnP9drHMFfP3QP4iLB3CP6+CyjtLRrg7wcOJhjsWAp+3OavfXicvvB4/LR7JIwLHRDjDZULXuPcd3AGMffGi5AR+bEwHgaS8kak/4Rq0DuJwwnC60ByHVJHG7Lwv4MxMZ3CEXXk7AhwMkbLJfbWzI5sIWsNuINtzvMFAOMMG3BjD8VcMsYPcyi/XdbsVxaM46mAQ8qWUbw4hcHfxGO2645XCoDGCKb4SwD9h/zSGyy4NpaM1/vA0RO7xYB5fSC4mztqJjgEsQlCoYyfr4pKCfxA4Yv+qPAE/d3qDrq7Im6dbeonfypJjqSoDJOnhCwMcXDXSoH/MIf7KJED9gA9m4sgU8o/RxovPYi8FuWw4HtQkw4HuCfrD++QUmrfPro02AHRngwA6wRxj828UIQ/jwBaYmsqcCzMt3xZ+XLSPsA/a2RosCNo484GHJgLTerKWDZXSb754K8PwzG/ytaLdkp0ArArZHBqFCG6lxp2DnmNZhu2BcmkH2p+1WBswsPB/8ppBwG2CKcTjh7wE2gRRfTRjBHAaMnI2wduGLBay2ny7dg7oEcBlhEw0YgJ4J6yHpQ5Iv+AoYlAIYC49klXbA2AHvMOD53sH1dxN8UXMa7sTBBHh6nM5t3i+AFwPWk8LKNt/bDQ00X2qrjmbCvcbcXe5s0mkAxzJj9ldbEruZxJwDk82vDg1V9tSW8O2EGQCfUmcCuLfXnAuHfEl/doFuJSV4g8GCOSPAd+TBV0YMs0kRvgU/Iq0BwzOAMlFid3CRzsAJ2EHtLrgOrlIBYJpvHrAdla4H7OF2cBYDJn8zRwCXIA6igRZhYZwYko41nAVwg5YAxoRH6i6aL+CpDw4D7AaLB1PKAP70w/7RW+9oXFIHpwHvkoAh34LJwsEsqWwmjH6EcpOAb188H39/jI8mlSV0KeAd7h07rMWAwUaHIbUG990c4E9/ez3efPcaHU0qSmiRC4/UHeAsDhgiJmibzdJCnoWEI0uwtgX45vu346cfX6KjL44qiloBInY33CVvsAa7OOBBzzClAGvM46LNCpXKMrJGacDvymf1CpQG/P6RweqOJq3jwfi6+jHKHXRU4MDzHxSupo3hG2fDXAcvBryiBx8TGACeNslq+GXZmOo9eFJZQksIB4DtmXrJgaptTdgBN6KncMeX8X2z9epglWCqiGbcCW3FOvhokic8GrTuG2EBD3Rzyq4B8ApnZKjmKS4W8Mk8+PbFM9uKflbbio46MAYMw9D1NGBbXLtwny8X4VMD/vBl0crHMhX1gyfX5esHY8AozLcj5xdMCe2q38CBe07AMXrLAZN18KRVFr7XqBhwjHQhYPJFwwPg6PeXKMBLquMUPQbA0W7SCq+uVKkccM6FRxzi2x3SE8KHoEc8fwGmJvQCB4YL3Y3M8eqA333+22V4cJ/g65CO1OgGBJyc8z/4hOeThevbewKwPVnfg98Uvn1QphUBTyYpwDtsAwDb25QDJ34kPABsFtIuAqy3G70rwLw6A8C4d7RD3eRkAQ0J46V3epxyAWEN1T6IAI4kNEcY9YNDxDnAgRMf3AaVi9rQQWK6U9XBzLpTwDt6wh+4s2YYx+s1tGzT+aD+YwQc0hPALYBB6W0WzebnBu3Y1sF0jia+i/rBAvgEgBVdcjg6TXiG2zzSkd7QnQPwKbU24FxHKQF4prqbR63SiD3Ah3rA0wdmfJcP8JY8uAbwzv6QEgAcDDkDqLYiNsPTgSyxUr7GWAAXJzQHeIe7wLYVfcgAtoGmno7wxQMXJYCTjiyAg4SmAe/0Syv+dLBtYbky+BDd5I4AXDdd6LjCEAFcltAU4VFPKJCAvf4P3dqKOXBXAtiY9Jqw83UBXJPQGGUE2BvE6gEscsQq7r2geM7wNXb2gXN8BTCV0IQLj70DHIgCHDImyuZSwsre4RwL3i8TwGFC43znzUhjfN1sL+Zc5sE0YNzeUoDRAwtgpbqEpgDvUhE4nOaAAFzFNwQMeTrAccqnAFy6k0aJzgBwlPJuWlXp7X2H+SqvpiF3ZsjSA4wJY4+dHtjZnADw8VMowG/W2E64SoyA436sL9imcsRvI26sh7O8LrDjR6G0aToRYPUxIeAP//BPFwW4gG8AeGdm/XtFOFUuk4C7jgYMXTlEeR6A//jX/7ysIroBsLvgGsWIr2UarYjtjEOkBgYsCTKnqYNpwG++vrA6uIrvzoxWzi7sOSrgqwa54nznSnh24j4K2ONYkKb16+AP//jbhQGGhHM7s+hz/Qfy8ithUC9TeIEL9x5hVwL7JfHJAVOt6HmvSrYNhU/swYWA1W+vaMCxtc+wQqYnkuxhbxHPn3LWgMeL6yblAMNbDOBJvSKso4kANq840C5sEXsjkAI4p6qEpqtfOEPYQ8LTGQBMv4NknZvk60rpSMvqruvgCGBOnUE/GM8juWPdxDpGY6ph731Rsx88GMKMAD5gX421kQWwUWVCmwDvLODDAXIcfAe2wiEI8HRunyvayxXARrUJzRBOAgb0qJ9u8GywC6N2uH0aAZxVbUJrhqNdCY0IR9rPGLB3PjGNAaYIC2Cj2oQqpQhT2pkNhUv5EiIBY8LUUGV5otImzLBadELA1YSVluBFLgyfhugyUQ9ckqikCTOsFp0OcL4epmMp5It81SfsP40Azqg2oX3bnJKJpsh/o4BnoTK6RyW0AA5Um9C+DfAMZaRfMgwBDxZqBL6OFrewpA5mUQnfHboD8Dme+WxDwKMKCu5FJkrKZ0+U7LvXqTwY+ynhvL4DYw8kfiwrWkL7N6No+tRsvniwUW1CGxbeeWSq+kZJvgK4QLUJXQqYqnq9r0AesI06ulxDABvVJrQv3RcN6OAGl4m2lQ8xD3g8oHZ09oHbbe4n4D430EGBHqZZQ9xNijDsS+rgHGEBbFSbUKW0C1OufNDdpILxK21+sDcK4FlnApgsqzWSMWxCE+R80gJ41lkA9na7M6IA5+vaBN4DiLkRngBO5EXChSm+JOA6oPNVbeHazjFnFsBGtQmdlQW8Q7ZgqDKxQlZZpz3ZbT2rI3eh1fAEcCIv8oB3yBSUyRgvajHHqtzeI6xW8PTuBsKPBbBRbUK1WgCDnTpskdtTTSpweMBG6lKnATvfFcBx1SbUqAWwN73gIvMduPeQItiKMHbbgxefAHaqTagRJBmw3eGFWTs1lmVW202Bocv1NjgolNFrEaqtFritT5iMPZ+ohAkzrBadjQeHdhrNXBNPigB2EMMCGlwcwziQh0ejzyUqYcIMq0WnBZxblgX+mlXRirC+OwbgAITBAp8ePVvvWABD1SbUKg0YH5gMz38SgglaUAj8iK0Rfhfekqi4CTOsFp0YcJywvWjMyNVytLDTuiAMOAhyhO09bYmKmjDDatGpAZOvF6KSuT5LLSN8QLOkVPxJZTYCONq+2u2I9bMgGtLHQh8kIWbxCmCn2oRCJQlTXuyiIalYwC404axJwgLYqDahSGnChYAjLMlAAVyt2oQicQE+0OVuKV53fw08AZzPi3gr2lyORtPAMUFYx5h94JJE0SbMsFp0B4BzhDPRLAbrIQaMBbBRbUJ9eWSjgPWiu1kGCTNhgFoAG9UmNBD23BjgeRgaDCKTY1QCOKU792BzTpkBwA6JAK7SnQAGdJPREICZhacMBbBRbUI9Af9NR+Pq4JUAQ7yHQ8FQtAAuyYtiwCCavBs2Xo4v8KhLFGXCDKtFd1wHV0UT5ZMjWAE4S1gAF+VFWR0cRBPDI4CjuiTAmkCAhtWFc3WxAC7KixbAFq87Yxr46N0nZBd2COCyvGgF7GHlaV6jTxLAIwdgM7jRDDhBNnkxcou6TQAb1SaUJ788n0sAruXrx8v0wBcA+Obb/f65Ovp9v99/81oH1yaUKb88l1tDvA+8LrsipQF/+vHlePPXl9Phr89BeG1CmfIrRMvOmfeB1yRXqDTg949Hjfb27y9BeG1CmfLLX/K8wggm7wOvSa5Q+Tp48uLjvz/sdWH9xVFrP1Vah3nLnDV0twlbQ1nAty+eTX+mgtp5cbXr8TgE1Ap079ls0q/7/ePJc5+BIFMPLyGzIL9mHZo6QgV87xlgpZtvYdvqLADzk73HgB3f94/ejre/3HE3qV9zXniNB14VXZnSgKfO77FtdfPd6+nwz7Yh3UCGI7/W47vSA6+OL69LGsnqVy2f13hgZlgtEsACmFA9GZb86iMv6C9DK4BDNZDhyK9ZBgeXO7sIBbBRG5nF+YXFxFdePiNUm1Cm/MICiMYm2t4uOwLYqTahTPkFRJNq1GoPzAyrRRcK2KHBfNtQr/bAzLBadMmAzRGXA/sdsuUPzAyrRZcOeCFbTHEkPmDRAzPDatHFAXZgzekivAijADZqIdNsEw50+OfNeL3XGQSwUQOZdpsk4GV1sNdRkjrYqIFMu00asAnl6AlLK9qoNqFM+TUpxrexgySASdUmlCm/en/fQsoZ6wC7vV3WeGBmWC26XMARX6wGvOYDM8Nq0WYAN2rdB2aG1aJLA2zr2zLAriMkgGvUQoYhv4yqPFQAN6g2oUz5pVXB14165fn6uBkemBlWiy4QcA3fA31X3wfXc+8FNz0wM6wWbRywuaH36m0bjxct8wMzw2rRPQDsfJa41YuW+YGZYbXoAgHXtbGot4opvlIHQ9UmlCO/QP5X8S0GLK1op9qEMuQX5JGhav6B1gK4SrUJZcgvzyPTToukg0nKKz6wOrp7XRrgNN0DWase3KuDwEwAJ1SbUI78KuML1/NghD5golElgI1qE8qUX2nAduIPEIwCbl2OI4DXzK/ogGMwH0EDDlx97QdmhtWiCwNME1YmB6/Z3HuFsP96yykemBlWiy4LcKxwHpG70vyCnZe06ZoPzAyrRRcFOMY3CSRkU6AAAALmSURBVPhwAL9ip28w93lfBQFsVJtQpvyK8fUA5wZFnIUAPi9FPNhdxIbxe0Z9/QBv2qYuyoNtcdtjz/S7t/SZf4eJcMUHZobVogsCbKElusOli2lP8sACuCqavFsSgON26z9wL4CrookDjpXQcRc+yQP3ArgqmhBijwN6Z+dtAVDAdoUH7gVwXTQAkA9qJMl5Ls3yMAJ4zfxqM9Fw7+KBmWG16B4AvsNomGG1SACvGQ0zrBYJ4DWjYYbVIgG8ZjTMsFokgNeMhhlWiwTwmtEww2qRAF4zGmZYLRLAa0bDDKtFAnjNaJhhtUgArxkNM6wWCeA1o2GG1SIBvGY0zLBa1Lwmi+kXSHmiOauH4YqGRwL4bKPhkQA+22h4JIDPNhoeXdS6aFG9BPDGJYA3LgG8cQngjasV8O0L8IPg7Xq/33/zOm+W1Kcf9o/ensejjGwZw6ZWwL8+H98vz1b12/GPl8Vx++L54jiYHmUST8bwqRHwp78xfNlnTTm7RNOjLI2D6VFG1ozhUSPgm+//i6skWuo2N9+/HT/9yPIsHAUBX8bwqBXwt89Vzi7WzbdLs2MqEFkAL3+UkTFjuNQA+Nf9/jGD20zRTH+XwmH0YIZoGJ+GR6118L/wpePYLFkixjp46aOMvBnDogWtaIaSiKN4vX3xjKPy5CrpeTKGT62Aj51Pjl7j7/vlTRKmfjDHo4xsGcMmGcnauATwxiWANy4BvHEJ4I1LAG9cFwz4j5+uJj34eTp5Y4/Gj3/5+U6f67x00YC/nv68+ezV8fDz3ybIT6eA6wcC2OnyAX988nS8nvgeCR//fHxyJYCBNgF4Ymz07uGHPwlgp8sHfP3ZK4xUAENdNGDVyDpWwR++egXCBTDURQP+Wh+JB8e1CcCmDp47SAIYahOAVfN5nHtMAhhrG4BRP1gAQ20D8LEt7UayBDDUBQMWlUgAb1wCeOMSwBuXAN64BPDGJYA3LgG8cQngjUsAb1z/D0/xQfOpLfNwAAAAAElFTkSuQmCC) From the scatter plot we can see that we have 4 cluster here and we each data point classified into different cluster.

To get a clear idea of how observation are classified into different cluster we will using the original data without the varibale which are used to create new KPI’s and then adding the cluster classification which we get from the kMeans algorithm and then we will be grouping the data by cluster and we will be summarizing the other variable by mean and checking how well all the observation are classified.

col\_kpi=c('CASH\_ADVANCE\_TRX', 'PURCHASES\_TRX', 'Monthly\_Avg\_PURCHASES',  
 'Monthly\_CASH\_ADVANCE', 'LIMIT\_USAGE', 'MIN\_PAYMENTS\_RATIO')  
cluster\_4 <- credit[,col\_kpi]  
cluster\_4 <- cbind(cluster\_4,binary\_purchase\_type)  
cluster\_4 <- cbind(cluster\_4,cluster\_df)  
cluster\_4[1:10,]

## CASH\_ADVANCE\_TRX PURCHASES\_TRX Monthly\_Avg\_PURCHASES Monthly\_CASH\_ADVANCE  
## 1 0 2 7.950000 0.0000  
## 2 4 0 0.000000 536.9121  
## 3 0 12 64.430833 0.0000  
## 4 1 1 124.916667 17.1490  
## 5 0 1 1.333333 0.0000  
## 6 0 8 111.106667 0.0000  
## 7 0 64 590.917500 0.0000  
## 8 0 12 36.350000 0.0000  
## 9 0 5 71.790833 0.0000  
## 10 0 3 106.800000 0.0000  
## LIMIT\_USAGE MIN\_PAYMENTS\_RATIO purchase\_type.both\_oneoff\_installment  
## 1 0.04090075 1.4465084 0  
## 2 0.45749535 3.8262415 0  
## 3 0.33268651 0.9916815 0  
## 4 0.22222274 0.0000000 0  
## 5 0.68142861 2.7710745 0  
## 6 1.00546042 0.5816014 0  
## 7 0.04646376 32.0818198 1  
## 8 0.79289250 1.2763566 0  
## 9 0.14498950 2.2062798 1  
## 10 0.01383872 11.6126054 0  
## purchase\_type.installment purchase\_type.none purchase\_type.oneoff cluster\_df  
## 1 1 0 0 2  
## 2 0 1 0 3  
## 3 0 0 1 1  
## 4 0 0 1 1  
## 5 0 0 1 1  
## 6 1 0 0 2  
## 7 0 0 0 4  
## 8 1 0 0 2  
## 9 0 0 0 4  
## 10 0 0 1 1

dim(cluster\_4)

## [1] 8950 11

cluster\_group\_by <- group\_by(cluster\_4,cluster\_df)  
cluster\_summ <- summarise(cluster\_group\_by,CASH\_ADVANCE\_TRX = mean(CASH\_ADVANCE\_TRX),  
 PURCHASES\_TRX= mean(PURCHASES\_TRX),  
 Monthly\_Avg\_PURCHASES = mean(Monthly\_Avg\_PURCHASES),  
 LIMIT\_USAGE = mean(LIMIT\_USAGE),  
 Monthly\_CASH\_ADVANCE = mean(Monthly\_CASH\_ADVANCE),  
 MIN\_PAYMENTS\_RATIO = mean(MIN\_PAYMENTS\_RATIO),  
 purchase\_type.both\_oneoff\_installment = mean(purchase\_type.both\_oneoff\_installment),  
 purchase\_type.installment = mean(purchase\_type.installment),  
 purchase\_type.none = mean(purchase\_type.none),  
 purchase\_type.oneoff = mean(purchase\_type.oneoff))  
cluster\_summ <- t(cluster\_summ)  
colnames(cluster\_summ) <- c("cluster-1","cluster-2","cluster-3","cluster-4")  
cluster\_summ

## cluster-1 cluster-2 cluster-3  
## cluster\_df 1.000000000 2.000000000 3.000000e+00  
## CASH\_ADVANCE\_TRX 2.864994664 1.019299820 6.552632e+00  
## PURCHASES\_TRX 7.118996798 12.053859964 4.593301e-02  
## Monthly\_Avg\_PURCHASES 69.758275903 47.573597589 1.593372e-01  
## LIMIT\_USAGE 0.378726746 0.264274761 5.762172e-01  
## Monthly\_CASH\_ADVANCE 77.843484865 33.489845985 1.862980e+02  
## MIN\_PAYMENTS\_RATIO 5.561421013 13.402659725 9.927979e+00  
## purchase\_type.both\_oneoff\_installment 0.003735326 0.001795332 2.392344e-03  
## purchase\_type.installment 0.000000000 0.998204668 1.722488e-02  
## purchase\_type.none 0.000000000 0.000000000 9.770335e-01  
## purchase\_type.oneoff 0.996264674 0.000000000 3.349282e-03  
## cluster-4  
## cluster\_df 4.0000000  
## CASH\_ADVANCE\_TRX 2.8071066  
## PURCHASES\_TRX 33.1254532  
## Monthly\_Avg\_PURCHASES 193.6960834  
## LIMIT\_USAGE 0.3544875  
## Monthly\_CASH\_ADVANCE 67.6200059  
## MIN\_PAYMENTS\_RATIO 7.2686054  
## purchase\_type.both\_oneoff\_installment 1.0000000  
## purchase\_type.installment 0.0000000  
## purchase\_type.none 0.0000000  
## purchase\_type.oneoff 0.0000000

cluster\_summ <- cluster\_summ[-c(1,2,3),]  
  
cluster\_summ <- t(cluster\_summ)  
cluster\_summ <- as.data.frame(cluster\_summ)  
cluster\_summ$Monthly\_Avg\_PURCHASES <- log(cluster\_summ$Monthly\_Avg\_PURCHASES)  
cluster\_summ$Monthly\_CASH\_ADVANCE <- log(cluster\_summ$Monthly\_CASH\_ADVANCE)  
cluster\_summ <- t(cluster\_summ)  
cluster\_summ <- as.data.frame(cluster\_summ)

barplot(as.matrix(cluster\_summ), main="Cluster", ylab="values", beside=TRUE,   
 col=terrain.colors(5))
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cluster\_count <- cluster\_scatter %>%  
 group\_by(Cluster) %>%  
 summarise(count\_value = n())  
cluster\_count

## # A tibble: 4 x 2  
## Cluster count\_value  
## <int> <int>  
## 1 1 1874  
## 2 2 2228  
## 3 3 2090  
## 4 4 2758

cluster\_percentage <- cluster\_count %>%  
 mutate(percentage = (count\_value/sum(count\_value)\*100))  
cluster\_percentage

## # A tibble: 4 x 3  
## Cluster count\_value percentage  
## <int> <int> <dbl>  
## 1 1 1874 20.9  
## 2 2 2228 24.9  
## 3 3 2090 23.4  
## 4 4 2758 30.8

**Some insight on the KMeans cluster-4**

from the above graph we can see that each cluster is clearly showing a distinguishing behaviour within the customers.

* Cluster 4 is the group of customers who have highest Monthly\_avg purchases and doing both installment as well as one\_off purchases, have comparatively good credit score. This group is about 31% of the total customer base.
* cluster 3 is taking maximum advance\_cash and is paying comparatively less minimum payment and poor credit\_score & doing no purchase transaction. This group is about 23% of the total customer base.
* Cluster 1 customers are doing maximum One\_Off transactions and least payment ratio and credit\_score on lower side This group is about 21% of the total customer base.
* Cluster 2 customers have maximum credit score and are paying dues and are doing maximum installment purchases. This group is about 25% of the total customer base

## Finding behaviour with 5 cluster

Even though we found that optimal value of K is 4 we will just see how the data will behave with number of cluster as 5.

For this cluster also we will be doing all the methods that are done for cluster 4 and finding how does the classification of the data point are done.

pc\_cluster\_5 <-kmeans(credit\_pca\_data, 5)  
cluster\_df\_5 <- (pc\_cluster\_5$cluster)  
pc\_cluster\_5$centers

## PC1 PC2 PC3 PC4 PC5  
## 1 1.0812539 -2.47673214 -0.77418789 0.4475856 -0.5827494  
## 2 1.0057281 2.21215340 -1.98116120 -0.2677740 -0.7054710  
## 3 -3.8694145 -0.02903736 -0.47070767 -0.6003124 0.6534036  
## 4 -0.5401119 0.97258462 2.32077056 0.9100699 -0.7579760  
## 5 2.9577683 0.78548084 0.03998517 -0.5831136 0.9670140

pc\_cluster\_5$size

## [1] 2131 891 2084 1860 1984

center\_5 <-pc\_cluster\_5$centers  
center\_5

## PC1 PC2 PC3 PC4 PC5  
## 1 1.0812539 -2.47673214 -0.77418789 0.4475856 -0.5827494  
## 2 1.0057281 2.21215340 -1.98116120 -0.2677740 -0.7054710  
## 3 -3.8694145 -0.02903736 -0.47070767 -0.6003124 0.6534036  
## 4 -0.5401119 0.97258462 2.32077056 0.9100699 -0.7579760  
## 5 2.9577683 0.78548084 0.03998517 -0.5831136 0.9670140

cluster\_5 <- c(1: 5)  
center\_df\_5 <- data.frame(cluster\_5, center\_5)  
# Reshape the data  
center\_reshape\_5 <- gather(center\_df\_5, features, values, PC1:PC5)  
head(center\_reshape\_5)

## cluster\_5 features values  
## 1 1 PC1 1.0812539  
## 2 2 PC1 1.0057281  
## 3 3 PC1 -3.8694145  
## 4 4 PC1 -0.5401119  
## 5 5 PC1 2.9577683  
## 6 1 PC2 -2.4767321

cluster\_scatter\_5 <- cbind(credit\_pca\_data,pc\_cluster\_5$cluster)  
names(cluster\_scatter\_5)[6] <- "Cluster"  
ggplot(data=cluster\_scatter\_5, aes(x=PC1, y=PC2, color=factor(Cluster))) +   
 geom\_point()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA2FBMVEUAAAAAADoAAGYAOpAAZrYAsPYAv30zMzM6AAA6ADo6AGY6OmY6OpA6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmOgBmtrZmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6ObquOyP+QOgCQOjqQOmaQkDqQtpCQ27aQ29uQ2/+jpQCrbk2rbm6rbo6rjk2r5P+2ZgC22/+2///Ijk3I///bkDrb///kq27k///na/Pr6+vy8vL4dm3/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///99pOQiAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO3dDZvctnEAYMkW105aXywprRxbdqqkX6aSSrV1tsiupPYkH///P+oCxMcMMPjkcG/JwzyPdFwSyyP43oAgyOU+mFrsOh7c9Qa0WDca8M6jAe88GvDOowHvPBrwzqMOeBxH8S8RGUWYVnO+31S2GmasmmjAa66GGasmGvCaq2HGqokGvOZqmLFqogGvuRpmrJpowGuuhhmrJhrwmqthxqqJBrzmapixaqIBr7kaZqyaaMBrroYZqyYa8JqrYcaqiQa85mqYsWqiAa+5GmasmmjAfd9zrIYswoxVEwngX6+urr5+I6Y+fX/1+K2eXVpRpv21xm/qeyt8D4F/fqEmbl++mH59omeXVpRpfxUXAdnZgKm4/dsrNfXpz2+mm2/fqFelFWXaX6VFIF4DpuLULl9dySS++e7t9OkHwf3FKc6wYRwh8TIKnWNb7iriwDd/eqWy+P1jDSyi9C+ZKSFKi+RkcOFv2lkGy5DHYZvBIu5ofxUXyTgGF/6m3QJv8hh856tZUy4z4sCiYb79u2C9ffl8g71oVAam84LVlBRZWy8j0ufBf3glU3fz58HogFy/mp0BB6K0okz7a9FvAsAh6Qaso7SiTPsrXCTd/ALgYC43YB2lFWXaX8HIaH7BH0EDTkZpRZn2lwwKJws4XboB6yitKNP+EkHqFAGHCzdgHaUVZdpfIkienGOwXk3kj6EB6yitKNP+EkEDF/ymBpwRpRVl2l8yKJ4GHIztAS/+TeBsaclqcoowY9XEPQBWkG6ZXkXZb2rAa+6vqiJaMQQMhBuwjtKKMu2vzCI4LRWi1yA34EiUVpRpf+UVcdT6nqCEC4p+UwMu2xdnAB5DwGpZ2W9qwGvur7wivqUD3E6TklFaUab9lVkk1BjDV2ThBqyjtKJM+6u6iFCkx6LRiwaso7SiTPursEjgANuA01FaUab9VVYk2EUWs8FwVgP2o7SiTPurrEjsHMguy+h71W8NM1ZN7BFYSeUBx2Yt3hpmrJrYCHBi39N4kZPcBhyP0oqWl8FHxtTOD+HBQcrEqVQDhlFa0eIycG/7wJ5E+PhqToHTfO0YbKO0osVl4NjT5LS6xLBjIDsBcNZQVutF6yitaDgC+xqkHjwG9z1ckPxNAeBgY9yAdZRWNBjBfe0AO3OjwGChC0x2r4s2uAGX7YtYzyYKHP5NTlsMj8FqCflLeziaGYkGXLQvIsBmkaNHteqTe+BFKwEJTJ0/2YJTYKHzq1LRgEGkffVquq6LrMQWd/9mehxECVNqCiyE0YCL9oVXhkjEuUjXBYWddtsoOkvxMZga5mjAOkorml2GSsRJv/aAJbmj567I4QXttfebxwaso7Si2WW8RNRF5AIHWCY17UsD69kUMPxNCyvVgGGZQOK5qwELTFMNgd31QslAVG5wSRFmrJq4a2CiaSVXYzPYHowt8OQfn5O+hHAD1lFa0XCkDnkjOgYLxQ4Jz2sgemAZwL0tlr/B9wOYL+YEzAmJqH/KKbuGOZdBySllq34vmNxpXEQGB09w4WpMlnY4X7VvB47RqO+FctbJYJTNLYNNlFY0HDNwVBgD+w2y8Q0Bj840OE9qwHSUVjQc+cDyiCvp3AOuEXVekik8WlU1TQ+KLqhUA4Zlet15AoFnTGhB5/eobAKbbljI17WeQ79owDpKKxotQ/nCWROar4BVkflACnz1XF9z8sc8ordt1VeqASfKOOdBE5yNApHNDTgavEST0+gei71UbsA6SiuaUQYkrXLSihRwnwkMpidsSjXWDVhHaUXTZVCzDH0NMOS1Z0YIeHTQ5zeqFxOeHwDu+6xhl8wizFg1cYnApqtkgHXfuRsh8Ol/0Np2/rHXHGfd0H8HzmWHKWNgrQEX7Qt4sRddQ4AZa30NcAeAbV+JbIJpYCqBG7CJ0oomygDfzk5bUJvASF87md9EUDrXCAM9bLMxDXiO0oomytj0tVmLO812+AomMgYOJOyolk3eQu/KPzwGh6AbcHJfHA4Hp4xBG2nfEQxv2MW9Ov9VZ1LGKpDCvbeIAMYrKagUXYQZqybOD3w4QGFzDHZOczGwLjP63W35UvTDULpmxegKg5cNmBVYBHYd4Q/zF6DKgbWpBhx0m8TcXGDYi0bzGzAPsMEbRzeDR9BSu+ns57DuUCO3ogwm4Asq1YBBIF/QCBPAOm+J1tsR7nwfz1G99CYDfw9FlWrAVLhp6TPKsWhyibuWAKguRC6N35pXWakG7NLQwG4qu2EBgK+0QpcLZQmsRiYzMaOyUg3Yhm2Ew6LeubEZxoLC8zF47krjhHYRR3DBP5C6Md8GXLIvTFsLEnkM5nI3j0n3+vzXXOBX87QXBvbd8ASpvKRSDdiGA4xnE75j1yEb21wD3xSwI032wCLbPAxDfr2ZsWribocqtSpS9BMbJLfe/zqBLbBO7vkWICxGtNgjdTI1xk6QZAxDWrgBg+j8DpYHjMY2oIT1NYj6pRlLBsuCt3ToWXpIO3JZuAGTFQ2GObZSDbKaP43478D6IOBek+u/gA6YwulwmA22Ce1GAyYrStOOKEcDwKO6Lw8UgprdaIA7KG5bc201hYGdYUrnE+WecH69mbFqYjkwujiUDRxOXdAkdzqDI8C2P2Xv5JlLIztzqYgEBotOfi53dqV2CYyvHZQCBxtnAOz9HfTqGGznzHdXz8y6CO5Ix4Dl77LA7pIGvAR4Ik+KXGBvHNP4AmULTBrSwN4YpgIO9rMacOa+UIwT2ZHGIx5yXzvEvTnfdYB78hzY9o1DaawXiU5UwPZ+Alceg70yDiA4TZpMZmJLCDzSieulcfpCouwmR06E7x9w4b5w/h50GYWKhNWPGRg35QDYHHXpthkLJ32T50ENOL4v3BZ9Ar7EdX95mLbAIwXcm1vwfODoleFgAg/2ZMjzbsC5wEoP+Hrjljppe/IYDEUpYII7E9iyDoMr3IAzgW0zDE0JYL/xNsJQs3P7z50/mQc8jg24HngECUzoOR9oAPMtIg3cuwtsibyPCxvhBsw1VAnSlkJF8OYm6ICwP7uzSwp8+xnTqLZjcC0wdQUpcjcH6FLZvwbo61Oa8+IcYDOANdKuewW++ebq6oWc+vXq6urrN2o2BzAt7ADbAWeQnuA95jVl6d7qAeeGhMf7Bfzph1fTzZ9eicmfX4D5LMB0byrwAt5ap4X1FSNIb/PXojt33QV8B/XzXgG/fzIp2tu/vQLzWYApX9yzQsncwfuvTPQ9zG0bnZvdxtcCg+sKA47R61vtFFiEyOLT/99fqcb6i1Ow/GoJ4970bF7rAqDnLN4E1AxxB06L9XUkmO6Y3j7ebhh03rrAOljq6cf1g4c/uvP+97/dOb/95Zks+0CW/vA77y3eez7+0S+TBL59+Vz8EA21zeIzZLAtAB+rA8cmbQ6DtHYzOBaD+kcA6xGtVTL449Nn3jzC7/qRQP78F4H8jCrgz3onSpcBf/r+uX1hjsOrALsdrNxb4XXuWt9RPlopCYywHWB9BuwZMwBTyejPk+n4eha7/vyXLOA56VEke9Gwb7UaMCEe9NXJam/wgP8TEfjgfwwZTpvtnaeXA3/48sGDR/L/B18JE/3qKzU9ffj9vz347KcTKsz1k6YEFf/J9z6z7/nsJ/UeIoXjwNb3/eO30+3fWU+T8ACld0U47Gs+7o9pg8Kkrw9sxq1wQgNfeBWiHlgaSbrrz3767S+P5LSYJ6bFvw9fysb5K5SjAHj++eUz/R6Z4OI9VFLHgcXJ76lvdfPtGzH5B9OR5gGmRygTYYDtBAQuMHbzVxna1tkC2451qHNdCvx/vwA0Ne/dKQXFfyc7daD+8PufKGA117znVFa+hzq83/0nG+IxuqPT2rUHEx3oexUOTJozJdMsg1TWns4BmgP4JCm7xxJIY4n2VUPOwGQGT69lSy4nRSdbtPWqpMz7iwHO87UfHx3V58zA3c/IsyaDVZNspiWw62la5xDwELgeEQb++PR07nOaiAPrhDx1uCCwWHA64kpgddBdHZi6cadgLJqi1aiTMwsyQs8yXzNypSfMgdcb9XCASV84OwdYYr57iJtocb77boZTtsrvWs4EwHOzrN9jgVdroslb73KvJlHH4PAdldgRTcFHOaAX4cRVSdu7XSvvGKxfgUoZ1RpgkcBfPvxRd6yEjOlkSazXIhfRefDHp6LTrJp1+frZXMD+oZR2ss4FHO5lBYCNlLmx3elEz6+CN/HYhlnQdNo7AAxf2UpZ1gpgcRx9+B9SaD6gvn7wyJwmzcfoOXlfg5EscWL0z6fT43dqnn7P3NqL0teFp0lnA3YTF/hSJamkpIE792JSrzMXoncwnz1h9GIymYsznKx31c5VQY07pqJ8oCMQDMAjmbcLgPHopCrWmWtJA/kem8ZhYOgsKqVYURseqHfVztVx/aj4LRVDlXQwAMNbs4Ih/wrc6xGuq2vrcKMPLAT+NnKABwwM58kYdGvOBUykYyKqLjaQQQO7wjFgXd7VI/IZ33jp3TpJ3cwRFBTlyJLhTpYLDPIZAoO5G7tcSIWvRwlnAUeSOPBoJTJRs4H7wDV/py0mpmdMCv0+AFONdA5wJH39pfoxO1bWvE4Ad93Qw+I2NHYgY0PSnvDOgQ8HIoUzjsHJ9jmYwnpCvzT/0b52sBrpnmCwb+DejqiwSeGR9RjMEzzAhwMlnDGaGQGOBB610jdxEMBwpNr3HTr7eQjt62VyLHURMFVvZqyaYAE+8AETnzKMSvd9pIeFC3rAHbiWPOv28113UFZsZdCcfqJDEvh/yKhHjMUdA2ekMPXBUgw8BqSdVMe+Nq3nRUqYapwDSRys056BAxVdAuzo4tScgfGhtsdzbbmOyHRwRA82zuEUFjUYvNsAGnA9MFBzusQ6XY2ZGYykXHtnGeELPqTkLyDs9ww81gNHBzpw9PMZrPVygHUpAxwdnZQFTHZr3owuVYB638D0eVIWsByNzAV2LhopdWhs5mbwWmC/8S2PewJMfHo/AZzdSkvD0U5LULkSK2zc476nhO2McM4QZYnvPoGpFM7O4Hxi+JCOzgMGgiDPe/IE2QBz6IY+YRrYfZsEJnpa7MAdekqHnZf0BX8VZtYM3LPkr1unhcDgZsrFsQbwwasoHzAZCWBYTHfAOincdTzCtcDH45EAfvfgs90Ad7k9LIo1KAxmebSI/I6Bj0corJe+fvjvF5nBfhudBpa7uHJE2h3umEM/R9rz9RL8YoEvv4n2K8oEjD7ORAP7J1Jx4BV8dwp8OHhtdDZwTQqDI21H8BHAekBanf526DISF24RcOAYvAHgQyaw+th+hTBI1RGeCHfBm+Hl31I39575gKlK7bMXffCFMwc6gsBBdnW0nQvNa/EOrTZPATA4/1UpbaUaMAhKbwlwWfZ2+lnOnbopdiQeSOv6iuErM+Q8mEZ7Wf6mntMS2H3bBMbEJcD5qWsX+19K6ApTwNi3XziKFf+jXQDMGayfLnSSmHksWvOqG7MIYFcY3yarRyXtIXqZ7z0EdogLgcc8aw3sfEGK8R1wL7kHT7wDx18O4JBwAyaAM3Vhdo6eMA0MU3vQw5MNOBqswO4jhdO2nbr6r8+yEKLuIrv31xlzdY90A45EHvDB/7hSZGcUZS/4m3CBu0GNOpPA8u0CZz3fPdw2GwwX+JDzDvmzwFddZtDPytOPrjMLNDBIYvhuQNRPS4Cr99KGM7ggheeFulCCFC031/pRBlt5e79H5/kuTFoc4325LzoiHPMVS9WPBG/oG9I6fQxGC2T7a2+7BLbyP4bG2QBr5/sDnJ3B+cCBwS6wrs5pg3tw0/tgOtXDLMzSvWrASWG1cMpoocnlgNeNQZ39GmAzxQs8NuBECtvVRIFD6m7vWPuaU91OfyIFAPOcIBlXwnffwKUnSjRwBjl42rsbuselRifBMBbTBX7rG6vTvQeem2gKOMuXBJbXITo1AK1UdU9aAUudRb3p1BNJ9w1MXfkPlzOrSYG6fwAIeNAdKbsatbAH93tIHBbgRCwEFk/DKn38SjhWeFZlUTfarCaTVvuCp1bCS/gOMPhfCXf8t0EvAD5tlAcsHpVDPTK8MgDw6wfz/bjv0nflFgAnutGFwB1VfAb2xpwNMGfPihVYbpUL/E4+944thS2weHr8O9E2nAkYHYML7qwMAfspDFrxDQGLqHnKXSAM8Pyc0o9PH3EDR3OYBdgcg9FnVDr7CC1m39WB/YcC14cDLJ52yg4cEJaLiq8mZRRXZ0Y9enmJGUwegwUFn6/TRE/qUdOpd0WBc4Up4KT0iMsHhJ0LDMwJzAcc6EXz9aFxJ+uhemj4UuDMRjoEDHCoZ5OmdDt4uXAV4ITvQmBe33Ue6V/QRs+r6dVtzo5vIIPjJZQwuC96GBnHrzJuU1kGPH8Lwwq96JLgAz4oMXsHToIvWADNFRYAeBy4rhOuD8wcAFh2s+ZnyKciAVzSRgPgGTADOJS2SNhSjwKYqaHeMPCHL+e+2+uMTx8XA5PCJHCq/c0E1p9smFVGcx1pKXDG92JdKvDrR+5EOHiAR3wMzjtRGvUXnuUCa2W2rtZGge0Xsiw9DyaBQ6Md4GJD0X3vKV/dRsPHrCz2jXxv9D0DzheGlwvNhK8aFddLB/BjUDdmAd+lAb+FY4PAdnjM/2oWL1LAhG8JMPxWwySwKQ7vvRrAODQXcK7vpd4Xfa0SN2cgNAFM+QaEXWD3Yw6BpzyYz+7Pi/Fd1YO9aWfocCu9+MlYG+5Fq5Gsj08zzpPYgfFH/RGwuuznAmeNdvSK1KKiF9mq+wCev3fY/3Z5IviBNbJOZQNsLuy6eH46+8JgwGMJMPDdNHB+JIBp4RSwlQEJbIEdYfh/JJnNgMe4DNjcIduAw8g5wM6j0YLAIHfhssEtIdpXOV9L1SbwDoD1LTsZsSKwmdKE+tYMKj/hbTkgYYcBQld5BoS3DCyuB19nCtcBU8b+BX8HWM+kfJUwwuzMeRKzsErhzQLLb8rL/bq8HOA8Yb2ag/UY1S2TADg2yOVcRNo+8Lv8ljQj8EhW7s1A7MAHDGw+EJo8F0IlBtNCMwKLzRnsw/tZgU87xAMWz1Cq+OLRUFwgsOlajXnX9t05ytcaLwO2Q1fOy+XAco9QTTTjg7LODBzaGQcpbFpiA5y+/kD9CSjgYTYeQ198VCd8DuDtZnBwZ5hlNoV9XzKf7UzxiRQ7BXSW+Z4d+MOXWaNNeQGAH+hguJoU8M34EmkFDF8ByuiQBrhJp+MEtqjDGY7BEmOFG9+LIgOY9s34lnDoWwbscFucxcDkd+YwAAdPk9b46EpJ1AMnv2MYlvAb48iQdKjjvDXgd5//suUMdoUn6l20L/DUn0jp4GnwXjL4OvOKT14kgD99f/X4rTM1LTkGx4EPUWDomzx90kMeck21rL7vdkeyyLh9+WL69QmeEpFX0aXAjqJlzQbuCN1y7cgGbx3405/fTDffvkFTIrIqmpXCE/UO44sYHWB0RZgA7hRwOC/z0jeotwfgm+/eTp9+eIWmvjhF1qqlFfF0w+DjDXEBFxHmbQ8ehBUAVszToocVysjdlflxOcDvH2tWOyVinQzGy/3nTIIEnn+g+fLCEjgV1sfgxcD3LYNF5FU0R9gDNq/oJ4mCTO5xJ7rr4ScKGXrOtPC+gBcdg09F0sKTprV/EQa4o7tT5h4Ap3FGBUfOTxRyA58zUr3o56YX/by0Fx1MYAwM56HlcWDTXNv5ri/fIymZgS8ng9XZr0hdvvNgDIzmueXI6wu6hbaHXy+BR07gkN4ugAORDRySzgQ+uLg4U91nvdPASw7HMb0GLNRSKTzhOW65Pn5BmOyG9eZ7G6pZCWE93YChcLqdnpyTIw84es2/d4XnFwvvbx8JYPOiAaOKxoAPuAwANm+TCRz5knAPuOv1U0cXAKvHjTZgJmB8dnRAp8nRBhoK41vv1DjlAmGFajakAQcqmhJG58E+cQrYS+J+sE82rPclelfDGY/BuXcv58SdAh+I1eB0lmjHY5jX6WiZrnM/DLzAvh4D8GmLKeDry36c8CJg0Hrrey3F96BnZLGlVr6LzoPPAiw33gf+8A//dD+Ahe7hcEwDO8Lm4ZR1wvEHuq8P/Ntf/3NDTXTqRCkCPLfPB4F77OLECvioVPtyYPELE7l7LuDrr7Z0DC4BPpgvUoLA8n8ih21eH/Xw9NEEBB4tXtpXFz4LMHkM/vCPv2wKOHHNYbKdZj1L+yaAzczjnMJHFDCBM+7JQsDRRF69Fz0/q5LtgcLrA8fvrxRDld1875Q9+Oq3yWOwTtdTjMGD8dGNvuxyoXWFc+4E+BTbyuC48KQEKeCjnHNEgoQt5XuKIQf4CDmhbwMuqmhIGQE7g1jjqf980J1o65aRvQo4I0w5s8Ep3zaSRVU0ksLTaIG9sKqILg5s3pUJDLpUU8bnyxqwX9Gw7/ww0pDvaDyxc14G08C4vyWB0QY3YBllFY0BR7/b0HLqCQK4yNcHhp4WOKzcgP2KJoCDyvII7Dz7DvvKrKaRB2nnMTunTDhjxQbbMg2YBTicx2qB6SoH8jaQxoM6IvsJPI4gSz1gGQ2Y5zw4DHzQV/1HKRxrl0lgdXz1gGEq+5TnAj5nXCawXWA7xcjXmAYPxFoYNdL0vTiETDsG8wIjWv2W+Rgc8pUjlWHf+SA8J/EYBHYcM+rUgImKQslE+qrX6gf0cg/C4LhM8YIUHh1h2wK7LXED1lFUUWSZB9yd/u8U8BgCBgdkshs9mMnREM+/pQGnoqiiKWD4Fg0sYpTCajUB4GMXGYy2xM4IZANORVFF44dfeIVwhMLiFQA+IlTUOod6WVbY/TB3OwYnoqyiSWCYyHZadbFOq9GH4aPD2+nm20tZB/iIczXUR27AOgorWgV8MMDHI3Ts3ARGpAFg8dpsV/As9zKAr7OeRZcb57lcmBCOAmtdBdqFgf0URv1wszWXA3zaDh+Y7yFoIs50PTidwrCoeYsL7PefMbDzWpiGgCnhcwPL7XCBf/sr30OypjNe8M9+NBosPxqgHF8iSGAsTA1V5lcqXiSw+6LA8qGhG7yjYywXlrGEF6Uw3BrilIna4JxKRYsEdl8U+MPvfuTM4vMBp4/D9FoyfVGuusLu1lwIMH0MFrGBh5G6ReK+sUSmPz7qJ2sIeA7URo+ohb474OBp0j0BnlEm+kOGPrAdfKbwByOMe1h3eAwmgcXTZn/71zs+TSqPHF/8CDzgc3rl2vrAkzxH8t5rY1ALZc6eqdp0xDP4rE+bDUTpXzK+okR+aZabwDgDURLLWcGbKY/umy3wvObgafBlZDBz3AFw3rHXAS46N6JnkzdxlOI14MC+WAZMHXqdP4EkcHoougGbKK3omPtcNBBHe5mI6Fu5iGlgcWAu2eD6MvcTeEwNdFDQnbhqiE+TAoZj+hh8TAo3YB2lFZURT2EqlY/qNClj/EoVP5o3NuA5LgSYbKsVyeR3oQk5V9qNwSxdhNdumw3vi7RvBnD6WBvqQw/AN0DdgHWUVnSOSApTviRwNihYKsex4LlRKJkbsI7Sis6RBHbvjz7qocrIHbKydDyTvU/92rnFeA04si/SwAdUFLTJmBf1mENdqpEQhn0wYsCjAesoraiKGmD1+WDtq7IaAvuTR1xILtLAmp4a0WrAOkorqqMG2Lm8YFfmJvDokCJs6alzf9QzTE5n4zXg6L6Akp7tAd+YdZBjWfpuOzHTAdZBN8roYxGyr2ZLqDcOqGcd7FunKhUpwoxVExeTwX45RTMfiUUEgC2i30CDhZO/DpThwdWnKhUpwoxVE+cFTt2WBX7qu6KlsHp3CAAceo8YFuT05JR1phswjNKKmogD4wm9w9O/CWGabhQOuxr3j6EB+1FaURt5wPA0OBfYONtZGNibZYXNe+oqFSzCjFUT5wYmP16IWubyXWqM8ARtSUX2b8or04CD/avDgbh/FqyGzDE/B0nEJG8DtlFaURhRYSqL7WpIFQNs50aSNSrcgHWUVhRFXDgTOGBJzmzAxVFaURRcwEe63c3lte8vwWvA6X0R7kXrxcHVVDhGhNUakxucUym6CDNWTdwBcEo4sZrFsA4xMG7AOkor6oYjGwRWN93NoUmYhQF1A9ZRWlEvcOaGgOdhaDCITI5RNeBY3HkG69dUMQBsSRpwUdwJMNCNroYAZg40vNmATZRW1AmQv/HV2GPwSsCQ93jMGIpuwDn7IhsYrCadhpWL8ehIfaWoIsxYNXHHx+Ci1QR9UoIFwEnhBpy1L/KOwd5qQjwNOBhbAlYCHg1rCqeOxQ04a1/UABte+4pp4GO0vyF5Y0cDztsXtcAOK0/3Gv2mBjxxAOvBjWrgiGx0YeAt8m0NWEdpRXn2l5NzEeBSX3e9TBu8AeCbb66uXsipX6+urr5+o2aXVpRpfzkpt0bwbvC6dlkRB/70w6vp5k+vxOTPL8D80ooy7S+flt2Zd4PXlMuMOPD7J5Oivf3bKzC/tKJM+8u95XmFEUzeDV5TLjPSx2CRxaf/v79SjfUXp1h5oxJxnB+Zs0bcbcXWiCTw7cvn4odoqG0WF6ceT0LAWEH3nl1N+vnq6onI3Odglj4OL5FZsL/mOFadCGX43jNgGTffwL7VRQDzy95jYOv7/vHb6fbvd3yaNK55XXiNDV6VLi/iwOLk99S3uvn2jZj8g+lIV8hw7K/1fFfa4NX50rGlkaxx1fZ5jQ1mxqqJBtyAiSiXYdlfY+AD+stoG7AfFTIc+2sOzcGVznaFDVhHnczi/YWDybd9+IyI0ooy7S8cgGiq0naestOAbZRWlGl/gaClKmO1DWbGqomNAlsa7FtHvdoGM2PVxJaB9RRXArsnZMs3mBmrJrYOvNAWK07EL1i0wcxYNbE5YAurXy7iRYwNWEeNTHUZf6DDfV3N63ycoQHrqJCpLxMFXnYMdk6U2jFYR4VMfZk4sJ7LcSbcetE6SivKtL9EhHwrT5AaMBmlFR5JGrUAAAQ3SURBVGXaX6P73EIqGcuA7bNd1thgZqya2C5wIBeLgdfcYGasmtgNcGWsu8HMWDWxNWBzvM0DtidCDbgkamQY9peOogxtwBVRWlGm/aWiwNeOeqV9XW6GDWbGqokNApf4Hul3jaO3PPW54KoNZsaqiZ0D6zeMznHbrMdZLfMGM2PVxD0AtjlLvNVZLfMGM2PVxAaBy/pY1KeKKd92DIZRWlGO/QX2f5FvNnDrRdsorSjD/oIeCVX9HyzdgIuitKIM+8vJyHjSolCzSeUVN1hO3X1sDTiueySPqkf70UFQrAFHorSiHPsrzxfez4MJXWCiU9WAdZRWlGl/xYHNhT8gGASuvR2nAa+5v4IDjt71CBrYS/W1N5gZqyY2BkwLyyJHp9s8Oo2w+/GWc2wwM1ZNbAs41DhPKF1pP+/JS6romhvMjFUTmwIO+UaBj0fwLXbqDfp9zp9CA9ZRWlGm/RXydYBTgyK2RAO+rAhksF2IC4bfM6nlR/imfcamMtg0tyPOTPf0ln7lvkOvcMUNZsaqiQ0BG7TI6XDuzbRn2eAGXLSadFoSwOFy62/w2ICLVhMGDrXQ4RQ+ywaPDbhoNT7iiGeMtpzzCIAM2xU2eGzAZasBQC7URMo5Kc2yMQ14zf1VV0Th3sUGM2PVxD0AvsPVMGPVRANeczXMWDXRgNdcDTNWTTTgNVfDjFUTDXjN1TBj1UQDXnM1zFg10YDXXA0zVk004DVXw4xVEw14zdUwY9VEA15zNcxYNdGA11wNM1ZNNOA1V8OMVRPV92R9wfP7eVbDs5YLWw1PNOCLXQ1PNOCLXQ1PNOCLXQ1PbOq+6Bbl0YB3Hg1459GAdx4NeOdRC3z7EnwheH28v7r6+k26WDQ+fX/1+O1lbMrEtmPYohb45xfT++W7VX53/JNl67h9+WLxOpg2RQTPjuGLSuBPf2b4Y59D7NklITZl6TqYNmVi3TE8UQl8891/cbVES9Pm5ru306cfWLaFoyHg2zE8UQv8zQu5ZxfHzTdLd4doEFmAl2/KxLhjuKIC+OerqycMaSNWI34uxWHMYIbVMG4NT9Qeg/+Frx6nbsmSYDwGL92UiXfHsMSCXjRDS8TRvN6+fM5x8ORq6Xl2DF/UAp9OPjnOGn+9Wt4lYToP5tiUiW3HsEUbydp5NOCdRwPeeTTgnUcD3nk04J3HhoF/+8sDEQ9/FC+uzdT08Y8/3ul2XVZsGvgr8eP6s59Ok5//IpCfiRmvHzZgG9sH/vj02fRa+J6ETz8+Pn3QgEHsAlgY63j36MPvGrCN7QO//uwnTNqAYWwaWHayTofgD7//CcxvwDA2DfyVmmoZHI5dAOtj8HyC1IBh7AJYdp+n+YypAePYBzA6D27AMPYBfOpL25GsBgxjw8AtcqIB7zwa8M6jAe88GvDOowHvPBrwzqMB7zwa8M6jAe88/h/aPflZ26Z6bgAAAABJRU5ErkJggg==)

col\_kpi=c('CASH\_ADVANCE\_TRX', 'PURCHASES\_TRX', 'Monthly\_Avg\_PURCHASES',  
 'Monthly\_CASH\_ADVANCE', 'LIMIT\_USAGE', 'MIN\_PAYMENTS\_RATIO')  
cluster\_5 <- credit[,col\_kpi]  
cluster\_5 <- cbind(cluster\_5,binary\_purchase\_type)  
cluster\_5 <- cbind(cluster\_5,cluster\_df\_5)  
cluster\_5[1:10,]

## CASH\_ADVANCE\_TRX PURCHASES\_TRX Monthly\_Avg\_PURCHASES Monthly\_CASH\_ADVANCE  
## 1 0 2 7.950000 0.0000  
## 2 4 0 0.000000 536.9121  
## 3 0 12 64.430833 0.0000  
## 4 1 1 124.916667 17.1490  
## 5 0 1 1.333333 0.0000  
## 6 0 8 111.106667 0.0000  
## 7 0 64 590.917500 0.0000  
## 8 0 12 36.350000 0.0000  
## 9 0 5 71.790833 0.0000  
## 10 0 3 106.800000 0.0000  
## LIMIT\_USAGE MIN\_PAYMENTS\_RATIO purchase\_type.both\_oneoff\_installment  
## 1 0.04090075 1.4465084 0  
## 2 0.45749535 3.8262415 0  
## 3 0.33268651 0.9916815 0  
## 4 0.22222274 0.0000000 0  
## 5 0.68142861 2.7710745 0  
## 6 1.00546042 0.5816014 0  
## 7 0.04646376 32.0818198 1  
## 8 0.79289250 1.2763566 0  
## 9 0.14498950 2.2062798 1  
## 10 0.01383872 11.6126054 0  
## purchase\_type.installment purchase\_type.none purchase\_type.oneoff  
## 1 1 0 0  
## 2 0 1 0  
## 3 0 0 1  
## 4 0 0 1  
## 5 0 0 1  
## 6 1 0 0  
## 7 0 0 0  
## 8 1 0 0  
## 9 0 0 0  
## 10 0 0 1  
## cluster\_df\_5  
## 1 1  
## 2 3  
## 3 4  
## 4 4  
## 5 4  
## 6 1  
## 7 5  
## 8 1  
## 9 5  
## 10 4

dim(cluster\_5)

## [1] 8950 11

cluster\_group\_by\_5 <- group\_by(cluster\_5,cluster\_df\_5)  
cluster\_summ <- summarise(cluster\_group\_by\_5,CASH\_ADVANCE\_TRX = mean(CASH\_ADVANCE\_TRX),PURCHASES\_TRX= mean(PURCHASES\_TRX),  
 Monthly\_Avg\_PURCHASES = mean(Monthly\_Avg\_PURCHASES),LIMIT\_USAGE = mean(LIMIT\_USAGE),Monthly\_CASH\_ADVANCE = mean(Monthly\_CASH\_ADVANCE),  
 MIN\_PAYMENTS\_RATIO = mean(MIN\_PAYMENTS\_RATIO),purchase\_type.both\_oneoff\_installment = mean(purchase\_type.both\_oneoff\_installment),  
 purchase\_type.installment = mean(purchase\_type.installment),purchase\_type.none = mean(purchase\_type.none),  
 purchase\_type.oneoff = mean(purchase\_type.oneoff))  
cluster\_summ <- t(cluster\_summ)  
colnames(cluster\_summ) <- c("cluster-1","cluster-2","cluster-3","cluster-4","cluster-5")  
cluster\_summ

## cluster-1 cluster-2 cluster-3  
## cluster\_df\_5 1.0000000 2.00000000 3.000000e+00  
## CASH\_ADVANCE\_TRX 0.4842797 10.51178451 6.454894e+00  
## PURCHASES\_TRX 11.8967621 27.56677890 3.550864e-02  
## Monthly\_Avg\_PURCHASES 47.2438247 141.90647352 9.657167e-02  
## LIMIT\_USAGE 0.2467329 0.59531009 5.762603e-01  
## Monthly\_CASH\_ADVANCE 19.1550482 252.43152371 1.851095e+02  
## MIN\_PAYMENTS\_RATIO 13.8619374 3.91707728 9.950170e+00  
## purchase\_type.both\_oneoff\_installment 0.0000000 0.87991021 0.000000e+00  
## purchase\_type.installment 1.0000000 0.10549944 1.679463e-02  
## purchase\_type.none 0.0000000 0.00000000 9.798464e-01  
## purchase\_type.oneoff 0.0000000 0.01459035 3.358925e-03  
## cluster-4 cluster-5  
## cluster\_df\_5 4.000000000 5.0000000  
## CASH\_ADVANCE\_TRX 2.648387097 0.1517137  
## PURCHASES\_TRX 7.067741935 34.5357863  
## Monthly\_Avg\_PURCHASES 68.685725177 209.7761264  
## LIMIT\_USAGE 0.377563147 0.2626540  
## Monthly\_CASH\_ADVANCE 73.635702543 3.9750396  
## MIN\_PAYMENTS\_RATIO 5.540102055 8.5730188  
## purchase\_type.both\_oneoff\_installment 0.003225806 1.0000000  
## purchase\_type.installment 0.000000000 0.0000000  
## purchase\_type.none 0.000000000 0.0000000  
## purchase\_type.oneoff 0.996774194 0.0000000

cluster\_summ <- cluster\_summ[-c(1,2,3),]  
  
cluster\_summ <- t(cluster\_summ)  
cluster\_summ <- as.data.frame(cluster\_summ)  
cluster\_summ$Monthly\_Avg\_PURCHASES <- log(cluster\_summ$Monthly\_Avg\_PURCHASES)  
cluster\_summ$Monthly\_CASH\_ADVANCE <- log(cluster\_summ$Monthly\_CASH\_ADVANCE)  
cluster\_summ <- t(cluster\_summ)  
cluster\_summ <- as.data.frame(cluster\_summ)  
  
barplot(as.matrix(cluster\_summ), main="Cluster", ylab="values", beside=TRUE,   
 col=terrain.colors(5))

![](data:image/png;base64,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)

cluster\_count <- cluster\_scatter\_5 %>%  
 group\_by(Cluster) %>%  
 summarise(count\_value = n())  
cluster\_count

## # A tibble: 5 x 2  
## Cluster count\_value  
## <int> <int>  
## 1 1 2131  
## 2 2 891  
## 3 3 2084  
## 4 4 1860  
## 5 5 1984

cluster\_percentage <- cluster\_count %>%  
 mutate(percentage = (count\_value/sum(count\_value)\*100))  
cluster\_percentage

## # A tibble: 5 x 3  
## Cluster count\_value percentage  
## <int> <int> <dbl>  
## 1 1 2131 23.8   
## 2 2 891 9.96  
## 3 3 2084 23.3   
## 4 4 1860 20.8   
## 5 5 1984 22.2

**Insights on cluster-5**

* we have a group of customers (cluster 5) having highest avergae purchases but there is Cluster 2 also having highest cash advance & secong highest purchase behaviour but their type of purchases are same.
* Cluster 4 and Cluster 2 are behaving similar in terms of Credit\_limit and have cash transactions is on higher side.

**Since we cannot draw a proper conclusion with K value 5. We take K value 4 as optimal K and we will moving ahead considering K as 5 and drawing our marketing strategies.**

## Marketing strategies that can be drawn from above analysis

We Came to know that we have 4 kind of customers

**1. Group 1**

* This group is has minimum paying ratio and using card for just oneoff transactions (may be for utility bills only). This group seems to be risky group.

**2. Group 2**

* This group is performing best among all as cutomers are maintaining good credit score and paying dues on time. – Giving rewards point will make them perform more purchases.

**3. Group 3**

* They have poor credit score and taking only cash on advance. We can target them by providing less interest rate on purchase transaction.

**4. Group 4**

* They are potential target customers who are paying dues and doing purchases and maintaining comparatively good credit score ) – we can increase credit limit or can lower down interest rate – Can be given premium card /loyality cards to increase transactions.

**Group 4 is the potential Target customer**