1. **数组和链表区别：**

数组和链表是线性表两种不同的存储结构。

1. 逻辑结构。数组必须事先定义固定的长度，不能动态增减数组的大小。当数据较少时，存在空间浪费，数据增加时，面临数组越界的危险，链表采用动态内存形式实现，可动态增减数据项，增加时使用new/malloc分配内存,删除时使用delete/free释放内存。
2. 内存结构。数组从栈中分配空间，自由度小，链表从堆中分配空间，自由度大，但申请管理比较麻烦。
3. 数组中元素顺序存储，逻辑上相邻的数据项在物理地址上也是相邻的；链表中数据随机存储，逻辑上相邻的数据项在物理地址上不一定是相邻的。数组的随机访问效率较高，但插入，删除效率较低，需要移动大量元素。链表的插入，删除相对数组有很高的效率，但其随机访问需要从表头逐一遍历，所以其随机访问效率较低。
4. 数组便于查询，链表便于删除和插入

**二、栈和队列**

栈和队列是两种比较重要的线性结构，他们的插入和删除受到更多的约束和限定，是一种限定性的线性表结构。栈是操作只限定在栈顶，是一种后进先出的结构。队的操作限定在对首和对尾，对首执行出队操作，对尾执行入队操作，是一种先进先出的结构。

**三、树(图)的遍历**

深度优先遍历：对从某一点开始的分支路径深入遍历到不能再深入为止，且每个节点访问一次。

广度优先遍历：从某一节点出发，依次访问与该节点邻接的所有节点。

**四、栈和堆**

1.内存分配：

堆：由程序员负责申请，并提供申请的大小。C语言中堆内存的分配是用malloc()函数或realloc()来完成的；C++中用new运算符来分配。堆在使用完成后，必须由程序员显示的释放。在C语言中释放的函数为free(),在C++中用delete操作符负责释放。若程序员忘记释放，就可能发生内存泄露。

栈：由系统自动分配与释放。系统在栈中为局部变量开辟空间，栈用于存放函数的参数值、局部变量的值等

在资源分配的具体实现上，栈和堆也有很大区别：

堆: 堆的分配是通过操作系统的一个记录空闲内存地址的链表来实现的。当系统收到程序的申请是，会遍历该链表，寻找第一个空间大于所申请空间的堆节点，然后将节点从空闲节点链中删除，并将该节点的空间分配给程序。另外，对于大多数系统，会在这块内存的首地址处记录本次分配的大小，这样代码中的delete语句才能正确的释放本内存空间。由于找到的堆节点的大小不一定刚好等于申请的大小，系统会自动将多余的那部分重新放入空闲链表中。

栈：每个进程都拥有自己的一个固定的栈空间。在系统分配的时候，只要栈的剩余空间大于所申请空间，系统将为程序提供内存，否则将报异常提示栈溢出。

2 大小限制：

堆：是向高地址扩展的数据结构，是不连续的内存区域。由于系统使用链表来存储空闲内存地址的，自然是不连续的，而链表的遍历方向是由低地址向高地址。堆的大小受限于计算机系统中有效的虚拟内存。由此可见，堆获得的空间比较灵活，也比较大。（如果堆失败呢？）

栈：是向低地址扩展的数据结构，是一块连续的内存区域。（这句话的意思是栈顶的地址和栈的栈的最大容量是系统预先规定的，是编译时就确定的一个常数），如果申请的空间超过栈的剩余空间时，将提示栈溢出。（栈空间一般较小？）

3. 效率比较

堆：是由new分配的内存，一般速度比较慢，而且容易产生内存碎片，但使用起来方便。在Windows中，最好的方式是使用VirtualAlloc()分配内存，它既不是在堆中也不是在栈中，而是直接在进程的地址空间中保留一块内存，该方式虽然用起来最不方便，但是速度却很快，也最灵活。

栈：有系统自动分配，速度较快。但程序员无法控制。

4.存放内容

堆：一般是在堆的头部用一个字节存放堆的大小，剩余部分存储的内容由程序员根据程序计算的需要决定。

栈：栈是用来记录程序执行时函数调用过程中的活动记录。

**五、常用的查找算法和排序算法并分析算法复杂度**

**查找算法：(静态查找表和动态查找表)**

1. 顺序查找：元素可以顺序存储，也可以链式存储，不要求有序，时间复杂度O(n)

2. 折半查找：元素必须顺序存储，必须有序，时间复杂度O(logn)。插入，删除时需要移动大量节点。

3. 二叉排序查找：平均时间复杂度O(n),最坏情况下O(logn),插入和删除非常方便，无需移动大量节点。对于需要经常需要插入、删除、查找运算的表，宜采用二叉查找树结构

4. 平衡二叉树(AVL树)和红黑树

**AVL树：**是一种二叉排序树，其中每一个节点的左子树和右子树的高度差不超过1.

**RB树：**

**AVL树与RB树区别：**

插入，查找时间复杂度O(logn),适用于排序。

5. 多路查找树

**定义：**每一个节点孩子可以多于两个，且每一个节点可以存储多个元素。

**B树和B+树：**B树中每一个在该树中只出现一次，有可能在叶子节点上，也有可能在分支节点上。而B+树中，出现在分支节点的元素会在叶节点再次列出，而且，每一个叶节点都会保存一个指向后一叶节点的指针。随机查找与B树一致，但分支节点只提供索引的作用，不提供实际访问。对于范围查找和遍历提供很大方便。

6. Hash表查找：存储位置和关键字之间有一个对应关系。关键在于使用hash函数确定其key值，插入和查找效率都是O(1).不适合做范围查找，排序等。

**Hash函数设计原则**：简单，均匀，存储利用率高，尽量避免冲突

**Hash函数构造方法：**直接定址法(f=a\*key+b,需事先知道关键字分布情况)，数字分析法(抽取一部分做散列地址，适合关键字位数较长)，平方取中法(适合位数不大的),除留取余法(f=key%p)

**处理散列冲突**：

**开放地址法**：**线性探测**![](data:image/x-wmf;base64,183GmgAAAAAAAMAeQAIACQAAAACRQgEACQAAA5wCAAACAAIBAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAsAeCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+AHgAA5gEAAAUAAAAJAgAAAAIFAAAAFAKAAWgBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANTYEgCqSfB2QJHzdvUhZmYEAAAALQEAACEAAAAyCgAAAAARAAAAKCkoKCkpJSgxLDIsMywsMSkAlAL+AZgBlAIUA34AoQQaA5wAkAC6AIQArgD4AdACogAAAwUAAAAUAuMB+AAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A1NgSAKpJ8HZAkfN29SFmZgQAAAAtAQEABAAAAPABAAAMAAAAMgoAAAAAAwAAAGlpacvSC+MGvAEFAAAAFAKAAYIAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuANTYEgCqSfB2QJHzdvUhZmYEAAAALQEAAAQAAADwAQEAGQAAADIKAAAAAAwAAABma2V5ZmtleWRtZG1wAagAqACKA1ABqACoAJQCAgPhAzAIAAMFAAAAFAKAAdQEHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHa2LQoT4D4eANTYEgCqSfB2QJHzdvUhZmYEAAAALQEBAAQAAADwAQAADQAAADIKAAAAAAQAAAA9Kz0tEgaLCfgHAAMFAAAAFAKAAfcYHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQTVQgRXh0cmEAGwrNgD4eANTYEgCqSfB2QJHzdvUhZmYEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABMeQADAgEAACYGDwD5AUFwcHNNRkNDAQDSAQAA0gEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg2YAAwAbAAALAQACAINpAAABAQAKAgCCKAACAINrAAIAg2UAAgCDeQACAIIpAAIEhj0APQIAgigAAgCDZgACAIIoAAIAg2sAAgCDZQACAIN5AAIAgikAAgSGKwArAgCDZAADABsAAAsBAAIAg2kAAAEBAAoCAIIpAAIAgiUAAgCDbQAFAAEBAQECAAABAAABAAIAgigAAgCDZAADABsAAAsBAAIAg2kAAAEBAAoCBIY9AD0CAIgxAAIAgiwAAgCIMgACAIIsAAIAiDMAAgCCLAACBIvvIkwCAIIsAAIAg20AAgSGEiItAgCIMQACAIIpAAAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AZvUhZmYAAAoAOACKAQAAAAABAAAACOMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)会产生堆积现象，存入和查找效率都很低。
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**再散列函数法：**发生冲突时，换一个散列函数计算，增加了计算时间

**链地址法：**将冲突的关键字以链表形式存储，带来了额外的存储开销，引入了单链表遍历的性能损耗。

**公共溢出区法**：如果关键字有冲突，将其移至公共溢出区。

**排序算法：**

稳定与不稳定：排序过程中不改变相同关键字的相对位置。

内排序与外排序：是否内外存多次交换。

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **排序方法** | **平均情况** | **最好情况** | **最坏情况** | **辅助空间** | **稳定性** |
| 冒泡 |  |  |  |  | 稳定 |
| 选择排序 |  |  |  |  | 不稳定 |
| 插入排序 |  |  |  |  | 稳定 |
| 希尔排序 |  |  |  |  | 不稳定 |
| 堆排序 |  |  |  |  | 不稳定 |
| 归并 |  |  |  |  | 稳定 |
| 快速排序 |  |  |  |  | 不稳定 |