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# Introduction

The data is related with direct marketing campaigns of a Portuguese banking institution. The marketing campaigns were based on phone calls. Often, more than one contact to the same client was required. The data collected from these marketing capaigns was collected from May 2008 to November 2010. There is a total number of 45,211 observation in this data set. The data set consists of 17 variables, including the response variable with the name ‘y’. A description of the predictor and outcome features are below:

1 - age (numeric)

2 - job : Job type (categorical): “admin.”, “unknown”, “unemployed”, “management”, “housemaid”, “entrepreneur”, “student”, “blue-collar”, “self-employed”, “retired”, “technician”, “services”

3 - marital : Marital status (categorical): “married”, “divorced”, “single”

4 - education (categorical): “unknown”,“secondary”,“primary”,“tertiary”

5 - default: Does the client have credit in default? (binary: “yes”,“no”)

6 - balance: Average yearly balance (numeric, in euros)

7 - housing: Does the client have a housing loan? (binary: “yes”,“no”)

8 - loan: Does the client have a personal loan? (binary: “yes”,“no”)

9 - contact: Contact communication type (categorical): “unknown”,“telephone”,“cellular”

10 - day: Last contact day of the month (numeric, discrete)

11 - month: Last contact month of year (categorical): “jan”, “feb”, “mar”, “apr”, “may”, “jun”, “jul”, “aug”, “sep”, “oct”, “nov”, “dec”

12 - duration: Last contact duration (numeric, in seconds)

13 - campaign: The number of contacts performed during this campaign and for this client (numeric, discrete)

14 - pdays: The number of days after the client was last contacted from a previous campaign (numeric, discrete)

15 - previous: The number of contacts performed before this campaign and for this client (numeric)

16 - poutcome: The outcome of the previous marketing campaign (categorical): “unknown”, “other”, “failure”, “success”

17 - y oOutcome class variable): Has the client subscribed a term deposit? (binary: “yes”,“no”)

A public link to the data can be found here: <https://archive.ics.uci.edu/dataset/222/bank+marketing>

When looking at this dataset, two areas we would want to explore through linear and logistic regression.

1. If there is a association with any of the variables and how long of the duration of a call (Linear).
2. Predict if a client has subscribed a term deposit after direct marketing campaigns (Logistic).

#Load the sample data  
BankMarketing = read.csv("https://pengdsci.github.io/datasets/BankMarketing/BankMarketingCSV.csv")[, -1]

## Handling Missing Values

This dataset does not contain any missing values, therefore we do not have to drop any rows or input any values.

# EDA and Feature Engineering

In oder to perfom so EDA, we must have a basic understanding of the data. A summary of teh data is printed below.

#Summarized descriptive statistics for all variables in the data set  
summary(BankMarketing)

## age job marital education   
## Min. :18.00 Length:45211 Length:45211 Length:45211   
## 1st Qu.:33.00 Class :character Class :character Class :character   
## Median :39.00 Mode :character Mode :character Mode :character   
## Mean :40.94   
## 3rd Qu.:48.00   
## Max. :95.00   
## default balance housing loan   
## Length:45211 Min. : -8019 Length:45211 Length:45211   
## Class :character 1st Qu.: 72 Class :character Class :character   
## Mode :character Median : 448 Mode :character Mode :character   
## Mean : 1362   
## 3rd Qu.: 1428   
## Max. :102127   
## contact day month duration   
## Length:45211 Min. : 1.00 Length:45211 Min. : 0.0   
## Class :character 1st Qu.: 8.00 Class :character 1st Qu.: 103.0   
## Mode :character Median :16.00 Mode :character Median : 180.0   
## Mean :15.81 Mean : 258.2   
## 3rd Qu.:21.00 3rd Qu.: 319.0   
## Max. :31.00 Max. :4918.0   
## campaign pdays previous poutcome   
## Min. : 1.000 Min. : -1.0 Min. : 0.0000 Length:45211   
## 1st Qu.: 1.000 1st Qu.: -1.0 1st Qu.: 0.0000 Class :character   
## Median : 2.000 Median : -1.0 Median : 0.0000 Mode :character   
## Mean : 2.764 Mean : 40.2 Mean : 0.5803   
## 3rd Qu.: 3.000 3rd Qu.: -1.0 3rd Qu.: 0.0000   
## Max. :63.000 Max. :871.0 Max. :275.0000   
## y   
## Length:45211   
## Class :character   
## Mode :character   
##   
##   
##

We can see from the above summary table that the distribution of some of the numeric variables is skewed and contains outliers that need to be further explored.

## Single Variable Distribution

The distribution for our continuous numerical variables for average\_monthly\_hours and time\_spend\_company are shown below. Time spent is skewed to the right, and is not normal. Average monthly hours so not too bad, and can be deemed approxiatly normal.

In order to examine and determine the outcome of any of the outliers and looking at the skewness of certain numerical variables, such as “duration”, discretization will be used to divide the different categorical varibles into groups. This variable should be discretized due to thenumber of high outliers it contains. In looking at this variable’s distribution, the three groups that were created (0-180, 181-319, and 320+) seem similar enough in the frequency of client observations. This new variable will now be used for building future models. The histogram can be seen below.

# histogram showing the distribution of the duration variable  
hist(BankMarketing$duration, xlab = "Duration", ylab = "count", main = "Durations of Last Contact")
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# New grouping variable for duration  
BankMarketing$grp.duration <- ifelse(BankMarketing$duration <= 180, '0-180',  
 ifelse(BankMarketing$duration >= 320, '320+', '181-319'))

Now we want to look at some of the categorical and binary features. When looking at the distribution of contacts performed during the campain, it is Skewed to the right. This means that groups should be created. For campaign, the value of 1 contact should be its own group since it has the highest frequency of observations. Values 2 & 3 number of contacts combined have close to the same frequency, so they should be paired together in their own group. The remaining observations should be combined into the final group.

When looking at pdays, the value of -1 is an indicator that a client was not previously contacted before the campaign. Since this makes up most of the obersvations, it will become its own group. The rest of the observations were split into groups of 1-200 days and 200 days or more.

The previous variable was also split into 3 groups. The value of 0 contacts is one group since it has the most observations. The values of 1 to 3 contacts is another category since they both make a fair amount of the observations. Same goes for observations with 4 or more contacts.

All of these bar plots can be seen below.

# barplot showing the distribution of the campaign variable  
marketcampaigns = table(BankMarketing$campaign)  
barplot(marketcampaigns, main = "Distribution of Contacts Performed During Campaign", xlab = "Number of Contacts")
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# barplot showing the distribution of the pdays variable  
dayspassed = table(BankMarketing$pdays)  
barplot(dayspassed, main = "Distribution of Days Passed After Client Last Contacted (Pdays) ", xlab = "Number of Days")
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# barplot showing the distribution of the previous variable  
prev = table(BankMarketing$previous)  
barplot(prev, main = "Distribution of Previous Contacts", xlab = "Number of Contacts")
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campaign: 1, 2-3, 4+ pdays: -1, 1-199, 200+ previous: 0, 1-3, 4+

# New grouping variable for campaign  
BankMarketing$grp.campaign <- ifelse(BankMarketing$campaign <= 1, '1',  
 ifelse(BankMarketing$campaign >= 4, '4+', '2-3'))  
  
# New grouping variable for pdays  
BankMarketing$grp.pdays <- ifelse(BankMarketing$pdays <= -1, 'Client Not Previously Contacted', ifelse(BankMarketing$pdays >= 200, '200+', '1-199'))  
  
# New grouping variable for previous  
BankMarketing$grp.previous <- ifelse(BankMarketing$previous <= 0, '0',  
 ifelse(BankMarketing$previous > 4, '4+', '1-3'))

Now we move onto categorical varibles.

The categorical variable of month has also been discretized by seasons since the bar plot below is also skewed for certain months. Also, handling smaller groups into seasons is easier than hanling 12 months. A new feature called “seasons” was created.

# barplot showing the distribution of the month variable  
seasons = table(BankMarketing$month)  
barplot(seasons, main = "Distribution of Number of Contacts by Month", xlab = "Number of Contacts")
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# New grouping variable for month  
BankMarketing$grp.month = ifelse(BankMarketing$month == " jan", "winter", ifelse(BankMarketing$month == " feb", "winter", ifelse(BankMarketing$month == " mar", "spring", ifelse(BankMarketing$month == " apr", "spring", ifelse(BankMarketing$month == " may", "spring", ifelse(BankMarketing$month == " jun", "summer", ifelse(BankMarketing$month == " jul", "summer", ifelse(BankMarketing$month == " aug", "summer", ifelse(BankMarketing$month == " sep", "fall", ifelse(BankMarketing$month == " oct", "fall", ifelse(BankMarketing$month == " nov", "fall", "winter")))))))))))

# barplot showing the distribution of the job variable  
jobcategory = table(BankMarketing$job)  
barplot(jobcategory, main = "Distribution of Job Type", xlab = "Number of Clients in Each Job")
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# New grouping variable for job  
BankMarketing$grp.job = ifelse(BankMarketing$job == " unknown", "not working", ifelse(BankMarketing$job == " unemployed", "not working", ifelse(BankMarketing$job == " retired", "not working", ifelse(BankMarketing$job == " blue-collar", "workers", ifelse(BankMarketing$job == " entrepreneur", "bosses", ifelse(BankMarketing$job == " housemaid", "workers", ifelse(BankMarketing$job == " management", "bosses", ifelse(BankMarketing$job == " self-employed", "bosses", ifelse(BankMarketing$job == " services", "white-collar", ifelse(BankMarketing$job == " technician", "white-collar", ifelse(BankMarketing$job == " student", "not working", "white-collar")))))))))))

Now that we have Now that the variables have been discretized, and created new variables, the dataset now must be cleaned to reflect those changes.

# Assembling the discretized variables and other variables to make the modeling data set  
var.names = c("age", "balance", "day", "grp.job", "marital", "education", "default", "housing", "loan", "contact", "grp.month", "grp.duration", "grp.campaign", "grp.pdays", "grp.previous", "poutcome", "y")   
BankMarketingCampaign = BankMarketing[, var.names]

## Assessing Pairwised Relationship

We want to see if there is any linear association between the numeric variables. A Pairwise scatter plot like below, is a good visual. This scatterplot blow looks at the data.

# Pair-wise scatter plot for numeric variables  
ggpairs(BankMarketingCampaign, # Data frame  
 columns = 1:3, # Columns  
 aes(color = y, # Color by group (cat. variable)  
 alpha = 0.5))
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Now that we looked at the numeric variables, we can turn the attention to categorical variables and dependency. In order to see dependency, mosaic plots will be shown below.

# Mosaic plots to show categorical variable dependency to the response.  
par(mfrow = c(2,2))  
mosaicplot(grp.job ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="job vs term deposit ")  
mosaicplot(marital ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="marital vs term deposit ")  
mosaicplot(education ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="education vs term deposit ")  
mosaicplot(default ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="default vs term deposit ")
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# Mosaic plots to show categorical variable dependency to the response.  
par(mfrow = c(2,2))  
mosaicplot(housing ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="housing vs term deposit ")  
mosaicplot(loan ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="loan vs term deposit ")  
mosaicplot(contact ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="contact vs term deposit ")  
mosaicplot(grp.month ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="month vs term deposit ")
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# Mosaic plots to show categorical variable dependency to the response.  
par(mfrow = c(3,2))  
mosaicplot(grp.duration ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="duration vs term deposit ")  
mosaicplot(grp.campaign ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="campaign vs term deposit ")  
mosaicplot(grp.pdays ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="pdays vs term deposit ")  
mosaicplot(grp.previous ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="previous vs term deposit ")  
mosaicplot(poutcome ~ y, data=BankMarketingCampaign,col=c("Blue","Red"), main="poutcome vs term deposit ")
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# Predictive Modeling with Logistic Regression

The revised data from the EDA done above will be used to run different logistic regression models. The optimal final model will be found from canidate models, which will be used to calculate probabilities for predicting whether or not a client has subscribed after direct marketing campaigns.

We can use a logistical model for predicting whether or not a client has subscribed a term deposit after direct marketing campaigns.The variable, y, which tells whether a client has subscribed a term deposit, acts as the binary response variable of all the logistic models. The rest of the variables, including the new discretized variables, of the revised data set act as the predictor variables that will possibly affect the response ‘y’.

In order to perform proper modeling, some categorical and binary variables had to be changed, including the response (y) and the ones changed in the EDA, to have numerical labels, thereby making them easier to use for modeling.

The first logistic regression model that will be built is an initial full model that contains all predictors variables of the data set. Automatic variable selection will then be used to find a final model. In looking at the p-values of the variables in the initial model, those that are insignificant at the 0.05 level will be dropped.

The variables remaining that are either statistically significant or important for the model will be used to create a sort of reduced model. A third and final model, that is between the full and reduced models, will then be found. Performance of predictive power will be analyzed for all predictor variables as well as their association to the response.

Finally, this final model will be used to calculate predictive probability for values of the response variable. When values of predictor values are entered, the predicted value of whether or not a client has subscribed a term deposit (either Yes or No) is given.

## Turning features in Discrete Variables

All the categorical and binary varibles including the response must be changed into discrete numerical varibles. It will be as as follows:

y (response): 0=no, 1=yes

grp.job: 0=not working, 1=workers, 2=bosses, 3=white-collar

marital: 0=divorced, 1=single, 2=married

education: 0=unknown, 1=primary, 2=secondary, 3=tertiary

housing: 0=no, 1=yes

loan: 0=no, 1=yes

contact: 0=unknown, 1=telephone, 2=cellular

grp.month: 0=winter, 1=spring, 2=summer, 3=fall

grp.duration: 0=(0-180), 1=(181-319), 2=320+

grp.campaign: 0=1, 1=(2-3), 2=4+

grp.pdays: 0=Client Not Previously Contacted, 1=(1-199), 2=200+

grp.previous: 0=0, 1=(1-3), 2=4+

# Create numerical value labels for categorical variables  
BankMarketingCampaign$y <- factor(BankMarketingCampaign$y, levels = c(" no", " yes"), labels = c("0", "1"))  
  
BankMarketingCampaign$grp.job <- factor(BankMarketingCampaign$grp.job, levels = c("not working", "workers", "bosses", "white-collar"), labels = c("0", "1", "2", "3"))  
  
BankMarketingCampaign$marital <- factor(BankMarketingCampaign$marital, levels = c(" divorced", " single", " married"), labels = c("0", "1", "2"))  
  
BankMarketingCampaign$education <- factor(BankMarketingCampaign$education, levels = c(" unknown", " primary", " secondary", " tertiary"), labels = c("0", "1", "2", "3"))  
   
BankMarketingCampaign$housing <- factor(BankMarketingCampaign$housing, levels = c(" no", " yes"), labels = c("0", "1"))  
   
BankMarketingCampaign$loan <- factor(BankMarketingCampaign$loan, levels = c(" no", " yes"), labels = c("0", "1"))  
  
BankMarketingCampaign$contact <- factor(BankMarketingCampaign$contact, levels = c(" unknown", " telephone", " cellular"), labels = c("0", "1", "2"))  
  
BankMarketingCampaign$grp.month <- factor(BankMarketingCampaign$grp.month, levels = c("winter", "spring", "summer", "fall"), labels = c("0", "1", "2", "3"))  
  
BankMarketingCampaign$grp.duration <- factor(BankMarketingCampaign$grp.duration, levels = c("0-180", "181-319", "320+"), labels = c("0", "1", "2"))  
   
BankMarketingCampaign$grp.campaign <- factor(BankMarketingCampaign$grp.campaign, levels = c("1", "2-3", "4+"), labels = c("0", "1", "2"))  
   
BankMarketingCampaign$grp.pdays <- factor(BankMarketingCampaign$grp.pdays, levels = c("Client Not Previously Contacted", "1-199", "200+"), labels = c("0", "1", "2"))  
   
BankMarketingCampaign$grp.previous <- factor(BankMarketingCampaign$grp.previous, levels = c("0", "1-3", "4+"), labels = c("0", "1", "2"))

## Create Candidate Models

The full/initial model containing all of the predictor variables will be made first, with ‘y’ (whether or not a client has subscribed a term deposit) as the response. The variables balance and default are not included since our EDA showed that removing them from the model might help the results.

# Create the initial full model  
# Create the initial full model  
initial.model = glm(y ~ age + day + grp.job + marital + education + housing + loan + contact +grp.duration +grp.campaign +grp.pdays +grp.previous, family = binomial, data = BankMarketingCampaign)  
coefficient.table = summary(initial.model)$coef  
kable(coefficient.table, caption = "Significance tests of logistic regression model")

Significance tests of logistic regression model

|  | Estimate | Std. Error | z value | Pr(>|z|) |
| --- | --- | --- | --- | --- |
| (Intercept) | -3.5018560 | 0.1521815 | -23.011052 | 0.0000000 |
| age | 0.0037427 | 0.0017733 | 2.110553 | 0.0348108 |
| day | -0.0055270 | 0.0020224 | -2.732896 | 0.0062780 |
| grp.job1 | -0.5356687 | 0.0623519 | -8.591057 | 0.0000000 |
| grp.job2 | -0.4527472 | 0.0599608 | -7.550719 | 0.0000000 |
| grp.job3 | -0.3669178 | 0.0546304 | -6.716368 | 0.0000000 |
| marital1 | 0.1692006 | 0.0610871 | 2.769826 | 0.0056086 |
| marital2 | -0.1806493 | 0.0536963 | -3.364279 | 0.0007674 |
| education1 | -0.2609743 | 0.0938475 | -2.780833 | 0.0054220 |
| education2 | -0.1221068 | 0.0829586 | -1.471899 | 0.1410481 |
| education3 | 0.1775338 | 0.0866458 | 2.048960 | 0.0404660 |
| housing1 | -0.7303848 | 0.0366351 | -19.936773 | 0.0000000 |
| loan1 | -0.5591949 | 0.0540381 | -10.348154 | 0.0000000 |
| contact1 | 0.9550897 | 0.0817113 | 11.688589 | 0.0000000 |
| contact2 | 1.0053064 | 0.0523061 | 19.219696 | 0.0000000 |
| grp.duration1 | 1.3339942 | 0.0503148 | 26.512978 | 0.0000000 |
| grp.duration2 | 2.7044986 | 0.0458332 | 59.007422 | 0.0000000 |
| grp.campaign1 | -0.3253327 | 0.0364818 | -8.917665 | 0.0000000 |
| grp.campaign2 | -0.5201170 | 0.0505253 | -10.294181 | 0.0000000 |
| grp.pdays1 | 1.4641585 | 0.0758033 | 19.315236 | 0.0000000 |
| grp.pdays2 | 0.6043423 | 0.0869219 | 6.952701 | 0.0000000 |
| grp.previous1 | -0.2153398 | 0.0777604 | -2.769273 | 0.0056181 |

We can see that there are some insignificant predictor variables, and they should be dropped from the model to create a reduced model. Using the step() function, we will now find reduced and final models. The final best model will be a model that is between the full and reduced models.

# Creating the reduced and final models  
full.model = initial.model # the \*biggest model\* that includes all predictor variables  
reduced.model = glm(y ~ day + grp.job + marital + housing + loan + contact + grp.duration + grp.campaign + grp.previous, family = binomial, data = BankMarketingCampaign)  
final.model = step(full.model,   
 scope=list(lower=formula(reduced.model),upper=formula(full.model)),  
 data = BankMarketingCampaign,   
 direction = "backward",  
 trace = 0) # trace = 0: suppress the detailed selection process  
final.model.coef = summary(final.model)$coef  
kable(final.model.coef, caption = "Summary table of significant tests")

Summary table of significant tests

|  | Estimate | Std. Error | z value | Pr(>|z|) |
| --- | --- | --- | --- | --- |
| (Intercept) | -3.5018560 | 0.1521815 | -23.011052 | 0.0000000 |
| age | 0.0037427 | 0.0017733 | 2.110553 | 0.0348108 |
| day | -0.0055270 | 0.0020224 | -2.732896 | 0.0062780 |
| grp.job1 | -0.5356687 | 0.0623519 | -8.591057 | 0.0000000 |
| grp.job2 | -0.4527472 | 0.0599608 | -7.550719 | 0.0000000 |
| grp.job3 | -0.3669178 | 0.0546304 | -6.716368 | 0.0000000 |
| marital1 | 0.1692006 | 0.0610871 | 2.769826 | 0.0056086 |
| marital2 | -0.1806493 | 0.0536963 | -3.364279 | 0.0007674 |
| education1 | -0.2609743 | 0.0938475 | -2.780833 | 0.0054220 |
| education2 | -0.1221068 | 0.0829586 | -1.471899 | 0.1410481 |
| education3 | 0.1775338 | 0.0866458 | 2.048960 | 0.0404660 |
| housing1 | -0.7303848 | 0.0366351 | -19.936773 | 0.0000000 |
| loan1 | -0.5591949 | 0.0540381 | -10.348154 | 0.0000000 |
| contact1 | 0.9550897 | 0.0817113 | 11.688589 | 0.0000000 |
| contact2 | 1.0053064 | 0.0523061 | 19.219696 | 0.0000000 |
| grp.duration1 | 1.3339942 | 0.0503148 | 26.512978 | 0.0000000 |
| grp.duration2 | 2.7044986 | 0.0458332 | 59.007422 | 0.0000000 |
| grp.campaign1 | -0.3253327 | 0.0364818 | -8.917665 | 0.0000000 |
| grp.campaign2 | -0.5201170 | 0.0505253 | -10.294181 | 0.0000000 |
| grp.pdays1 | 1.4641585 | 0.0758033 | 19.315236 | 0.0000000 |
| grp.pdays2 | 0.6043423 | 0.0869219 | 6.952701 | 0.0000000 |
| grp.previous1 | -0.2153398 | 0.0777604 | -2.769273 | 0.0056181 |

## Prediction

## Predictive Probability Analysis for Clients Subscribing Term Deposits

Now that a final model has been created, we can predict whether or not a client has subscribed a term deposit based on given values of the predictor variables in the final model associated with two clients. A threshold probability of 0.5 is used to predict the response value.

# Predicting Response Value for Banking Client Given Variable Values for the Final Model  
mynewdata = data.frame(age=c(34,64),  
 day = c(3,5),  
 grp.job = c("1","1"),  
 marital = c("1","1"),  
 education = c("1","3"),  
 housing = c("1","1"),  
 loan = c("0","0"),  
 contact = c("1","0"),  
 grp.month = c("3","1"),  
 grp.duration = c("2","1"),  
 grp.campaign = c("0","1"),  
 grp.pdays = c("2","2"),  
 grp.previous = c("1","0"))  
pred.success.prob = predict(final.model, newdata = mynewdata, type="response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

## threshold probability  
cut.off.prob = 0.5  
pred.response = ifelse(pred.success.prob > cut.off.prob, 1, 0) # This predicts the response  
  
# Add the new predicted response to Mynewdata  
mynewdata$Pred.Response = pred.response  
kable(mynewdata, caption = "Predicted Value of Response with given cut-off")

Predicted Value of Response with given cut-off

| age | day | grp.job | marital | education | housing | loan | contact | grp.month | grp.duration | grp.campaign | grp.pdays | grp.previous | Pred.Response |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 34 | 3 | 1 | 1 | 1 | 1 | 0 | 1 | 3 | 2 | 0 | 2 | 1 | 0 |
| 64 | 5 | 1 | 1 | 3 | 1 | 0 | 0 | 1 | 1 | 1 | 2 | 0 | 0 |

Looking at the predicted response, we can see that neither of these clients will suscribe to the marketing campaign. ## Model Selection

Now that we have our canidate models. It is time to perform some model selction using the ROC curve and AUC.

Since our sample is relatively large, we will randomly split the overall data set into two data sets. 70% of the data will be put in a training data set for training and validating models. The other 30% goes into a testing data set used for testing the final model. The value labels of the response (yes/no) used for testing and validation data will be removed when calculating the accuracy measures later.

## Recode response variable: yes = 1 and no = 0  
yes.id = which(BankMarketingCampaign$y == "1")   
no.id = which(BankMarketingCampaign$y == "0")  
  
## Creating the training and testing data sets  
BankMarketingCampaign$y.subscribe = 1  
BankMarketingCampaign$y.subscribe[no.id] = 0  
var.names = c("age", "day", "grp.job", "marital","education","housing","loan","contact","grp.month", "grp.duration","grp.campaign","grp.pdays","grp.previous", "y.subscribe" )  
BankMarketingCampaign = BankMarketingCampaign[, var.names]  
nn = dim(BankMarketingCampaign)[1]  
train.id = sample(1:nn, round(nn\*0.7), replace = FALSE)   
####  
training = BankMarketingCampaign[train.id,]  
testing = BankMarketingCampaign[-train.id,]

## Cut-off Probability Search and Accuracy Score

In order to find an optimal cut-off probability, a sequence of 20 candidate cut-off probabilities will be defined. Then, a 5-fold cross-validation will be performed to find the optimal cut-off probability of the final model. All three models created will be used to find the optimal cut-off. This is shown below.

n0 = dim(training)[1]/5  
  
# candidate cut off prob  
cut.0ff.prob = seq(0,1, length = 22)[-c(1,22)]  
  
# null vector for storing prediction accuracy  
pred.accuracy = matrix(0,ncol=20, nrow=5, byrow = T)  
  
## 5-fold CV  
for (i in 1:5){  
 valid.id = ((i-1)\*n0 + 1):(i\*n0)  
 valid.data = training[valid.id,]  
 train.data = training[-valid.id,]  
 train.model = glm(y.subscribe ~ age + day + grp.job + marital + education + housing + loan + contact + grp.duration + grp.campaign + grp.pdays + grp.previous, family = binomial(link = logit), data = train.data)  
####  
 pred.prob = predict.glm(train.model, valid.data, type = "response")  
 # define confusion matrix and accuracy  
 for(j in 1:20){  
 #pred.subscribe = rep(0,length(pred.prob))  
 valid.data$pred.subscribe = as.numeric(pred.prob > cut.0ff.prob[j])  
 a11 = sum(valid.data$pred.subscribe == valid.data$y.subscribe)  
 pred.accuracy[i,j] = a11/length(pred.prob)  
 }  
}  
##  
avg.accuracy = apply(pred.accuracy, 2, mean)  
max.id = which(avg.accuracy ==max(avg.accuracy))  
  
### visual representation  
tick.label = as.character(round(cut.0ff.prob,2))  
plot(1:20, avg.accuracy, type = "b",  
 xlim=c(1,20),   
 ylim=c(0.5,1),   
 axes = FALSE,  
 xlab = "Cut-off Probability",  
 ylab = "Accuracy",  
 main = "5-fold CV performance"  
 )  
axis(1, at=1:20, label = tick.label, las = 2)  
axis(2)  
segments(max.id, 0.5, max.id, avg.accuracy[max.id], col = "red")  
text(max.id, avg.accuracy[max.id]+0.03, as.character(round(avg.accuracy[max.id],4)), col = "red", cex = 0.8)

![5-fold CV performance plot](data:image/png;base64,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)

5-fold CV performance plot

The above figure indicates that the optimal cut-off probability that yields the best accuracy is 0.52.

test.model = glm(y.subscribe ~ age + day + grp.job + marital + education + housing + loan + contact + grp.month + grp.duration + grp.campaign + grp.pdays + grp.previous, family = binomial(link = logit), data = training)  
newBankingTestingData = data.frame(age= testing$age, day= testing$day, grp.job= testing$grp.job, marital= testing$marital, education= testing$education, housing= testing$housing, loan= testing$loan, contact= testing$contact, grp.month= testing$grp.month, grp.duration= testing$grp.duration, grp.campaign= testing$grp.campaign, grp.pdays= testing$grp.pdays, grp.previous= testing$grp.previous)  
  
pred.prob.test = predict.glm(test.model, newBankingTestingData, type = "response")  
  
## Assessing Model Accuracy  
testing$test.subscribe = as.numeric(pred.prob.test > 0.22)  
a11 = sum(testing$test.subscribe == testing$y.subscribe)  
test.accuracy = a11/length(pred.prob.test)  
kable(as.data.frame(test.accuracy), align='c')

| test.accuracy |
| --- |
| 0.8355821 |

Here in our accuracy test we find that it is accurate 84.1% of the time. This indcates there is no under-fitting for our model.

## Local and Global ROC Metrics

Using the optimal cut-off probability of 0.57, which was found above, we will now report the local measures using our testing data. This includes specificity and sensitivity based on each of these cut-offs for the 20 sub-intervals.

# Looking at sensitivity and specificity performance measurements  
testing$test.subscribe = as.numeric(pred.prob.test > 0.52)  
### components for defining various measures  
p0.a0 = sum(testing$test.subscribe ==0 & testing$y.subscribe ==0)  
p0.a1 = sum(testing$test.subscribe ==0 & testing$y.subscribe ==1)  
p1.a0 = sum(testing$test.subscribe ==1 & testing$y.subscribe ==0)  
p1.a1 = sum(testing$test.subscribe ==1 & testing$y.subscribe ==1)  
###  
sensitivity = p1.a1 / (p1.a1 + p0.a1)  
specificity = p0.a0 / (p0.a0 + p1.a0)  
###  
precision = p1.a1 / (p1.a1 + p1.a0)  
recall = sensitivity  
F1 = 2\*precision\*recall/(precision + recall)  
metric.list = cbind(sensitivity = sensitivity,   
 specificity = specificity,   
 precision = precision,  
 recall = recall,  
 F1 = F1)  
kable(as.data.frame(metric.list), align='c', caption = "Local performance metrics")

Local performance metrics

| sensitivity | specificity | precision | recall | F1 |
| --- | --- | --- | --- | --- |
| 0.1705475 | 0.9792049 | 0.5211538 | 0.1705475 | 0.2569938 |

The sensitivity indicates the probability of those clients who are said to have subscribed a term deposit at the banking institution out of those who actually did is about 8-12%. The specificity indicates the probability of those clients who are said to have not subscribed a term deposit at the banking institution out of those who actually did not is about 97.3%.

### ROC Global Measure Analysis

For the last part of this section, a ROC (receiver operating characteristic) curve will be plotted by selecting a sequence of decision thresholds and calculating corresponding sensitivity and specificity.

# Creating ROC curves for sensitivity and (1-specificity) for all 3 models  
## Full Model  
cut.off.seq = seq(0, 1, length = 100)  
sensitivity.vec.full = NULL  
specificity.vec.full = NULL  
###   
training.model.full = glm(y.subscribe ~ age + day + grp.job + marital + education + housing + loan + contact + grp.month + grp.duration + grp.campaign + grp.pdays + grp.previous, family = binomial(link = logit), data = training)  
newBankTrainingData.full = data.frame(age= training$age, day= training$day, grp.job= training$grp.job, marital= training$marital, education= training$education, housing= training$housing, loan= training$loan, contact= training$contact, grp.month= training$grp.month, grp.duration= training$grp.duration, grp.campaign= training$grp.campaign, grp.pdays= training$grp.pdays, grp.previous= training$grp.previous)  
pred.prob.train.full = predict.glm(training.model.full, newBankTrainingData.full, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

for (i in 1:100){  
 training$train.subscribe = as.numeric(pred.prob.train.full > cut.off.seq[i])  
### components for defining various measures  
TN = sum(training$train.subscribe == 0 & training$y.subscribe == 0)  
FN = sum(training$train.subscribe == 0 & training$y.subscribe == 1)  
FP = sum(training$train.subscribe == 1 & training$y.subscribe == 0)  
TP = sum(training$train.subscribe == 1 & training$y.subscribe == 1)  
###  
sensitivity.vec.full[i] = TP / (TP + FN)  
specificity.vec.full[i] = TN / (TN + FP)  
}  
one.minus.spec.full = 1 - specificity.vec.full  
sens.vec.full = sensitivity.vec.full  
## A better approx of ROC, need library {pROC}  
 prediction.full = pred.prob.train.full  
 category.full = training$y.subscribe == 1  
 ROCobj.full <- roc(category.full, prediction.full)  
 AUCfull = round(auc(ROCobj.full),4)  
   
## Reduced Model  
cut.off.seq = seq(0, 1, length = 100)  
sensitivity.vec.reduced = NULL  
specificity.vec.reduced = NULL  
###   
training.model.reduced = glm(y.subscribe ~ day + grp.job + marital + housing + loan + contact + grp.duration + grp.campaign + grp.previous, family = binomial(link = logit), data = training)  
newBankTrainingData.reduced = data.frame(day= training$day, grp.job= training$grp.job, marital= training$marital, housing= training$housing, loan= training$loan, contact= training$contact, grp.duration= training$grp.duration, grp.campaign= training$grp.campaign, grp.previous= training$grp.previous)  
pred.prob.train.reduced = predict.glm(training.model.reduced, newBankTrainingData.reduced, type = "response")  
for (i in 1:100){  
 training$train.subscribe = as.numeric(pred.prob.train.reduced > cut.off.seq[i])  
### components for defining various measures  
TN.reduced = sum(training$train.subscribe == 0 & training$y.subscribe == 0)  
FN.reduced = sum(training$train.subscribe == 0 & training$y.subscribe == 1)  
FP.reduced = sum(training$train.subscribe == 1 & training$y.subscribe == 0)  
TP.reduced = sum(training$train.subscribe == 1 & training$y.subscribe == 1)  
###  
sensitivity.vec.reduced[i] = TP.reduced / (TP.reduced + FN.reduced)  
specificity.vec.reduced[i] = TN.reduced / (TN.reduced + FP.reduced)  
}  
one.minus.spec.reduced = 1 - specificity.vec.reduced  
sens.vec.reduced = sensitivity.vec.reduced  
## A better approx of ROC, need library {pROC}  
 prediction.reduced = pred.prob.train.reduced  
 category.reduced = training$y.subscribe == 1  
 ROCobj.reduced <- roc(category.reduced, prediction.reduced)  
 AUCreduced = round(auc(ROCobj.reduced),4)  
   
# Final Model  
cut.off.seq = seq(0, 1, length = 100)  
sensitivity.vec.final = NULL  
specificity.vec.final = NULL  
###   
training.model.final = glm(y.subscribe ~ age + day + grp.job + marital + education + housing + loan + contact + grp.month + grp.duration + grp.campaign + grp.pdays + grp.previous, family = binomial(link = logit), data = training)  
newBankTrainingData.final = data.frame(age= training$age, day= training$day, grp.job= training$grp.job, marital= training$marital, education= training$education, housing= training$housing, loan= training$loan, contact= training$contact, grp.month= training$grp.month, grp.duration= training$grp.duration, grp.campaign= training$grp.campaign, grp.pdays= training$grp.pdays, grp.previous= training$grp.previous)  
pred.prob.train.final = predict.glm(training.model.final, newBankTrainingData.final, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

for (i in 1:100){  
 training$train.subscribe = as.numeric(pred.prob.train.final > cut.off.seq[i])  
### components for defining various measures  
TN.final = sum(training$train.subscribe == 0 & training$y.subscribe == 0)  
FN.final = sum(training$train.subscribe == 0 & training$y.subscribe == 1)  
FP.final = sum(training$train.subscribe == 1 & training$y.subscribe == 0)  
TP.final = sum(training$train.subscribe == 1 & training$y.subscribe == 1)  
###  
sensitivity.vec.final[i] = TP.final / (TP.final + FN.final)  
specificity.vec.final[i] = TN.final / (TN.final + FP.final)  
}  
one.minus.spec.final = 1 - specificity.vec.final  
sens.vec.final = sensitivity.vec.final  
## A better approx of ROC, need library {pROC}  
 prediction.final = pred.prob.train.final  
 category.final = training$y.subscribe == 1  
 ROCobj.final <- roc(category.final, prediction.final)  
 AUCfinal = round(auc(ROCobj.final),4)  
   
## Visual Representation of all 3 ROCs  
par(pty = "s") # make a square figure  
plot(one.minus.spec.full, sens.vec.full, type = "l", xlim = c(0,1), xlab ="1 - Specificity", ylab = "Sensitivity", main = "ROC Curves of Logistic Regression Models", lwd = 2, col = "blue")  
lines(one.minus.spec.reduced, sens.vec.reduced, col = "green")  
lines(one.minus.spec.final, sens.vec.final, col = "orange")  
segments(0,0,1,1, col = "red", lty = 2, lwd = 2)  
  
#AUCfull = round(sum(sens.vec.full\*(one.minus.spec.full[-101]-one.minus.spec.full[-1])),4)  
#AUCreduced = round(sum(sens.vec.reduced\*(one.minus.spec.reduced[-101]-one.minus.spec.reduced[-1])),4)  
#AUCfinal = round(sum(sens.vec.final\*(one.minus.spec.final[-101]-one.minus.spec.final[-1])),4)  
text(0.8, 0.5, paste("AUC = ", AUCfull), col = "blue")  
text(0.8, 0.4, paste("AUC = ", AUCreduced), col = "green")  
text(0.8, 0.3, paste("AUC = ", AUCfinal), col = "orange")  
legend("bottomright", c("ROC of the Full Model", "ROC of the Reduced Model", "ROC of the Final Model"), lty=c(1,2), col = c("blue", "green", "orange"), bty = "n", cex = 0.8)
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The area under the curve (AUC) for the reduced model and the ROC curve is less than the other two graphs. Higher AUC indicates the model for that curve is better. Therefore, the reduced model is not the best model to use and is no longer considered. But, it should be noted that it is not far off the other 2 models.

Looking at the initial and final models, they have the same curve since both models contain all feature variables used in the initial model. Out of these other two models, the final model works better compared to the initial model. It is the parsimonious model. It has been proven to be accurate in modeling performance, has high specificity, and its ROC curve is remaining away from the 45 degrees mark. Plus, the AUC is fairly high at .8541, even though the initial model has the same score.

# Neural Network Modeling

Now we will create another model to predict using neural networks.

Training and testing data sets and canidate models will be made once again for the neural network model. From them, a final model will be constructed and plotted to show backpropagation of the neural network

Cross-validation will also be used be used for finding an optimal cut-off probability for assessing model performance and accuracy. Fianlly, an ROC curve will be made for the model to look at predictive power and compare it to the other model just like logistic regression.

## Changing varibles back to numeric form

Unlike in our logistic regression, the neuralnet library in R needs all feature variables to be in numeric form. Categorical variables become encoded into dummy variables. We want to be able to find all names for the feature variables and write them in the neural network model formula. The data set here will not any numerical labels for the categorical variables as with the previous model. The code is below:

# Assembling the discretized variables and other variables to make the modeling data set  
var.names = c("age", "day", "grp.job", "marital", "education", "housing", "loan", "contact", "grp.month", "grp.duration", "grp.campaign", "grp.pdays", "grp.previous", "y")   
BankMarketingNeural = BankMarketing[, var.names]

The numerical varibles must be rescaled and the code is below:

#re-scaling the numerical variables  
BankMarketingNeural$age = (BankMarketingNeural$age-min(BankMarketingNeural$age))/(max(BankMarketingNeural$age)-min(BankMarketingNeural$age))  
BankMarketingNeural$day = (BankMarketingNeural$day-min(BankMarketingNeural$day))/(max(BankMarketingNeural$day)-min(BankMarketingNeural$day))

Now we must create dummy variables for all categorical features:

# Creating a model.matrix() and looking at the names of the variable columns  
BankingMtx = model.matrix(~ ., data = BankMarketingNeural)  
colnames(BankingMtx)

## [1] "(Intercept)"   
## [2] "age"   
## [3] "day"   
## [4] "grp.jobnot working"   
## [5] "grp.jobwhite-collar"   
## [6] "grp.jobworkers"   
## [7] "marital married"   
## [8] "marital single"   
## [9] "education secondary"   
## [10] "education tertiary"   
## [11] "education unknown"   
## [12] "housing yes"   
## [13] "loan yes"   
## [14] "contact telephone"   
## [15] "contact unknown"   
## [16] "grp.monthspring"   
## [17] "grp.monthsummer"   
## [18] "grp.monthwinter"   
## [19] "grp.duration181-319"   
## [20] "grp.duration320+"   
## [21] "grp.campaign2-3"   
## [22] "grp.campaign4+"   
## [23] "grp.pdays200+"   
## [24] "grp.pdaysClient Not Previously Contacted"  
## [25] "grp.previous1-3"   
## [26] "grp.previous4+"   
## [27] "y yes"

#Renaming the categorical variable columns in the model matrix  
colnames(BankingMtx)[4] <- "grp.jobNotWorking"  
colnames(BankingMtx)[5] <- "grp.jobWhiteCollar"  
colnames(BankingMtx)[6] <- "grp.jobWorkers"  
colnames(BankingMtx)[7] <- "maritalMarried"  
colnames(BankingMtx)[8] <- "maritalSingle"  
colnames(BankingMtx)[9] <- "education2nd"  
colnames(BankingMtx)[10] <- "education3rd"  
colnames(BankingMtx)[11] <- "educationUnknown"  
colnames(BankingMtx)[12] <- "housingYes"  
colnames(BankingMtx)[13] <- "loanYes"  
colnames(BankingMtx)[14] <- "contactTelephone"  
colnames(BankingMtx)[15] <- "contactUnknown"  
colnames(BankingMtx)[16] <- "grp.monthSpring"  
colnames(BankingMtx)[17] <- "grp.monthSummer"  
colnames(BankingMtx)[18] <- "grp.monthWinter"  
colnames(BankingMtx)[19] <- "grp.duration0To180"  
colnames(BankingMtx)[20] <- "grp.duration320Plus"  
colnames(BankingMtx)[21] <- "grp.campaign1"  
colnames(BankingMtx)[22] <- "grp.campaign4Plus"  
colnames(BankingMtx)[23] <- "grp.pdays200Plus"  
colnames(BankingMtx)[24] <- "grp.pdaysCNPC"  
colnames(BankingMtx)[25] <- "grp.previous0"  
colnames(BankingMtx)[26] <- "grp.previous4Plus"  
colnames(BankingMtx)[27] <- "yYes"

## Create Candidate Model

Here the neural network model is defined using the changed names of the variables in the matrix.

# Defining the neural network model  
columnNames = colnames(BankingMtx)  
columnList = paste(columnNames[-c(1,length(columnNames))], collapse = "+")  
columnList = paste(c(columnNames[length(columnNames)],"~",columnList), collapse="")  
modelNeuralFormula = formula(columnList)  
modelNeuralFormula

## yYes ~ age + day + grp.jobNotWorking + grp.jobWhiteCollar + grp.jobWorkers +   
## maritalMarried + maritalSingle + education2nd + education3rd +   
## educationUnknown + housingYes + loanYes + contactTelephone +   
## contactUnknown + grp.monthSpring + grp.monthSummer + grp.monthWinter +   
## grp.duration0To180 + grp.duration320Plus + grp.campaign1 +   
## grp.campaign4Plus + grp.pdays200Plus + grp.pdaysCNPC + grp.previous0 +   
## grp.previous4Plus

Now we will split the data into two datasets. 70% is for training the neural network model and 30% is for testing.

# Creating the training and testing data sets for creating the model  
n = dim(BankingMtx)[1]  
testID = sample(1:n, round(n\*0.7), replace = FALSE)  
testData = BankingMtx[testID,]  
trainData = BankingMtx[-testID,]

Now that we have a training and testing dataset, a single-layer neural network model is created below.

# Creating the single-layer neural network and model  
NetworkModel = neuralnet(modelNeuralFormula,  
 data = trainData,  
 hidden = 1, # single layer neural network  
 rep = 1, # number of replicates in training neural network  
 threshold = 0.01, # threshold for partial derivatives as stopping criteria.  
 learningrate = 0.1, # user selected rate  
 algorithm = "rprop+"  
 )  
kable(NetworkModel$result.matrix)

|  |  |
| --- | --- |
| error | 548.0981858 |
| reached.threshold | 0.0098849 |
| steps | 4902.0000000 |
| Intercept.to.1layhid1 | 0.3239860 |
| age.to.1layhid1 | -0.7041552 |
| day.to.1layhid1 | 0.1710929 |
| grp.jobNotWorking.to.1layhid1 | -0.6105496 |
| grp.jobWhiteCollar.to.1layhid1 | -0.1625685 |
| grp.jobWorkers.to.1layhid1 | 0.1356713 |
| maritalMarried.to.1layhid1 | 0.2261372 |
| maritalSingle.to.1layhid1 | -0.2462395 |
| education2nd.to.1layhid1 | -0.0666175 |
| education3rd.to.1layhid1 | -0.4647886 |
| educationUnknown.to.1layhid1 | -0.0957183 |
| housingYes.to.1layhid1 | 0.7551178 |
| loanYes.to.1layhid1 | 0.5304649 |
| contactTelephone.to.1layhid1 | -0.0723821 |
| contactUnknown.to.1layhid1 | 1.0873060 |
| grp.monthSpring.to.1layhid1 | -0.2230193 |
| grp.monthSummer.to.1layhid1 | 0.0759259 |
| grp.monthWinter.to.1layhid1 | 0.2296993 |
| grp.duration0To180.to.1layhid1 | -1.2438683 |
| grp.duration320Plus.to.1layhid1 | -2.4919857 |
| grp.campaign1.to.1layhid1 | 0.3642997 |
| grp.campaign4Plus.to.1layhid1 | 0.3833546 |
| grp.pdays200Plus.to.1layhid1 | 0.9464996 |
| grp.pdaysCNPC.to.1layhid1 | 2.2586451 |
| grp.previous0.to.1layhid1 | 1.1934083 |
| grp.previous4Plus.to.1layhid1 | 0.8581818 |
| Intercept.to.yYes | 0.7900995 |
| 1layhid1.to.yYes | -0.8075564 |

### Perceptron

In order to get a sense of what is going on, a map of the single-layer neural network is shown below:

# Plot for neural network model  
plot(NetworkModel, rep="best")
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Single-layer backpropagation Neural network model for Banking Institution Client Term Deposit Subscription

logiModel = glm(factor(y) ~., family = binomial, data = BankMarketingNeural)  
pander(summary(logiModel)$coefficients)

|  | Estimate | Std. Error | z value | Pr(>|z|) |
| --- | --- | --- | --- | --- |
| **(Intercept)** | -1.588 | 0.1378 | -11.52 | 1.009e-30 |
| **age** | 0.2957 | 0.1367 | 2.163 | 0.03051 |
| **day** | -0.2017 | 0.06161 | -3.274 | 0.001062 |
| **grp.jobnot working** | 0.451 | 0.06017 | 7.496 | 6.574e-14 |
| **grp.jobwhite-collar** | 0.08888 | 0.04938 | 1.8 | 0.07187 |
| **grp.jobworkers** | -0.09262 | 0.06162 | -1.503 | 0.1328 |
| **marital married** | -0.1794 | 0.05379 | -3.336 | 0.0008495 |
| **marital single** | 0.1635 | 0.06121 | 2.672 | 0.007548 |
| **education secondary** | 0.1383 | 0.05898 | 2.344 | 0.01906 |
| **education tertiary** | 0.4419 | 0.06776 | 6.522 | 6.923e-11 |
| **education unknown** | 0.2613 | 0.094 | 2.78 | 0.005434 |
| **housing yes** | -0.8169 | 0.03936 | -20.76 | 1.034e-95 |
| **loan yes** | -0.5359 | 0.05421 | -9.886 | 4.792e-23 |
| **contact telephone** | -0.0627 | 0.0684 | -0.9167 | 0.3593 |
| **contact unknown** | -1.054 | 0.0537 | -19.63 | 7.983e-86 |
| **grp.monthspring** | 0.07709 | 0.05479 | 1.407 | 0.1594 |
| **grp.monthsummer** | -0.1858 | 0.05287 | -3.513 | 0.0004429 |
| **grp.monthwinter** | -0.2336 | 0.06407 | -3.646 | 0.0002669 |
| **grp.duration181-319** | 1.328 | 0.05036 | 26.37 | 2.931e-153 |
| **grp.duration320+** | 2.699 | 0.04588 | 58.82 | 0 |
| **grp.campaign2-3** | -0.3073 | 0.03671 | -8.37 | 5.749e-17 |
| **grp.campaign4+** | -0.4754 | 0.05162 | -9.21 | 3.275e-20 |
| **grp.pdays200+** | -0.8797 | 0.06761 | -13.01 | 1.043e-38 |
| **grp.pdaysClient Not Previously Contacted** | -1.423 | 0.0767 | -18.56 | 7.193e-77 |
| **grp.previous1-3** | -0.2155 | 0.07785 | -2.768 | 0.005647 |

## Model Performance Testing

## Cut-off Probability Search and Accuracy Score

Cross-validation can be used in order to find the optimal cut-off scores because sigmoid perceptron is used, Hyper-parameteres will also be used to assess the performance of the neural network. The code is shown below:

# Looking at optimal cut-off probabilities with cross-validation  
n0 = dim(trainData)[1]/5  
cut.off.score = seq(0,1, length = 22)[-c(1,22)] # candidate cut off prob  
pred.accuracy = matrix(0,ncol=20, nrow=5, byrow = T) # null vector for storing prediction accuracy  
  
## 5-fold CV  
for (i in 1:5){  
 valid.id = ((i-1)\*n0 + 1):(i\*n0)  
 valid.data = trainData[valid.id,]  
 train.data = trainData[-valid.id,]  
 ####  
 train.model = neuralnet(modelNeuralFormula,  
 data = train.data,  
 hidden = 1, # single layer NN  
 rep = 1, # number of replicates in training NN  
 threshold = 0.01, # threshold for partial derivatives as stopping criteria.  
 learningrate = 0.1, # user selected rate  
 algorithm = "rprop+"  
 )  
 pred.nn.score = predict(NetworkModel, valid.data)  
 for(j in 1:20){  
 #pred.status = rep(0,length(pred.nn.score))  
 pred.status = as.numeric(pred.nn.score > cut.off.score[j])  
 a11 = sum(pred.status == valid.data[,17])  
 pred.accuracy[i,j] = a11/length(pred.nn.score)  
 }  
}  
###   
avg.accuracy = apply(pred.accuracy, 2, mean)  
max.id = which(avg.accuracy ==max(avg.accuracy ))  
  
### visual representation  
tick.label = as.character(round(cut.off.score,2))  
plot(1:20, avg.accuracy, type = "b",  
 xlim=c(1,20),   
 ylim=c(0.5,1),   
 axes = FALSE,  
 xlab = "Cut-off Score",  
 ylab = "Accuracy",  
 main = "5-fold CV performance"  
 )  
axis(1, at=1:20, label = tick.label, las = 2)  
axis(2)  
segments(max.id, 0.5, max.id, avg.accuracy[max.id], col = "red")  
text(max.id, avg.accuracy[max.id]+0.03, as.character(round(avg.accuracy[max.id],4)), col = "red", cex = 0.8)
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Zooming in on the graphic above, we can see that the optimal cut-off is around .86. ## Results and Conclusion Now that we have chosed the best model out of the three candidate models, we can use it to predict whether or not a client has subscribed a term deposit. Using out optimal cut-off of .57

# Predicting Response Value for Banking Client Given Variable Values for the Final Model  
pdata = data.frame(age=c(25,64),  
 day = c(5,5),  
 grp.job = c("1","2"),  
 marital = c("0","1"),  
 education = c("2","0"),  
 housing = c("1","1"),  
 loan = c("0","1"),  
 contact = c("0","0"),  
 grp.duration = c("0","1"),  
 grp.campaign = c("1","0"),  
 grp.pdays = c("1","2"),  
 poutcome=c("0","0"),  
 grp.previous = c("1","2"))  
   
  
  
  
pred.success.prob = predict(final.model, newdata = pdata, type="response")  
  
## threshold probability  
cut.off.prob = 0.57  
pred.response = ifelse(pred.success.prob > cut.off.prob, 1, 0) # This predicts the response  
pred.response

## 1 2   
## 0 0

# Add the new predicted response to pdata  
  
#pdata$pred.response <- predict(final.model, newdata = pdata, type = "response")  
pdata$Pred.Response = pred.response  
kable(pdata, caption = "Predicted Value of response variable with the given cut-off probability")

Predicted Value of response variable with the given cut-off probability

| age | day | grp.job | marital | education | housing | loan | contact | grp.duration | grp.campaign | grp.pdays | poutcome | grp.previous | Pred.Response |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 25 | 5 | 1 | 0 | 2 | 1 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 0 |
| 64 | 5 | 2 | 1 | 0 | 1 | 1 | 0 | 1 | 0 | 2 | 0 | 2 | 0 |

You can see that neither of the two observations will be subscribing. More testing can be done with the testing dataset.

## Testing Model Accuracy and Performance

This optimal cut-off probability and testing data will now be used to look at the accuracy and confusion matrix of the model.

#Testing resulting output and finding model accuracy and confusion matrix  
nn.results <- predict(NetworkModel, testData)  
results <- data.frame(actual = testData[,27], prediction = nn.results > .86)  
confMatrix = table(results$prediction, results$actual) # confusion matrix  
accuracy=sum(results$actual == results$prediction)/length(results$prediction)  
list(confusion.matrix = confMatrix, accuracy = accuracy)

## $confusion.matrix  
##   
## 0 1  
## FALSE 27934 3714  
##   
## $accuracy  
## [1] 0.8826466

The accuracy score we see is 88.1%. This indicates that there is no under-fitting. THis result is similar to what we saw in the logistic regression model.

## ROC Analysis

Now a ROC will be constructed for the neural net model based on the training data set we split above.

nn.results = predict(NetworkModel, trainData) # Keep in mind that trainDat is a matrix!  
cut0 = seq(0,1, length = 20)  
SenSpe = matrix(0, ncol = length(cut0), nrow = 2, byrow = FALSE)  
for (i in 1:length(cut0)){  
 a = sum(trainData[,"yYes"] == 1 & (nn.results > cut0[i]))  
 d = sum(trainData[,"yYes"] == 0 & (nn.results < cut0[i]))  
 b = sum(trainData[,"yYes"] == 0 & (nn.results > cut0[i]))   
 c = sum(trainData[,"yYes"] == 1 & (nn.results < cut0[i]))   
 sen = a/(a + c)  
 spe = d/(b + d)  
 SenSpe[,i] = c(sen, spe)  
}  
  
# plotting ROC  
plot(1-SenSpe[2,], SenSpe[1,], type ="l", xlim=c(0,1), ylim=c(0,1),  
 xlab = "1 - Specificity", ylab = "Sensitivity", lty = 1,  
 main = "ROC Curve for Neural Network Model", col = "blue")  
abline(0,1, lty = 2, col = "red")  
  
## Calculate AUC  
xx = 1-SenSpe[2,]  
yy = SenSpe[1,]  
width = xx[-length(xx)] - xx[-1]  
height = yy[-1]  
  
## A better approx of ROC, need library {pROC}  
 prediction = nn.results  
 category = trainData[,"yYes"] == 1  
 ROCobj <- roc(category, prediction)

## Warning in roc.default(category, prediction): Deprecated use a matrix as  
## predictor. Unexpected results may be produced, please pass a numeric vector.

AUC.neural = auc(ROCobj)[1]  
 ##  
###  
  
#AUC =mean(sum(width\*height), sum(width\*yy[-length(yy)]))  
text(0.8, 0.3, paste("AUC = ", round(AUC.neural,4)), col = "purple", cex = 0.9)  
legend("bottomright", c("ROC of the Model", "Random Guessing"), lty=c(1,2),  
 col = c("blue", "red"), bty = "n", cex = 0.8)
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The above ROC curve show that the neural network model is than guessing since the area under the curve (AUC) is significantly greater than 0.5. Since the AUC = 0.8538 and is also significantly greater than 0.65, this means the predictive power of the model is adequate to use.

# Decsion Trees

Now we will build a third predictive model using decision trees. At least 4 to 6 different decision trees will be constructed based on impurity measures (Gini index and information entropy), penalty coefficients, and costs of false negatives and positives.

An ROC curve will be used in order to find the best decision tree model out of the candidate models. An optimal cut-off score will be found through cross-validation for reporting predictive performance of the final model.

Tree Algorithims are is based on conditional probabilities statements, in order to identify certain sets of records to be used to make a prediction of the response. Predictive performance of a decision tree is dependent on the trained tree size. The Gini index and information entropy are two impurity measures used to control size of a decision for obtaining best performance. They also choose feature variables for defining root and decision nodes, as well as how to split the variables. Gini Index considers a split for each attribute and measures the impurity of subgroups split by a feature variable.

The original data set, with the discretized variables, will be used. The data will be split into a 70% data set for training the model and a 30% data set for testing the model.

# Read in the data set again without the NN changes  
var.names = c("age", "day", "grp.job", "marital", "education", "housing", "loan", "contact", "grp.month", "grp.duration", "grp.campaign", "grp.pdays", "grp.previous", "y")   
BankMarketingTrees = BankMarketing[, var.names]  
  
# Random split approach for new training and testing data sets  
n = dim(BankMarketingTrees)[1] # sample size  
# caution: using without replacement  
id.train = sample(1:n, round(0.7\*n), replace = FALSE)   
train = BankMarketingTrees[id.train, ] # training data  
test = BankMarketingTrees[-id.train, ] # testing data

## Building Trees

Using a wrapper we can pass in the arguments of impurity and penalty measures, as well as costs of false positives and negatives, to construct different decision trees.

we aim to create 6 trees:

Model 1: gini.tree.11 is based on the Gini index without penalizing false positives and false negatives.

Model 2: info.tree.11 is based on entropy without penalizing false positives and false negatives.

Model 3: gini.tree.110 is based on the Gini index: cost of false negatives is 10 times the positives.

Model 4: info.tree.110 is based on entropy: cost of false negatives is 10 times the positives.

Model 5: gini.tree.101 is based on the Gini index: cost of false positive is 10 times the negatives.

Model 6: info.tree.101 is based on entropy: cost of false positive is 10 times the negatives.

The code for building the different candidate trees is below:

# Defining different tree models using the rpart() function  
tree.builder = function(in.data, fp, fn, purity){  
 tree = rpart(y ~ ., # including all feature variables  
 data = in.data,   
 na.action = na.rpart, # By default, deleted if the outcome is missing,   
 method = "class", # Classification form factor  
 model = TRUE,  
 x = FALSE,  
 y = TRUE,  
 parms = list( # Penalizes false positives or negatives more heavily  
 loss = matrix(c(0, fp, fn, 0), ncol = 2, byrow = TRUE),   
 split = purity), # Gini index or information entropy  
 ## rpart algorithm options start here  
 control = rpart.control(  
 minsplit = 10, # minimum number of observations required before split  
 minbucket= 10, # minimum number of observations in any terminal node  
 cp = 0.01, # complexity parameter for stopping rule  
 maxcompete = 5, # number of competitor splits retained in the output  
 maxsurrogate = 6, # number of surrogate splits retained in the output  
 maxdepth = 5,  
 xval = 10 # number of cross-validation )  
 )  
 )  
 }

Now the models can be fit below:

## Statements to recall the tree model wrapper  
gini.tree.1.1 = tree.builder(in.data = train, fp = 1, fn = 1, purity = "gini")  
info.tree.1.1 = tree.builder(in.data = train, fp = 1, fn = 1, purity = "information")  
gini.tree.1.10 = tree.builder(in.data = train, fp = 1, fn = 10, purity = "gini")  
info.tree.1.10 = tree.builder(in.data = train, fp = 1, fn = 10, purity = "information")  
gini.tree.10.1 = tree.builder(in.data = train, fp = 10, fn = 1, purity = "gini")  
info.tree.10.1 = tree.builder(in.data = train, fp = 10, fn = 1, purity = "information")

The two plots below show the two penalized decision models where cost of false negative is 10 times the positives.

## Plotting the tree plots  
par(mfrow=c(1,2))  
rpart.plot(gini.tree.1.10, main = "Tree with Gini Index: Penalization")  
rpart.plot(info.tree.1.10, main = "Tree with Entropy: Penalization")
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Penalized decision tree models when cost of false negatives is 10 times the positives using Gini index (left) and entropy (right).

The last two penalized decision models where cost of false positive is 10 times the negatives will not run properly for the analysis or produce any full models. This could be due to the built-in stopping rule. It may indicate, based on penalizing weights, no significant information gain for any plotting beyond the root node. Therefore, it would be best to focus on just the two models of false negatives for our predictive analysis analysis.

## ROC Anaylsis

Looking at our two canidate models, we can look at the ROCs of both these curves, as well as their AUCs in order to selet the optimal model. A new function will be used to build 2 different trees and plot their corresponding ROC curves, and calculate the AUCs for each, so we can see the global performance of these tree algorithms. The code can be seen below:

## Creating a function for returning a sensitivity and specificity matrix  
SensSpec = function(in.data, fp, fn, purity){  
 cutoff = seq(0,1, length = 20) # 20 cut-offs including 0 and 1.   
 model = tree.builder(in.data, fp, fn, purity)   
   
 ## Decision trees return both "success" and "failure" probabilities, but we need only "success" probability to define sensitivity and specificity   
 pred = predict(model, newdata = in.data, type = "prob") # two-column matrix.  
 senspe.mtx = matrix(0, ncol = length(cutoff), nrow= 2, byrow = FALSE)  
 for (i in 1:length(cutoff)){  
   
 # The following line uses only " yes" probability: pred[, " yes"]  
 pred.out = ifelse(pred[," yes"] >= cutoff[i], " yes", " no")   
 TP = sum(pred.out ==" yes" & in.data$y == " yes")  
 TN = sum(pred.out ==" no" & in.data$y == " no")  
 FP = sum(pred.out ==" yes" & in.data$y == " no")  
 FN = sum(pred.out ==" no" & in.data$y == " yes")  
 senspe.mtx[1,i] = TP/(TP + FN)  
 senspe.mtx[2,i] = TN/(TN + FP)  
 }  
 ## A better approx of ROC, need library {pROC}  
 prediction = pred[, " yes"]  
 category = in.data$y == " yes"  
 ROCobj <- roc(category, prediction)  
 AUC.tree = auc(ROCobj)  
 ##  
 list(senspe.mtx= senspe.mtx, AUC.tree = round(AUC.tree,4))  
 }  
  
#Building the six tree models  
giniROC110 = SensSpec(in.data = train, fp=1, fn=10, purity="gini")  
infoROC110 = SensSpec(in.data = train, fp=1, fn=10, purity="information")  
  
# Creating the ROC curves for both models  
par(pty="s") # set up square plot through graphic parameter  
plot(1-giniROC110$senspe.mtx[2,], giniROC110$senspe.mtx[1,], type = "l", xlim=c(0,1), ylim=c(0,1),   
 xlab="1 - Specificity: FPR", ylab="Sensitivity: TPR", col = "green2", lwd = 2,  
 main="ROC Curves of Decision Tree Models", cex.main = 0.9, col.main = "blue")  
abline(0,1, lty = 2, col = "red", lwd = 2)  
lines(1-infoROC110$senspe.mtx[2,], infoROC110$senspe.mtx[1,], col = "deeppink", lwd = 2)  
  
legend("bottomright", c(paste("gini.1.10, AUC =",giniROC110$AUC.tree), paste("info.1.10, AUC =",infoROC110$AUC.tree)), col=c("green2","deeppink"), lty=c(1,2,rep(1,4)), lwd=rep(2,6), cex = 0.6, bty = "n")
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We can see above the gini model AUC. This indicates that the predictive model is both better than the random guess since the area under the curve (AUC) is significantly greater than 0.5. Since all these AUC are also significantly greater than 0.65, this means the predictive power of the model is acceptable.

The Gini index model will be the final model used for finding the optimal cut-off probability for predictive modeling since it has the largest AUC.

## Optimal Cut-Off Score Determination

With the final decision tree model established, we will find the optimal cut-off score for reporting predictive performance. This will be done using the test data and cross-validation based on the training data set. The code is below:

optm.cutoff = function(in.data, fp, fn, purity){  
 n0 = dim(in.data)[1]/5  
 cutoff = seq(0,1, length = 20) # candidate cut off prob  
 ## accuracy for each candidate cut-off  
 accuracy.mtx = matrix(0, ncol=20, nrow=5) # 20 candidate cutoffs and gini.11  
 ##  
 for (k in 1:5){  
 valid.id = ((k-1)\*n0 + 1):(k\*n0)  
 valid.dat = in.data[valid.id,]  
 train.dat = in.data[-valid.id,]   
 ## tree model  
 tree.model = tree.builder(in.data, fp, fn, purity)  
 ## prediction   
 pred = predict(tree.model, newdata = valid.dat, type = "prob")[,2]  
 ## for-loop  
 for (i in 1:20){  
 ## predicted probabilities  
 pc.1 = ifelse(pred > cutoff[i], " yes", " no")  
 ## accuracy  
 a1 = mean(pc.1 == valid.dat$y)  
 accuracy.mtx[k,i] = a1  
 }  
 }  
 avg.acc = apply(accuracy.mtx, 2, mean)  
 ## plots  
 n = length(avg.acc)  
 idx = which(avg.acc == max(avg.acc))  
 tick.label = as.character(round(cutoff,2))  
 ##  
 plot(1:n, avg.acc, xlab="cut-off score", ylab="average accuracy",   
 ylim=c(min(avg.acc), 1),   
 axes = FALSE,  
 main=paste("5-fold CV optimal cut-off \n ",purity,"(fp, fn) = (", fp, ",", fn,")" , collapse = ""),  
 cex.main = 0.9,  
 col.main = "navy")  
 axis(1, at=1:20, label = tick.label, las = 2)  
 axis(2)  
 points(idx, avg.acc[idx], pch=19, col = "red")  
 segments(idx , min(avg.acc), idx , avg.acc[idx ], col = "red")  
 text(idx, avg.acc[idx]+0.03, as.character(round(avg.acc[idx],4)), col = "red", cex = 0.8)   
 }  
  
par(mfrow=c(1,2))  
optm.cutoff(in.data = train, fp=1, fn=10, purity="gini")  
optm.cutoff(in.data = train, fp=1, fn=10, purity="information")
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The above figure indicates that the optimal cut-off probabilities for the Gini index (left) and entropy (right) models are relatively the same in range. Therefore, the optimal average cut-off probability for the final Gini index model is 0.74.

# Bagging

Now we will build a final predictive model using bagging. We will split the data into testing and training once again.

# We use a random split approach  
n = dim(BankMarketingTrees)[1] # sample size  
# caution: using without replacement  
train.id = sample(1:n, round(0.7\*n), replace = FALSE)   
train = BankMarketingTrees[train.id, ] # training data  
test = BankMarketingTrees[-train.id, ] # testing data

The code for fitting the bagging model is below:

boot\_data <- function(df){  
 return(df[sample(1:nrow(df), replace = T),])  
}  
  
# (2) Function to run an Rpart model, provided  
# `x` data and a model formula `form`  
rpart\_fit <- function(x, form){  
 rpart(form, data = x, method = "class")  
}  
  
# (3) Function to get predictions from models on new data  
get\_pred <- function(x, newdat) {  
 p <- predict(x, newdata = newdat)  
   
 return(p[, 2])  
}  
  
# (4) Function for random forest parameter selection  
sample\_p <- function(df, y, maxp = 3) {  
 x <- df[!names(df) %in% y]  
 x <- df[sample(names(x), maxp)]  
   
 return(cbind(x, df[y]))  
}  
  
# BAGGING  
#-------------------#  
# define number of bootstrap iterations  
B = 100  
  
# set up list to hold models, length B  
blist <- vector(mode = "list", length = B)  
  
# bootstrap B models  
for(i in 1:B)  
 blist[[i]] <- boot\_data(train)  
  
# run vectorized model, adding our model formula in  
bag\_fit <- lapply(blist, rpart\_fit, form = y ~ .)  
  
# get predictions on new data  
b\_avg <- do.call(rbind, (lapply(bag\_fit, get\_pred, test)))  
  
# average over predictions  
b\_final <- apply(b\_avg, 2, mean)

## ROC and Test

# Use pROC for AUC  
  
# bagging and random forest  
roc(test$y, b\_final)

##   
## Call:  
## roc.default(response = test$y, predictor = b\_final)  
##   
## Data: b\_final in 11960 controls (test$y no) < 1603 cases (test$y yes).  
## Area under the curve: 0.7348

# plotting ROC  
plot(1-SenSpe[2,], SenSpe[1,], type ="l", xlim=c(0,1), ylim=c(0,1),  
 xlab = "1 - Specificity", ylab = "Sensitivity", lty = 1,  
 main = "ROC Curve for Bagging Model", col = "blue")  
abline(0,1, lty = 2, col = "red")  
  
## Calculate AUC  
xx = 1-SenSpe[2,]  
yy = SenSpe[1,]  
width = xx[-length(xx)] - xx[-1]  
height = yy[-1]  
  
## A better approx of ROC, need library {pROC}  
 prediction = nn.results  
 category = trainData[,"yYes"] == 1  
 ROCobj <- roc(category, prediction)

## Warning in roc.default(category, prediction): Deprecated use a matrix as  
## predictor. Unexpected results may be produced, please pass a numeric vector.

AUC.b\_final = auc(test$y,b\_final)  
 ##  
###  
  
#AUC =mean(sum(width\*height), sum(width\*yy[-length(yy)]))  
text(0.8, 0.3, paste("AUC = ", round(AUC.b\_final,4)), col = "purple", cex = 0.9)  
legend("bottomright", c("ROC of the Model", "Random Guessing"), lty=c(1,2),  
 col = c("blue", "red"), bty = "n", cex = 0.8)
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# Model Comparison

# Plotting both ROC curves  
plot(1-SenSpe[2,], SenSpe[1,], type ="l", xlim=c(0,1), ylim=c(0,1), xlab = "1 - Specificity", ylab = "Sensitivity", lty = 1, main = "ROC Curves of the Three Best Models", col = "purple")  
abline(0,1, lty = 2, col = "red")  
lines(one.minus.spec.final, sens.vec.final, col = "orange")  
lines(1-giniROC110$senspe.mtx[2,], giniROC110$senspe.mtx[1,], col = "green2", lwd = 2)  
lines(1-AUC.b\_final, AUC.b\_final ,col = "blue")  
  
  
## Calculate AUCs for both  
text(0.8, 0.4, paste("AUC = ", round(AUC.neural,4)), col = "purple", cex = 0.9)  
text(0.8, 0.3, paste("AUC = ", round(AUC.b\_final,4)), col = "blue", cex = 0.9)  
AUC.final = round(sum(sens.vec.final\*(one.minus.spec.final[-101]-one.minus.spec.final[-1])),4)

## Warning in one.minus.spec.final[-101] - one.minus.spec.final[-1]: longer object  
## length is not a multiple of shorter object length

text(0.8, 0.5, paste("AUC = ", round(AUC.final,4)), col = "orange", cex = 0.9)  
text(0.8, 0.3, paste("AUC = ", round(giniROC110$AUC,4)), col = "green2", cex = 0.9)  
  
  
# Adding a legend to the figure  
legend("bottomright", c("ROC of the Final Predictive Model", "ROC of the Neural Network Model", "ROC of the Final Deision Tree Model", "Random Guessing"), lty=c(1,2), col = c("orange", "purple", "green2", "red","black", ""), bty = "n", cex = 0.8)

![](data:image/png;base64,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)

# Summary and Discussion

Overall in this project we have done predictive modeling consisting of logistic regression, neural networks, decision tree analysis, and bagging in order to predict if a client will subscribe after a direct marketing campaign. After looking at all the final candidate models, the best one to used based of AUC would be the logistical model with AUC = .8541, followed by the neural network with an AUC = .8534. The logistical model is the final model and is the simplest model in the program. This proves that sometimes simple models can answer some questions better than complex models such as decision trees.