Install node to the windows

<https://nodejs.org/en>

node --version

v16.18.0 //My installed version

npm –version

8.15.1

//Yarn

Yarn is a package manager for your code. It allows you to use and share (e.g. JavaScript) code with other developers from around the world. Yarn does this quickly, securely, and reliably so you don't ever have to worry.

It is recommended to install Yarn through the [npm package manager](http://npmjs.org/), which comes bundled with [Node.js](https://nodejs.org/) when you install it on your system.

Once you have npm installed you can run the following both to **install** and **upgrade** Yarn:

npm install --global yarn

Check that Yarn is installed by running:

yarn --version

<https://classic.yarnpkg.com/en/docs/usage>

<https://classic.yarnpkg.com/lang/en/docs/install/#windows-stable>

<https://www.youtube.com/watch?v=gQ2rYSRUSOk&ab_channel=BeValid>

<https://www.digitalocean.com/community/tutorials/nodejs-npm-yarn-cheatsheet>

yarn not working with vs code: error: .ps1 cannot be loaded because the execution of scripts is disabled on this system

Solution: You need to run PowerShell as administrator and set it on the client PC to Unrestricted. You can do that by calling Invoke with:

Set-ExecutionPolicy Unrestricted

Set-ExecutionPolicy restricted

Set-ExecutionPolicy Unrestricted <-- Will allow unsigned PowerShell scripts to run.

Set-ExecutionPolicy Restricted <-- Will not allow unsigned PowerShell scripts to run.

Set-ExecutionPolicy RemoteSigned <-- Will allow only remotely signed PowerShell scripts to run.

1. Check the current setting for ExecutionPolicy:

Get-ExecutionPolicy -List

<https://stackoverflow.com/questions/16460163/ps1-cannot-be-loaded-because-the-execution-of-scripts-is-disabled-on-this-syste>

**Approach:**Below are the fundamental steps to write an express app. Here we are covering the topics like setting up the environment with the installation of modules, creating an application, running the web server, and performing basic communication with the server. Must-Know how to use the node package manager for basic works, basic knowledge of the terminal for installing dependencies and modules, basic knowledge of how a web application works, and a good knowledge of ES6.

**Step by step Implementation:**

**Step 1:** Write this command in your terminal, to create a nodejs application, because our express server will work inside the node application.

**Syntax:**

npm init

This will ask you for few configurations about your project you can fill them accordingly, also you can change it later from the **package.json** file.

**Note:** Use `**npm init -y**` for default initialization

**Step 2:** Install necessary dependencies for our application.

npm install express

Something like this will be shown on successful installation,

Details: <https://www.geeksforgeeks.org/steps-to-create-an-express-js-application/>

<https://www.youtube.com/watch?v=aHEYzt8stHg&ab_channel=ThapaTechnical>

**My Followed steps:**

**Step 1** − Start your terminal/cmd, create a new folder named hello-world and cd (create directory) into it −
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**Step 2** − Now to create the package.json file using npm, use the following code.

npm init –y

it will create auto package.json file

npm install --save express

OR npm i express

//Check the express version

> npm list express

nodewebsite1@1.0.0 F:\NODE-JS\2023\node\_projects\nodewebsite1

└── express@4.18.2

Then need to install DB

npm install --save mongoose

Or npm i mongoose

//Run the server basic

E:\NODEJS\node\_projects\expmongo\server>node firstBasic.js

listening on port 3000

E:\NODEJS\node\_projects\expmongo>node server/firstBasic.js

listening on port 3000

* But with this we need to run the server again & again with every changes

For solving this we need nodemon:

# nodemon

nodemon is a tool that helps develop Node.js based applications by automatically restarting the node application when file changes in the directory are detected.

nodemon does **not** require any additional changes to your code or method of development. nodemon is a replacement wrapper for node. To use nodemon, replace the word node on the command line when executing your script.

>npm install nodemon

Nodemon install as development dependency.This is not needed in production lavel

> npm install –D nodemon // Install as development dependency

<https://www.npmjs.com/package/nodemon>

npm install -g nodemon # or using yarn: yarn global add nodemon

And nodemon will be installed globally to your system path.

You can just do a $ npm list in your terminal inside the project folder. If you want to check all the globally installed packages, you can do a $ npm list -g from anywhere.

Need to assign the path of the root file in package.json

"scripts": {

    "test": "echo \"Error: no test specified\" && exit 1",

    "serve": "nodemon server/firstBasic.js"

  },

Then

We need src folder

* mkdir src
* cd src
* type nul > app.js //this will create app.js in src folder
* mkdir db
* mkdir models

# Middleware:

Functions that have access to req res object and next function

**Types:**

* Application level middleware
* Router level middleware
* Error-handling middleware
* Built-in middleware
* Third-party middleware

**Body parser**

if you used post request so you will need the body of the request, so you will need body-parser.

No need to install *body-parser* with express, but you have to use it if you will receive post request.

app.use(bodyParser.urlencoded({ extended: false }));

{ extended: false }

*false* meaning, you do not have nested data inside your *body* object. Note that: the request data embedded within the request as a body Object.\

If you don't want to use seperate npm package body-parser, latest express (4.16+) has built-in body-parser middleware and can be used like this,

const app = express();

app.use(express.json({ limit: '100mb' }));

p.s. Not all functionalities of body parse are present in the express. Refer documentation for full usage [here](http://expressjs.com/en/4x/api.html)

<https://medium.com/@mmajdanski/express-body-parser-and-why-may-not-need-it-335803cd048c>

<https://www.simplilearn.com/tutorials/nodejs-tutorial/body-parser-in-express-js>

# validator.js

A library of string validators and sanitizers.

Install the library with > npm install validator

<https://www.npmjs.com/package/validator>

**Error Handling - Express JS::**

In express synchronize and asynchronies coding use different error handling system.

Synchronize - Express automatically handles error

What is an IIFE?

An IIFE (Immediately Invoked Function Expression) is a function that runs the moment it is invoked or called in the JavaScript event loop.

Having a function that behaves that way can be useful in certain situations.

IIFEs prevent pollution of the global JS scope.

Relational Database:

One to One-

Student🡪ADMITS🡪Department

<https://www.youtube.com/watch?v=wdysWKL3Qmw&ab_channel=OnlineSchool>

One to Many Relationship in DBMS-

Customer🡪GIVE🡪Order

<https://www.youtube.com/watch?v=H0U2UCahB7U&ab_channel=OnlineSchool>

<https://t4tutorials.com/php-mysqli-one-to-many-relationship-of-database/> //example

Many to Many Relationship in DBMS

Student --🡪 STUDY -🡪 Course

<https://www.youtube.com/watch?v=GoFUB-Iv38A&ab_channel=OnlineSchool>

<https://www.youtube.com/watch?v=7XHUjeU-n5E&ab_channel=TechAsif>

<https://stackoverflow.com/questions/2923809/many-to-many-relationships-examples>

//Clearly Explained

<https://www.youtube.com/watch?v=-c7PXt7i37A&ab_channel=TruthSeekers>

Foreign Key in DBMS:

<https://www.youtube.com/watch?v=hC8ETgdf6Z8&ab_channel=OnlineSchool>

Normalization in DBMS:

<https://www.youtube.com/watch?v=2e9B_c0xTDs&ab_channel=OnlineSchool>

//get url parameter

# [How to get a URL parameter in Express?](https://stackoverflow.com/questions/20089582/how-to-get-a-url-parameter-in-express)

**Express 4.x**

To get a URL parameter's value, use [req.params](http://expressjs.com/api.html#req.params)

app.get('/p/:tagId', function(req, res) {

res.send("tagId is set to " + req.params.tagId);

});

// GET /p/5

// tagId is set to 5

If you want to get a query parameter ?tagId=5, then use [req.query](http://expressjs.com/api.html#req.query)

app.get('/p', function(req, res) {

res.send("tagId is set to " + req.query.tagId);

});

// GET /p?tagId=5

// tagId is set to 5

**MongoDB**

Then we need to install mongodb in windows

>> Mongodb latest versions will not work with windows 8.1.

Download lower version setup msi file from

<https://www.mongodb.com/try/download/community>

Installed version - MongoDB server version: 4.2.24

Followed the instruction below vid::

Check mongoDB installed successfully—

Go to CMD:

C:\Users\admin>mongod --version (mongodb server version)

db version v4.2.24

C:\Users\admin>mongo --version (mongodb shell version)

MongoDB shell version v4.2.24

If need to run MongoDB with cmd need to setup windows environment-

Follow the videos I followed sumit’s video for this

<https://www.tutorialspoint.com/mongodb/mongodb_environment.htm>

<https://www.youtube.com/watch?v=aHEYzt8stHg&ab_channel=ThapaTechnical>

<https://www.youtube.com/watch?v=dyJFohH1DEM&list=PLHiZ4m8vCp9PHnOIT7gd30PCBoYCpGoQM&index=25&ab_channel=LearnwithSumit-LWS-Bangladesh>

* -- -- --- ---

# Free Cloud Database

Fully supporting AWS, Azure, and Google Cloud Platform, MongoDB Atlas is a fully managed cloud database that offers robust data management paired with the leading NoSQL database.

<https://www.mongodb.com/free-cloud-database>

<https://www.mongodb.com/cloud/atlas/register>

For start mongodb shell : - go to cmd:

Just type mongo – Enter

And the mongo shell / mongo terminal will start automatically.

cls -> Enter // clear the shell

> help // show list of important commands

show dbs // Show all the databases

use ecommerce // Make a new db name ecommerce & select it

* DB will not show if it is empty
* Tables in MongoDB are called Collections.
* Single row (known as a Document)

Db -> Enter // Show the selected db

If want to create manually a table/collection

db.createCollection(“students”)

> show collections // show the collections in selected DB

> db.dropDatabase()

For creating collection / Table we don’t need create command just insert 1 data in the table:

> db.products.insertOne({name: 'iPhone 7', price: 20000, category: 'smartphone',

active: true});

Show the tables data

ecommerce

> db.products.find();

> db.products.find().pretty(); // Showing record more nicely

For inserting multiple records:

> db.products.insertMany([{name: 'HP Pavillion', price: 8000, category: 'noteboo

k', active: true},{name: 'Dell Inspiron', price: 45000, category: 'notebook', ac

tive: false}, {name: 'Samsung Note 8', price: 72000, category: 'smartphone', act

ive: true}])

Selecting particular data:

> db.products.find({active: false, category: 'smartphone'}).pretty();

> db.products.find({active: false, category: 'notebook'}).pretty();

This show like this : --

{

"\_id" : ObjectId("6463198d9b7d3fa7f9e6681b"),

"name" : "Dell Inspiron",

"price" : 45000,

"category" : "notebook",

"active" : false

}

> db.products.find({active: false, category: 'notebook'}, {active: 0}).pretty();

{

"\_id" : ObjectId("6463198d9b7d3fa7f9e6681b"),

"name" : "Dell Inspiron",

"price" : 45000,

"category" : "notebook"

}

> db.products.find({category: 'smartphone'}).pretty().limit(1);

{

"\_id" : ObjectId("646316a39b7d3fa7f9e66819"),

"name" : "iPhone 7",

"price" : 20000,

"category" : "smartphone",

"active" : true

}

//Show 1 record second one

> db.products.find({category: 'smartphone'}).pretty().limit(1).skip(1);

{

"\_id" : ObjectId("6463198d9b7d3fa7f9e6681c"),

"name" : "Samsung Note 8",

"price" : 72000,

"category" : "smartphone",

"active" : true

}

//First record with findOne

//Pretty func will not work with findOne

> db.products.findOne({category: 'smartphone'});

{

"\_id" : ObjectId("646316a39b7d3fa7f9e66819"),

"name" : "iPhone 7",

"price" : 20000,

"category" : "smartphone",

"active" : true

}

// Update One record

> db.products.updateOne({name: 'iPhone 7', active: true}, {$set: {price: 25500}})

>db.products.find({name: 'iPhone 7'})

// Check all and update all active set true – Multiple update

> db.products.updateMany({}, {$set: {active:true}})

// Delete one record

> db.products.deleteOne({name: 'Test'});

//Delete multiple

>db.products.deleteMany({category: ‘’notebook})

\*\* MongoDB GUI **MongoDB Compass**

Compass - MongoDB connection string or url by default:

mongodb://localhost:27017/

<https://www.youtube.com/watch?v=M1bOoZJJjZk&list=PLgH5QX0i9K3p4ckbNCy71LRr_dG0AWGw9&index=3&ab_channel=AnisulIslam>

We need a template engine hbs

hbs

[Express.js](https://expressjs.com/) view engine for [handlebars.js](https://handlebarsjs.com/)

<https://github.com/pillarjs/hbs>

Sort Data in Ascending & Descending Order in Node JS MongoDB

Basic syntax of MongoDB sort()

db.collection\_name.find().sort({field\_name: sort order})

<https://www.youtube.com/watch?v=krP6XMsIb8U&t=26s&ab_channel=ProgrammingExperience>

<https://www.youtube.com/watch?v=GBq3eAJziH0&ab_channel=procademy>

**Mongoose.**

elegant [mongodb](https://www.mongodb.com/) object modeling for [node.js](https://nodejs.org/en/)

Let's face it, **writing MongoDB validation, casting and business logic boilerplate is a drag**. That's why we wrote Mongoose.

<https://mongoosejs.com/>

$ npm install mongoose --save

<https://mongoosejs.com/docs/index.html>

ODM – Elegant Object Data Modeling for node js

Benefits of using mongoose

1. Abstraction from raw low level MongoDB

2. Relationship between NoSQL Data

3. Provides Schema Validation

4. Object- Data Mapping – translation of data into object that our code understands and vice versa

5. ~40-60% less code compared to raw mongodb package

Mongodb is document oriented database system.

Stores data as JSON like format

**In Mongo DB**

Database = database

Tables 🡪 Collections

Records/Rows -> Documents

Columns = fields

**Mongoose:**

* Class
* Instance
* Instance methods
* Statics
* Query Helpers

<https://www.youtube.com/watch?v=KV4kNMxx7SY&list=PLHiZ4m8vCp9PHnOIT7gd30PCBoYCpGoQM&index=27&ab_channel=LearnwithSumit-LWS-Bangladesh>

**Comparison Query Operators**

For comparison of different BSON type values,

| **Name** | **Description** |
| --- | --- |
| [$eq](https://www.mongodb.com/docs/manual/reference/operator/query/eq/#mongodb-query-op.-eq) | Matches values that are equal to a specified value. |
| [$gt](https://www.mongodb.com/docs/manual/reference/operator/query/gt/#mongodb-query-op.-gt) | Matches values that are greater than a specified value. |
| [$gte](https://www.mongodb.com/docs/manual/reference/operator/query/gte/#mongodb-query-op.-gte) | Matches values that are greater than or equal to a specified value. |
| [$in](https://www.mongodb.com/docs/manual/reference/operator/query/in/#mongodb-query-op.-in) | Matches any of the values specified in an array. |
| [$lt](https://www.mongodb.com/docs/manual/reference/operator/query/lt/#mongodb-query-op.-lt) | Matches values that are less than a specified value. |
| [$lte](https://www.mongodb.com/docs/manual/reference/operator/query/lte/#mongodb-query-op.-lte) | Matches values that are less than or equal to a specified value. |
| [$ne](https://www.mongodb.com/docs/manual/reference/operator/query/ne/#mongodb-query-op.-ne) | Matches all values that are not equal to a specified value. |
| [$nin](https://www.mongodb.com/docs/manual/reference/operator/query/nin/#mongodb-query-op.-nin) | Matches none of the values specified in an array. |

# Logical Query Operators

| **Name** | **Description** |
| --- | --- |
| [$and](https://www.mongodb.com/docs/manual/reference/operator/query/and/#mongodb-query-op.-and) | Joins query clauses with a logical AND returns all documents that match  the conditions of both clauses. |
| [$not](https://www.mongodb.com/docs/manual/reference/operator/query/not/#mongodb-query-op.-not) | Inverts the effect of a query expression and returns documents that do *not* match  the query expression. |
| [$nor](https://www.mongodb.com/docs/manual/reference/operator/query/nor/#mongodb-query-op.-nor) | Joins query clauses with a logical NOR returns all documents that fail to match both clauses. |
| [$or](https://www.mongodb.com/docs/manual/reference/operator/query/or/#mongodb-query-op.-or) | Joins query clauses with a logical OR returns all documents that match  the conditions of either clause. |

<https://www.mongodb.com/docs/manual/reference/operator/query-comparison/>

<https://mongoosejs.com/docs/guide.html>

**node.bcrypt.js:**

<https://www.npmjs.com/package/bcrypt>

A library to help you hash passwords.

$npm install bcrypt

$ yarn add bcrypt

jsonwebtoken (JWT) nedd to install for authentication (Login/logout)

<https://www.npmjs.com/package/jsonwebtoken>

command:

$ yarn add jsonwebtoken

$ npm install jsonwebtoken

**dotenv**

For using .env file need a middlewire.

Need to install a package dotenv

$yarn add dotenv

$npm install dotenv

<https://www.npmjs.com/package/dotenv>

**colors.js package**

get color and style in your node.js console

npm install colors

<https://www.npmjs.com/package/colors>

## nanoid package

A tiny, secure, URL-friendly, unique string ID generator for JavaScript.

<https://www.npmjs.com/package/nanoid>

<https://github.com/ai/nanoid#readme>

<https://www.makeuseof.com/node-unique-ids-generate/>

# Postman : POST form-data file upload + JSON

<https://www.youtube.com/watch?v=1yqNfqfZPB8&ab_channel=ValentinDespa>

JWT.IO allows you to decode, verify and generate JWT.

<https://jwt.io/>

In NodeJS, require() is a built-in function to include external modules that exist in separate files. require() statement basically reads a JavaScript file, executes it, and then proceeds to return the export object.

var myVar = require('http'); //to use built-in modules

Var myVar2 = require('./myLocaModule') to use local modules

# JavaScript require vs import

In this article let us understand what JavaScript require() and import() statements do, how they fetch modules, and their differences. We will begin by understanding what a JavaScript module is, in the first place.

JavaScript module is a file that contains a few lines of code written in JavaScript. They are the same as JavaScript Libraries. Modules often contain a class or a library of functions that are used for a specific purpose. These can be called with the help of require and import statements. The use of modules reduces the number of lines of code in one’s program/script. A major advantage of modules is that functions of another module can be called without writing the body of the functions themselves.

Some of the common modules are:

CommonJS, AMD, RequireJS, ES(ECMAScript)6 Modules. Refer to [this medium article](https://medium.com/computed-comparisons/commonjs-vs-amd-vs-requirejs-vs-es6-modules-2e814b114a0b) for an in-depth explanation of how these modules are different.

## Syntax and explanation

### 1) require()

In NodeJS, require() is a built-in function to include external modules that exist in separate files. require() statement basically reads a JavaScript file, executes it, and then proceeds to return the export object. require() statement not only allows to add built-in core NodeJS modules but also community-based and local modules.

#### Syntax:

To include a module, the require() function is used with the name of the module:

**var** myVar = require('http'); //to use built-in modules

**Var** myVar2 = require('./myLocaModule') to use local modules

2) import()

import() & export() statements are used to refer to an ES module. Other modules with file types such as .json cannot be imported with these statements. They are permitted to be used only in ES modules and the specifier of this statement can either be a URL-style relative path or a package name. Also, the import statement cannot be used in embedded scripts unless such script has a type="module". A dynamic import can be used for scripts whose type is not “module”

Syntax:

**var** myVac = **import**("module-name");

import dotenv from 'dotenv';

Warning: To load an ES module, set "type": "module" in the package.json or use the .mjs extension.

(Use `node --trace-warnings ...` to show where the warning was created)

<https://flexiple.com/javascript/javascript-require-vs-import/>

What is express async handler for?

Simple middleware for handling exceptions inside of async express routes and passing them to your express error handlers.

# CORS কি - What is CORS policy

#### What is CORS?

CORS stands for Cross-Origin Resource Sharing. It allows us to relax the security applied to an API. This is done by bypassing the Access-Control-Allow-Origin headers, which specify which origins can access the API.

In other words, CORS is a browser security feature that restricts cross-origin HTTP requests with other servers and specifies which domains access your resources.

CORS is a node.js package for providing a [Connect](http://www.senchalabs.org/connect/)/[Express](http://expressjs.com/) middleware that can be used to enable [CORS](http://en.wikipedia.org/wiki/Cross-origin_resource_sharing) with various options.

$ npm install cors

<https://expressjs.com/en/resources/middleware/cors.html>

<https://www.youtube.com/watch?v=Ry_r8DCj3hw&ab_channel=LearnwithSumit-LWS-Bangladesh>

# Hate Try...Catch Error Handling in Node.js? Do This Instead

<https://www.youtube.com/watch?v=s5YoXms0ECs&ab_channel=Gravity>

// Global error handling in nodejs

<https://www.youtube.com/watch?v=abE3qFUIPGE&ab_channel=YoussefAbbas>

<https://www.youtube.com/watch?v=sTYvHWEMfs0&ab_channel=ProgrammingExperience>

<https://stackoverflow.com/questions/56973265/what-does-express-async-handler-do>

<https://www.youtube.com/watch?v=abE3qFUIPGE&t=33s&ab_channel=YoussefAbbas> // concept clear

## express-async-handler

Simple middleware for handling exceptions inside of async express routes and passing them to your express error handlers.

<https://www.npmjs.com/package/express-async-handler>

npm install --save express-async-handler

# What is the lean() method in Mongoose?

lean() returns a JavaScript object instead of a Mongoose document.

When documents are queried, they are returned as **Mongoose Documents** by default. With the Mongoose **lean()** method, the documents are returned as plain objects

<https://www.educative.io/answers/what-is-the-lean-method-in-mongoose>

<https://mongoosejs.com/docs/tutorials/lean.html>

**\*\* How to run an existing node app from github?**

You have first to clone your repo:

git clone https://github.com/albinotonnina/albinotonnina.com your-destination-folder

then when the repository has been cloned:

cd your-destination-folder

npm install # installing the dependencies

npm start # or 'node .'

I've seen that maybe the build process is requested for that project: as they say in the Readme.MD you have to build the app like this:

npm run build

Or

npm run dev

for running in dev the project. Inside the package.json you can see what this commands do under the hood.

A Node.js application consists of the following three important components −

* **Import required modules** − We use the **require** directive to load Node.js modules.
* **Create server** − A server which will listen to client's requests similar to Apache HTTP Server.
* **Read request and return response** − The server created in an earlier step will read the HTTP request made by the client which can be a browser or a console and return the response.
* Starting REPL
* REPL can be started by simply running **node** on shell/console without any arguments as follows.
* $ node

## REPL Commands

* **ctrl + c** − terminate the current command.
* **ctrl + c twice** − terminate the Node REPL.
* **ctrl + d** − terminate the Node REPL.
* **Up/Down Keys** − see command history and modify previous commands.
* **tab Keys** − list of current commands.
* **.help** − list of all commands.
* **.break** − exit from multiline expression.
* **.clear** − exit from multiline expression.
* **.save *filename*** − save the current Node REPL session to a file.
* **.load *filename*** − load file content in current Node REPL session.

## Stopping REPL

As mentioned above, you will need to use **ctrl-c twice** to come out of Node.js REPL.

$ node

>

(^C again to quit)

>

File / Image upload:

The [body-parser](https://github.com/expressjs/body-parser) module only handles JSON and urlencoded form submissions, not multipart (which would be the case if you're uploading files).

For multipart, you'd need to use something like [connect-busboy](https://github.com/mscdex/connect-busboy) or [multer](https://github.com/expressjs/multer) or [connect-multiparty](https://github.com/andrewrk/connect-multiparty) (multiparty/formidable is what was originally used in the express bodyParser middleware). Also FWIW, I'm working on an even higher level layer on top of busboy called [reformed](https://github.com/mscdex/reformed). It comes with an Express middleware and can also be used separately.

Multer is a node.js middleware for handling multipart/form-data, which is primarily used for uploading files. It is written on top of [**busboy**](https://github.com/mscdex/busboy) for maximum efficiency.

**NOTE**: Multer will not process any form which is not multipart (multipart/form-data).

$ npm install --save multer

<https://www.npmjs.com/package/multer>

<https://stackoverflow.com/questions/23114374/file-uploading-with-express-4-0-req-files-undefined>

<https://www.section.io/engineering-education/uploading-files-using-multer-nodejs/>

const file = req.files.image;

console.log(file);

[

{

fieldname: 'image',

originalname: 'sml.jpg',

encoding: '7bit',

mimetype: 'image/jpeg',

destination: 'storage\\uploads',

filename: 'image-sml-5yk5.jpg',

path: 'storage\\uploads\\image-sml-5yk5.jpg',

size: 25786

}

]

The regular expression literal /\s/g (note the g global flag) matches the space ' '.

'duck duck go'.replace(/\s/g, '-') replaces all matches of /\s/g with '-', which results in 'duck-duck-go'

<https://dmitripavlutin.com/replace-all-string-occurrences-javascript/>

**Status 201 :** The HTTP **201 Created** success status response code indicates that the request has succeeded and has led to the creation of a resource.

# 200 OK

The HTTP **200 OK** success status response code indicates that the request has succeeded. A 200 response is cacheable by default.

## Complete list of HTTP Status Codes

<https://umbraco.com/knowledge-base/http-status-codes/>

**\* Seeder for initial databse insert in nodejs**

<https://stackoverflow.com/questions/44427563/what-is-the-best-way-to-seed-data-in-nodejs-mongoose>

Finally you will run seedProducts.js on the terminal only once.

node seedProducts.js

What is a proxy used for?

What is a Proxy Server?

A proxy server is a system or router that provides a gateway between users and the internet. Therefore, it helps prevent cyber attackers from entering a private network. It is a server, referred to as an “intermediary” because it goes between end-users and the web pages they visit online.

![images.png](data:image/png;base64,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)

POJO Class in Java (Plain Old Java Object with Example)

public class Employee

{

String name;

public String id;

private double salary;

public Employee(String name, String id,

double salary)

{

this.name = name;

this.id = id;

this.salary = salary;

}

public String getName()

{

return name;

}

public String getId()

{

return id;

}

public Double getSalary()

{

return salary;

}

}

<https://data-flair.training/blogs/pojo-class-in-java/>

## [Using Lean](https://mongoosejs.com/docs/tutorials/lean.html#using-lean)

By default, Mongoose queries return an instance of the [Mongoose Document class](https://mongoosejs.com/docs/api/document.html#Document). Documents are much heavier than vanilla JavaScript objects, because they have a lot of internal state for change tracking. Enabling the lean option tells Mongoose to skip instantiating a full Mongoose document and just give you the POJO.

**const** leanDoc = **await** **MyModel**.**findOne**().**lean**();

<https://mongoosejs.com/docs/tutorials/lean.html>

# Understanding `unique` in Mongoose

The unique option tells Mongoose that each document must have a unique value for a given path. For example, below is how you can tell Mongoose that a user's email must be unique.

**const** mongoose = require('mongoose');

**const** userSchema = **new** mongoose.Schema({

email: {

type: String,

unique: true *// `email` must be unique*

}

});

**const** User = mongoose.model('User', userSchema);

If you try to create two users with the same email, you'll get a [duplicate key error](https://masteringjs.io/tutorials/mongoose/e11000-duplicate-key).

*// Throws `MongoError: E11000 duplicate key error collection...`*

**await** User.create([

{ email: 'test@google.com' },

{ email: 'test@google.com' }

]);

**const** doc = **new** User({ email: 'test@google.com' });

*// Throws `MongoError: E11000 duplicate key error collection...`*

**await** doc.save();

**\*\* We need to enable autoIndex true in mongoose for using unique key**

In App.js – db connection ---

const options = {

    autoIndex: true

}

mongoose.connect('mongodb://localhost/todos', options)

    .then(() => console.log('connection successfull'))

    .catch(err => console.log(err))

<https://masteringjs.io/tutorials/mongoose/unique>