Vue JS 2.0

# Vue Instance

Composed by:

1. el: String selector to connect with DOM
2. data: Object containing stored data values
3. methods: Object containing functions that execute code whenever render.
4. computed: Object containing functions that execute code when reactive dependency is updated.
5. watch: Object containing functions that execute code upon data change
6. mounted: Function for executing code after rendering

el: '#app',  
 data: {  
 message: 'Hello Vue!',  
 counter: 0  
 },  
 methods: {  
 changeTitle: **function**(){  
 **this**.message = "hola";  
 },  
 changeTitleAndNotify: **function**(){  
 **this**.counter++;  
 **this**.message = "hola";  
 }  
 },  
 computed: {  
 titleIsChanged: **function**(){  
 console.log("Message has been changed " + counter + " times")  
 }  
 }  
})

# Declarative rendering

Rendering data to the DOM using template syntax:

## HTML

<div id="app">

<p>{{ message }}</p>

<p>{{ getMessage() }}</p>

</div>

**new** Vue({

el: '#app',  
 data: {  
 message: 'Hello Vue!'  
 },  
 methods: {  
 getMessage: **function** () {  
 **return** 'Hello Vue!'  
 }  
 }

});

# Directives

Directives are used to indicate they are special attributes provided by Vue.

## [v-text](https://vuejs.org/v2/api/#v-text) (print text)

Updates the element’s textContent. If you need to update the part of textContent, you should use {{ Mustache }} interpolations.

<span v-text="msg"></span>

<!-- same as -->

<span>{{msg}}</span>

## [v-html](https://vuejs.org/v2/api/#v-html) (escape HTML)

Updates the element’s innerHTML

## [v-show](https://vuejs.org/v2/api/#v-show) (display none if false)

Toggle’s the element’s display CSS property based on the truthy-ness of the expression value.

## [v-if](https://vuejs.org/v2/api/#v-if) (render if true)

Conditionally render the element based on the truthy-ness of the expression value. The element and its contained directives / components are destroyed and re-constructed during toggles.

|  |
| --- |
| <div id="app-3">  <p v-if="seen">Now you see me</p>  </div> |

|  |
| --- |
| var app3 = new Vue({  el: '#app-3',  data: {  seen: true  }  }) |

## [v-else](https://vuejs.org/v2/api/#v-else) / v-else-if

enote the “else block” for v-if or a v-if/v-else-if chain.

## [v-for](https://vuejs.org/v2/api/#v-for) (Loop)

v-for directive can be used for displaying a list of items using the data from an Array:

<div id="loop">  
 <ol>  
 <li v-for="(person, index) in persons">  
 <p>{{ index }}</p>  
 <p v-for="(val, key, i) in person">{{ i }} - {{ key }}: {{ val }}</p>  
 </li>  
 </ol>  
 <ul>  
 <li v-for="n in 10">  
 {{ n }}  
 </li>  
 </ul>  
</div>  
<script>  
 **var** app4 = **new** Vue({  
 el: '#loop',  
 data: {  
 persons: [  
 {name: 'Juan', age: 15},  
 {name: 'Antonio', age: 30}  
 ]  
 }  
 })  
</script>

* Assigning key to every item in the list we could avoid errors when filtering or sorting list:

…

<ol>  
 <li v-for="(person, index) in persons" ***:key="person.nif"***>  
 <p>{{ index }}</p>  
 <p v-for="(val, key, i) in person">{{ i }} - {{ key }}: {{ val }}</p>  
 </li>  
</ol>

…

## [v-on](https://vuejs.org/v2/api/#v-on) [@] (one way binding)

To let users interact with your app, we can use the v-on directive to attach event listeners that invoke methods on our Vue instances:

|  |
| --- |
| <div id="app-5">  <p>{{ message }}</p>  <button v-on:click="reverseMessage">Reverse Message</button>  </div> |

|  |
| --- |
| var app5 = new Vue({  el: '#app-5',  data: {  message: 'Hello Vue.js!'  },  methods: {  reverseMessage: function () {  this.message = this.message.split('').reverse().join('')  }  }  }) |

### Modifiers

* .stop - call event.stopPropagation().
* .prevent - call event.preventDefault().
* .capture - add event listener in capture mode.
* .self - only trigger handler if event was dispatched from this element.
* .{keyCode | keyAlias} - only trigger handler on certain keys.
* .native - listen for a native event on the root element of component.
* .once - trigger handler at most once.
* .left - (2.2.0+) only trigger handler for left button mouse events.
* .right - (2.2.0+) only trigger handler for right button mouse events.
* .middle - (2.2.0+) only trigger handler for middle button mouse events.
* .passive - (2.3.0+) attaches a DOM event with { passive: true }.

### Argument $event - receiving event as argument

For fetching the event as argument we must use protected name “$event”:

|  |
| --- |
| <div id="app-5">  <p v-on:mousemove="counter()">Reverse Message</p>{{count}} –  <p v-on:mousemove="stop($event)">Reverse Message</p>{{count}}  </div> |

|  |
| --- |
| var app5 = new Vue({  el: '#app-5',  data: {  count: 1  },  methods: {  counter: function () {  this.count += 1;  }  Stop: function(event){  Event.stopPropagation();  }  }  }) |

## [v-bind](https://vuejs.org/v2/api/#v-bind) [:] (update value)

Keep and update value.

<div id="app-2">

<span v-bind:title="message">

Hover your mouse over me for a few seconds

to see my dynamically bound title!

</span>

</div>

var app2 = new Vue({

el: '#app-2',

data: {

message: 'You loaded this page on ' + new Date()

}})

Message is bind with Vue so by running app2.message = ‘Hola’ attribute title will change.

### binding an object of attributes

<div v-bind="{ id: someProp, 'other-attr': otherProp }"></div>

## [v-model](https://vuejs.org/v2/api/#v-model) (two ways binding)

v-model directive that makes two-way binding between form input and app state a breeze:

|  |
| --- |
| <div id="app-6">  <p>{{ message }}</p>  <input v-model="message">  </div> |

var app6 = new Vue({

el: '#app-6',

data: {

message: 'Hello Vue!'

}

})

### [.lazy](https://vuejs.org/v2/guide/forms.html" \l "lazy)

By default, v-model syncs the input with the data after each input event (with the exception of IME composition as [**stated above**](https://vuejs.org/v2/guide/forms.html#vmodel-ime-tip)). You can add the lazy modifier to instead sync after change events:

|  |
| --- |
| <!-- synced after "change" instead of "input" -->  <input v-model.lazy="msg" > |

### .number

If you want user input to be automatically typecast as a number, you can add the number modifier to your v-model managed inputs:

|  |
| --- |
| <input v-model.number="age" type="number"> |

This is often useful, because even with type="number", the value of HTML input elements always returns a string.

### .trim

If you want user input to be trimmed automatically, you can add the trim modifier to your v-model managed inputs:

## [v-pre](https://vuejs.org/v2/api/#v-pre) (skip compilation)

## [v-cloak](https://vuejs.org/v2/api/#v-cloak) (hide un-compiled bindings)

This directive will remain on the element until the associated Vue instance finishes compilation. Combined with CSS rules such as [v-cloak] { display: none }, this directive can be used to hide un-compiled mustache bindings until the Vue instance is ready.

## [v-once](https://vuejs.org/v2/api/#v-once) (compile once only )

|  |
| --- |
| Initialize (v-once) For rendering the first value and don’t changing any more, use v-once. In this example first paragraph shows Hello and last shows Adios.  <div id="app-6">  <p>{{ message }}</p>  <p>{{ setMessage() }}</p> </div> <script> **var** app6 = **new** Vue({  el: '#app-6',  data: {  message: 'Hello Vue!'  },  methods: {  setMessage: **function**(){  **this**.message = 'Adios!'  }  } }); |

# AJAX Loading data

<script src="https://cdn.jsdelivr.net/npm/vue-resource@1.3.4"></script>

**this**.$http.get(**this**.controller).then(**function** (response) {  
 // Response to JSON  
 **try** {  
 **var** jRes = JSON.parse(response);  
  
 // Check if error  
 **if** (!jRes.error) {  
  
 // If validate then update  
 **this**.update(jRes);  
 } **else** {  
 console.error("JSON Response", jRes.errorMsg, jRes.errorTrace);  
 }  
 } **catch** (err) {  
 console.error('loading data', ctxt, response, err);  
 } **finally** {  
 **this**.loading = **false**;  
 }  
}, **function** (err) {  
 console.error("POST controller", ctxt, err);  
  
 // Hide loading and show results  
 **this**.loading = **false**;  
});

# Filters

## Reverse text filter

<span v-text="message | reverse"></span>

<script>  
Vue.filter('reverse', **function** (value) {  
**return** value.split('').reverse().join('')  
})  
</script>

# Multiple instances

## Interact between two VUE JS instances

<div id="app1">  
 <h1>{{ title }}</h1>  
 <button @click="changeTitle2">Change Title 2</button>  
</div>  
<div id="app2">  
 <h1>{{ title }}</h1>  
 <button @click="changeTitle1">Change Title 1</button>  
</div>  
  
<script>  
 **var** vm1 = **new** Vue({  
 el: '#app1',  
 data: {  
 title: "Hola"  
 },  
 methods: {  
 changeTitle2: **function**(){  
 vm1.title = "Changed by vm1";  
 }  
 }  
 });  
  
 **var** vm2 = **new** Vue({  
 el: '#app2',  
 data: {  
 title: "Adios"  
 },  
 methods: {  
 changeTitle1: **function**(){  
 vm1.title = "Changed by vm2";  
 }  
 }  
 });  
</script>

## Call VUE JS instance from outside

<div>  
 <h1 id="app1">{{ title }}</h1>  
 <button id="btn">Change Title 2</button>  
</div>  
  
<script>  
 **var** vm1 = **new** Vue({  
 el: '#app1',  
 data: {  
 title: "Hola"  
 }  
 });  
  
 document.getElementById("btn").onclick(**new function**() {  
 vm1.title = "Changed from outside";  
 });  
</script>

# Special methods

## $refs

Accessing directly de DOM HTML Objects, by $refs. It do not change template

<div>  
 <h1 id="app1">{{ title }}</h1>  
 <button id="btn" ref="myButton">Change</button>  
</div>  
  
<script>  
 **var** vm1 = **new** Vue({  
 el: '#app1',  
 data: {  
 title: "Hola"  
 },  
 methods: {  
 showBtn: **function**(){  
 console.log(**this**.$refs.myButton);  
 }  
 }  
 });  
  
 document.getElementById("btn").onclick(**new function**() {  
 vm1.title = "Changed from outside";  
 vm1.showBtn;  
 });  
</script>

## $mount (=el)

References to the HTML element where VUE instance is rendered

<div>  
 <h1 id="app1">{{ title }}</h1>  
 <button id="btn" ref="myButton" @click="showBtn">Change</button>  
</div>  
  
<script>  
 **var** vm1 = **new** Vue({  
 data: {  
 title: "Hola"  
 },  
 methods: {  
 showBtn: **function**(){  
 console.log(**this**.$refs.myButton);  
 }  
 }  
 });  
  
 vm1.$mount("#app1");  
</script>

# Component

Allows to create reusable VUE JS elements.

<div>  
 <hello></hello>  
 <hello></hello>  
</div>  
  
<script>  
 Vue.component("hello",{  
 template: "<h1>Hello</h1>"  
 });  
</script>

# Properties

Values can be set by outside the current component

<div id="app">  
 <test name="hola"></test>  
</div>  
  
<script>  
Vue.Component("test", {  
 props: ["name"],  
 template: "<h1>{{ name }}</h1>"  
});  
  
**new** Vue ({  
 el: 'app'   
});  
</script>

## Type of properties

Properties are String by default. They could be set to different type.

<div id="app">  
 <test name="hola"></test>  
</div>  
  
<script>  
Vue.Component("test", {  
 props: {  
 name:{  
 type:String (Array, Object, Number…)  
 }

},  
 template: "<h1>{{ name }}</h1>"  
});  
  
**new** Vue ({  
 el: 'app'  
});  
</script>

# Lifecycle
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## Methods

* beforeCreate
* created
* beforeMount
* mounted
* beforeUpdate
* updated
* beforeDestroy
* destroyed
* activated (keep-alive)
* deactivated (keep-alive)

<div id="app">  
 <h1>{{ title }}</h1>  
 <button @click="title = 'Changed'"></button>  
 <button @click="destroy"></button>  
</div>  
  
<script>  
 **var** vm = **new** Vue({  
 el: "#app",  
 data: {  
 title: "Hola"  
 },  
 beforeCreate: **function**(){  
 console.log("beforeCreate");  
 },  
 created: **function**(){  
 console.log("created");  
 },  
 beforeMount: **function**(){  
 console.log("beforeMount");  
 },  
 mounted: **function**(){  
 console.log("mounted");  
 },  
 beforeUpdate: **function**(){  
 console.log("beforeUpdate");  
 },  
 updated: **function**(){  
 console.log("updated");  
 },  
 beforeDestroy: **function**(){  
 console.log("beforeDestroy");  
 },  
 destroyed: **function**(){  
 console.log("destroyed");  
 },  
 methods: {  
 destroy: **function**(){  
 **this**.$destroy();  
 }  
 }  
 });  
</script>

# Slots

The content is passing between component tag and render with <slot>. It is useful for the case we render the same content changing html and styles. Content is controlled by the main component and styles by the child.

App.vue

<template>

<app-quote>  
 <h2 slot=”title”>The Quote</h2>  
 <p slot=”content”>A wonderful Quote</p>  
</app-quote>  
</template>

Quote.vue

<template>  
 <div>

<slot name=”title”></slot>

<hr>  
 <slot name=”content”></slot>  
 </div>  
</template>

# Dynamic Component

Load a component using tag “component” identified by “is” attribute

<template>  
 <div >  
 <button @click="selectedComponent = 'app-quote'">Quote</button>  
 <button @click="selectedComponent = 'app-author'">Author</button>  
 <button @click="selectedComponent = 'app-new'">New</button>  
 <component :is="selectedComponent"></component>  
 </div>  
</template>

<script>  
 **import** Quote **from** './components/Quote.vue';  
 **import** Author **from** './components/Author.vue';  
 **import** New **from** './components/New.vue';  
  
 **export default** {  
 data: **function**(){  
 **return** {  
 selectedComponent: 'app-quote'  
 }  
 },  
 components: {  
 "app-quote": Quote,  
 "app-author": Author,  
 "app-new": New  
 }  
  
 }  
</script>

## Reuse

By default when changing dynamic component create and destroy component. We can overwrite this behavior by surrounding “component” tag by “keep-alive”

<template>  
 <div >  
 <button @click="selectedComponent = 'app-quote'">Quote</button>  
 <button @click="selectedComponent = 'app-author'">Author</button>  
 <button @click="selectedComponent = 'app-new'">New</button>

<keep-alive>  
 <component :is="selectedComponent"></component>

</keep-alive>  
 </div>  
</template>

<script>  
 **import** Quote **from** './components/Quote.vue';  
 **import** Author **from** './components/Author.vue';  
 **import** New **from** './components/New.vue';  
  
 **export default** {  
 data: **function**(){  
 **return** {  
 selectedComponent: 'app-quote'  
 }  
 },  
 components: {  
 "app-quote": Quote,  
 "app-author": Author,  
 "app-new": New  
 }  
  
 }  
</script>

# Form

## Basic example

<template>  
 <div class="container">  
 <form>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <h1>File a Complaint</h1>  
 <hr>  
 <div class="form-group">  
 <label for="email">Mail</label>  
 <input  
 type="text"  
 id="email"  
 class="form-control"  
 v-model="user.email">  
 </div>  
 <div class="form-group">  
 <label for="password">Password</label>  
 <input  
 type="password"  
 id="password"  
 class="form-control"  
 v-model="user.password">  
 </div>  
 <div class="form-group">  
 <label for="age">Age</label>  
 <input  
 type="number"  
 id="age"  
 class="form-control"  
 v-model="user.age">  
 </div>  
  
 </div>  
 </div>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3 form-group">  
 <label for="message">Message</label><br>  
 <!-- Interpolation between <textarea>{{ test }}</textarea> doesn't work!-->  
 <textarea  
 id="message"  
 rows="5"  
 class="form-control"  
 v-model="message"></textarea>  
 </div>  
 </div>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <div class="form-group">  
 <label for="sendmail">  
 <input  
 type="checkbox"  
 id="sendmail"  
 value="SendMail"  
 v-model="sendMail"> Send Mail  
 </label>  
 <label for="sendInfomail">  
 <input  
 type="checkbox"  
 id="sendInfomail"  
 value="SendInfoMail"  
 v-model="sendMail"> Send Infomail  
 </label>  
 </div>  
  
 </div>  
 </div>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3 form-group">  
 <label for="male">  
 <input  
 type="radio"  
 id="male"  
 value="Male"  
 v-model="gender"> Male  
 </label>  
 <label for="female">  
 <input  
 type="radio"  
 id="female"  
 value="Female"  
 v-model="gender"> Female  
 </label>  
 </div>  
 </div>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3 from-group">  
 <label for="priority">Priority</label>  
 <select  
 id="priority"  
 class="form-control"  
 v-model="selectedPriority">  
 <option  
 v-for="priority in priorities"  
 :id="priority">{{ priority }}  
 </option>  
 </select>  
 </div>  
 </div>  
 <hr>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <button  
 class="btn btn-primary">Submit!  
 </button>  
 </div>  
 </div>  
 </form>  
 <hr>  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <div class="panel panel-default">  
 <div class="panel-heading">  
 <h4>Your Data</h4>  
 </div>  
 <div class="panel-body">  
 <p>Mail: {{ user.email }}</p>  
 <p>Password: {{ user.password }}</p>  
 <p>Age: {{ user.age }}</p>  
 <p style="white-space: pre">Message: {{ message }}</p>  
 <p><strong>Send Mail?</strong></p>  
 <ul>  
 <li v-for="item in sendMail">{{ item }}</li>  
 </ul>  
 <p>Gender: {{ gender }}</p>  
 <p>Priority:</p>  
 <p>Switched:</p>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 data: **function** () {  
 **return** {  
 user: {  
 email: '',  
 password: '',  
 age: 20  
 },  
 message: '',  
 sendMail: [],  
 gender: 'Male',  
 priorities: [  
 'Low',  
 'Medium',  
 'High',  
 ],  
 selectedPriority: 'Medium'  
 }  
 }  
 }  
</script>

## Custom input

Directive v-model is equal to v-on and v-bind working together. We can create a component which use value property and emit input event:

<!--v-model-->  
<input type="text" id="email" class="form-control" v-model="user.email">  
<!--v-on and v-bind-->  
<input type="text" id="email2" class="form-control"   
 :value="user.email" @input="user.email = $event.target.value">

Parent component

</template>

<switch v-model="switch"></switch>  
</template>  
  
<script>  
 **export default** {  
 data: **function** () {  
 **return** {  
 **switch**: **true** }  
 }  
 }  
</script>

Child component

<template>  
 <div>  
 <div id="on" @click="changed(true)"></div>  
 <div id="off" @click="changed(false)"></div>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 props: ['value'],  
 methods:{  
 changed(value){  
 **this**.$emit('input', value)  
 }  
 }  
 }  
</script>

# VUE Application

## VUE CLI

Ref: <https://github.com/vuejs/vue-cli>

1. Require NodeJS
2. $ sudo npm install –g vue-cli
3. $ vue init {{ template: webpack-simple }} {{ projectName: vue-cli}}
4. $ cd {{ project folder: vue-cli }}
5. $ npm install
6. $ npm run dev

* En caso de que no se pueda acceder por localhost (si la máquina de desarrollo es virtual) forzar host 0.0.0.0 en package.json

"dev": "cross-env NODE\_ENV=development webpack-dev-server --open --hot --host 0.0.0.0"

## Styles in components

Styles are applied locally using scrope attribute

App.vue

<style scoped>  
 div{  
 border: 1px solid red;  
 }  
</style>

## Communication between components

### Properties to show

Array of Values can be set by outside the current component

1. Parent component

<template>

<button @click="changeName">Change my name</button>  
<hr>  
<div class="col-xs-12 col-sm-6">  
 <app-user-detail :name="name"></app-user-detail>  
</div>

</template>  
  
<script>  
 **import** UserDetail **from** './UserDetail.vue';   
  
 **export default** {  
 data: **function** () {  
 **return** {  
 name: 'Max'  
 }  
 },  
 components: {  
 appUserDetail: UserDetail   
 },  
 methods:{  
 changeName(){  
 **this**.name = 'Anna'  
 }  
 }  
 }  
</script>

1. Child component

<template>  
 <div class="component">  
 <p>User name: {{ name }}</p>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 props: ['name']  
 }  
</script>

### Events to set from child

1. Parent

<template>  
 <p>I'm an awesome User! ({{name}})</p>  
 <button @click="changeName">Change my name</button>  
 <hr>  
 <div class="col-xs-12 col-sm-6">  
 <app-user-detail :name="name" @nameWasReset="nameWasResetByEvent($event)"></app-user-detail>  
 </div>  
</template>  
  
<script>  
 **import** UserDetail **from** './UserDetail.vue';   
  
 **export default** {  
 data: **function** () {  
 **return** {  
 name: 'Max'  
 }  
 },  
 components: {  
 appUserDetail: UserDetail   
 },  
 methods:{  
 changeName(){  
 **this**.name = 'Anna'  
 },   
 nameWasResetByEvent(eventName){  
 **this**.name = eventName;  
 }  
 },  
  
 }  
</script>

1. Child

<template>  
 <div class="component">  
 <p>User name: {{ switchName() }}</p>  
 <button @click="resetName">resetName</button>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 props: {  
 name:{  
 type:String  
 }  
 },  
 methods: {  
 switchName(){  
 **return this**.name.split("").reverse().join("");  
 },  
 resetName(){  
 **this**.name="Max";  
 **this**.$emit('nameWasReset', **this**.name);  
 }  
 }  
 }  
</script>

### Callback function as property

Set propery as Function type and execute it in the child component

1. Parent

<template>  
 <div class="component">  
 <p>I'm an awesome User! ({{name}})</p>  
 <app-user-detail

:name="name"  
 @nameWasReset="nameWasResetByEvent($event)"

:resetFn="resetName"></app-user-detail>  
 </div>  
</template>  
  
<script>  
 **import** UserDetail **from** './UserDetail.vue';  
  
 **export default** {  
 data: **function** () {  
 **return** {  
 name: 'Max'  
 }  
 },  
 components: {  
 appUserDetail: UserDetail  
 }

}  
</script>

1. Child

<template>  
 <div class="component">  
 <h3>You may view the User Details here</h3>  
 <p>Many Details</p>  
 <p>User name: {{ switchName() }}</p>  
 <button @click="resetFn()">resetName</button>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 props: {  
 name:{  
 type: String  
 },  
 resetFn:{  
 type: Function  
 }  
 }  
 }  
</script>

### Event Bus

Create a new Vue instance in main.js which will manage events.

1. Main.js

**[…]**

**export const** eventBus = **new** Vue();  
  
**new** Vue({

[…]

1. Child listening event

<template>  
 <div class="component">  
 <p>User age: {{ age }}</p>  
 </div>  
</template>  
  
<script>  
 **import** {eventBus} **from** '../main.js'  
  
 **export default** {  
 props: {  
 age:{  
 type: Number  
 }  
 },  
 created(){  
 eventBus.$on('ageWasEdited', (age) => {  
 **this**.age = age;  
 })  
 }  
 }  
</script>

1. Child throwing event

<template>  
 <div class="component">

<p>Age: {{age}}</p>  
 <button @click="editAge">Edit age</button>  
 </div>  
</template>  
  
<script>  
 **import** {eventBus} **from** '../main.js'  
  
 **export default** {  
 props:{  
 age:{  
 type: Number  
 }  
 },  
 methods:{  
 editAge(){  
 **this**.age = 30;   
 eventBus.$emit('ageWasEdited', **this**.age);  
 }  
 }  
  
 }  
</script>

# Vue Resource

1. $ npm install vue-resource –save
2. **import** Vue **from** 'vue'  
   **import** VueResource **from** 'vue-resource';  
   **import** App **from** './App.vue'  
     
   Vue.use(VueResource);

# Router

## Install

$ npm install --save vue-router

## Use

**import** VueRouter **from** 'vue-router'  
  
Vue.use(VueRouter);

## Configuration

1. Create src/routes.js

**import** Home **from** './components/Home.vue'  
**import** User **from** './components/user/User.vue'  
  
**export const** routes = [  
 { path: '', component: Home},  
 { path: '/user', component: User}  
];

1. Import into main.js

**import** Vue **from** 'vue'  
**import** VueRouter **from** 'vue-router'  
**import** App **from** './App.vue'  
**import** {routes} **from** './routes'  
  
Vue.use(VueRouter);  
  
**const** router = **new** VueRouter({  
 routes  
});  
  
**new** Vue({  
 el: '#app',  
 router,  
 render: h => h(App)  
})

1. Add router-view element into the template

<router-view></router-view>

## History mode

By default it navigates using {{ serverUrl }}#{{ vueAppUrl }}

We can change this behavior by using history mode:

1. Config history mode in router

const router = new VueRouter({

mode: 'history',

routes: [...]

})

1. Config server

<https://router.vuejs.org/en/essentials/history-mode.html>

## Router Link

Links to components using router-link element

<template>  
 <ul class="nav nav-pills">  
 <router-link to="/" tag="li" active-class="active" exact><a>Home</a></router-link>  
 <router-link to="/user" tag="li" active-class="active" exact><a>User</a></router-link>  
 </ul>  
</template>

## Programming redirect

Redirects user to path

<template>  
 <div>  
 <h1>The User Page</h1>  
 <button @click="navigateToHome" class="btn btn-primary">Go to Home</button>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 methods: {  
 navigateToHome(){  
 **this**.$router.push('/')  
 }  
 }  
 }  
</script>

## Defining redirect

{ path: '/redirect-me', redirect: { name: 'home'} },

## Redirect not defined routes

At the end

{ path: '\*', redirect: { name: 'home'} },

## Dynamic parameters

1. Set parameter in a route and access to parameter in component

* Data

**export const** routes = [  
 { path: '/user/:id', component: User}  
];

data(){  
 **return** {  
 id: **this**.$route.params.id  
 }  
},  
watch: {  
 '$route'(to, from){  
 **this**.id = to.params.id;  
 }  
},

* Props

**export const** routes = [  
 { path: '/user/:id', component: User, props: true}  
];

props: {  
 id: {  
 type: String,  
 required: **true** }  
},

## Child routes

1. Routes

**import** User **from** './components/user/User.vue'  
**import** UserStart **from** './components/user/UserStart.vue'  
**import** UserDetail **from** './components/user/UserDetail.vue'  
**import** UserEdit **from** './components/user/UserEdit.vue'  
  
**export const** routes = [  
 { path: '/user', component: User, children: [  
 { path: '', component: UserStart},  
 { path: ':id', component: UserDetail},  
 { path: ':id/edit', component: UserEdit}  
 ]}  
];

User component

<template>  
 <div>  
 <h1>The User Page</h1>  
 <hr>  
 <router-view></router-view>  
 </div>  
</template>

## Name routes

Use alias for routes

**export const** routes = [  
 { path: ':id/edit', component: UserEdit, props: **true**, name: 'userEdit'}  
];

<template>  
 <div>  
 <h3>Some User Details</h3>  
 <p>ID: {{ id }}</p>  
 <router-link tag="button" :to="{ name: 'userEdit', params: { id: id } }" class="btn btn-default">Edit User  
 </router-link>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 props: {  
 id: {  
 type: String,  
 required: **true** }  
 }  
 }  
</script>

## Router link with query parameters

<router-link tag="button" :to="{ name: 'userEdit', params: { id: id }, query: { locale: 'en', q: 100} }" class="btn btn-default">Edit User  
</router-link>

## Router link with hash

<router-link tag="button" :to="{ name: 'userEdit', params: { id: id }, hash: ‘#data’ }" class="btn btn-default">Edit User  
</router-link>

## Multiple router views

Define different components for route

**import** Home **from** './components/Home.vue'  
**import** Header **from** './components/Header.vue'  
**import** User **from** './components/user/User.vue'  
**import** UserStart **from** './components/user/UserStart.vue'  
**import** UserDetail **from** './components/user/UserDetail.vue'  
**import** UserEdit **from** './components/user/UserEdit.vue'  
  
**export const** routes = [  
 {  
 path: '', component: Home, name: 'home', components: {  
 **default**: Home,  
 'top': Header,  
 }  
 },  
 {  
 path: '/user', components: {  
 **default**: User,  
 'bottom': Header  
 }, children: [  
 {path: '', component: UserStart},  
 {path: ':id', component: UserDetail, props: **true**},  
 {path: ':id/edit', component: UserEdit, props: **true**, name: 'userEdit'}  
 ]  
 }  
];

Declare multiple router views in component

<template>  
 <div class="container">  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <h1>Routing</h1>  
 <hr>  
 <router-view name="top"></router-view>  
 <router-view></router-view>  
 <router-view name="bottom"></router-view>  
 </div>  
 </div>  
 </div>  
</template>

## Execute before enter/leave routing

### Before enter globally

In main.js

router.beforeEach((to, from, next) => {  
 console.log('global beforeEach');  
 next();  
});

### Before enter by route

In routes.js

{  
 path: ':id', component: UserDetail, beforeEnter: (to, from, next) => {  
 console.log('inside route setup');  
 next();  
}

### Before enter by component

beforeRouteEnter(to, from, next) {  
 **if** (this.**userLogged**) {  
 next();  
 } **else** {  
 next(**false**);  
 }  
}

### Before leave by component

beforeRouteLeave(to, from, next) {  
 **if** (**this**.confirmed) {  
 next();  
 } **else** {  
 **if** (confirm('Are you sure?')) {  
 next();  
 } **else** {  
 next(**false**);  
 }  
 }  
}

## Lazy loading

Replace import by resolve:

**const** User = resolve => {  
 require.ensure(['./components/user/User.vue'], () => {  
 resolve(require('./components/user/User.vue'));  
 }, 'user');  
};

# Filters

## Create Filter

### Globally

In main.js file before create Vue instance

Vue.filter('to-lower-case', **function**(value){  
 **return** value.toLowerCase();  
});

### Locally

In the component

<template>  
 <div class="container">  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <h1>Filters & Mixins</h1>  
 <p>{{ text | toUpperCase }}</p>  
 </div>  
 </div>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 data(){  
 **return** {  
 text: 'Hello World!'  
 }  
 },  
 filters:{  
 toUpperCase(value){  
 **return** value.toUpperCase();  
 }  
 }  
 }  
</script>

## Text filter

<template>  
 <div >  
 <input type="text" v-model="filterText">  
 <ul>

<li v-for="fruit in filteredFruits">{{ fruit }}</li>

</ul>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 data(){  
 **return** {  
 fruits: ['Apple', 'Banana', 'Mango', 'Melon'],  
 filterText: ''  
 }  
 },  
 computed: {  
 filteredFruits(){  
 **return this**.fruits.filter((elem) => {  
 **return** elem.match(**this**.filterText);  
 })  
 }  
 }  
 }  
</script>

# Mixin

Piece of functionality

File fruitMixin.js

**export const** fruitMixin = {  
 data(){  
 **return** {  
 fruits: ['Apple', 'Banana', 'Mango', 'Melon'],  
 filterText: ''  
 }  
 },  
 computed: {  
 filteredFruits(){  
 **return this**.fruits.filter((elem) => {  
 **return** elem.match(**this**.filterText);  
 })  
 }  
 }  
}

List component

<template>  
 <div>  
 <input type="text" v-model="filterText">  
 <ul>  
 <li v-for="fruit in filteredFruits">{{ fruit }}</li>  
 </ul>  
 </div>  
</template>  
  
<script>  
 **import** {fruitMixin} **from** './fruitMixin'  
  
 **export default** {  
 mixins: [fruitMixin]  
 }  
</script>

# Transition / Animation

## Transition (Fade effect)

<template>  
 <div >  
 <h1>Animations</h1>  
 <button @click="show = !show" class="btn btn-primary">Show / Hide</button>  
 <hr>  
 <transition name="fade">  
 <div v-if="show"  
 class="alert alert-info">Alert  
 </div>  
 </transition>  
 </div>

</template>  
  
<script>  
 **export default** {  
 data() {  
 **return** {  
 show: **false** }  
 }  
 }  
</script>  
  
<style>  
 .fade-enter {  
 opacity: 0;  
 }  
  
 .fade-enter-active {  
 transition: opacity 1s;  
 }  
  
 .fade-leave {  
  
 }  
  
 .fade-leave-active {  
 transition: opacity 1s;  
 opacity: 0;  
 }  
</style>

## Animation (Slide effect)

<template>  
 <div>  
 <h1>Animations</h1>  
 <button @click="show = !show" class="btn btn-primary">Show / Hide</button>  
 <hr>  
 <transition name="slide">  
 <div v-if="show"  
 class="alert alert-info">Alert  
 </div>  
 </transition>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 data() {  
 **return** {  
 show: **false** }  
 }  
 }  
</script>  
  
<style>  
 .slide-enter {  
  
 }  
  
 .slide-enter-active {  
 animation: slide-in 1s ease-out forwards;  
 }  
  
 .slide-leave {  
  
 }  
  
 .slide-leave-active {  
 animation: slide-out 1s ease-out forwards;  
 }  
  
 @keyframes slide-in {  
 from {  
 transform: translateY(20px);  
 }  
 to {  
 transform: translateY(0);  
 }  
 }  
  
 @keyframes slide-out {  
 from {  
 transform: translateY(0);  
 }  
 to {  
 transform: translateY(20px);  
 }  
 }  
</style>

### Mixin transation and animation

Use type attribute to set priority over another

<transition name="slide" type="animation">  
 <div v-if="show"  
 class="alert alert-info">Alert  
 </div>  
</transition>

## Show effect on load transition

Use appear attribute to show transition effect on the initial loading.

<transition name="slide" type="animation" appear>  
 <div v-if="show"  
 class="alert alert-info">Alert  
 </div>  
</transition>

## ANIMATED CSS Add effect class in the HTML

Before we add class styles by name. We can define enter, enter-active, leave, leave-active class as attributes:

<transition  
 appear  
 enter-active-class="animated bounce"  
 leave-active-class="animated shake"  
>  
 <div class="alert alert-info" v-if="show">Alert</div>  
</transition>

## Trasition mode

Can set 2 different modes:

* in-out: New element transitions in first, then when complete, the current element transitions out.
* out-in: Current element transitions out first, then when complete, the new element transitions in.

## Control transition with JS

Should tell VUE JS we are using JS instead of css using “:css="false"”

Then we control transition with events:

* before-enter="beforeEnter"
* enter="enter"
* after-enter="afterEnter"
* enter-cancelled="enterCanceled"
* before-leave="beforeLeave"
* leave="leave"
* after-leave="afterLeave"
* leave-canceled

<template>  
 <div >  
 <button @click="load = !load" class="btn btn-primary">Load / Remove</button>  
 <br><br>  
 <transition  
 @before-enter="beforeEnter"  
 @enter="enter"  
 @after-enter="afterEnter"  
 @enter-cancelled="enterCanceled"  
  
 @before-leave="beforeLeave"  
 @leave="leave"  
 @after-leave="afterLeave"  
 @leave-canceled="leaveCanceled"  
  
 :css="false"  
 >  
 <div style="width: 300px; height: 100px; background-color: lightgoldenrodyellow" v-if="load"></div>  
 </transition>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 data() {  
 **return** {  
 show: **false**,  
 load: **true**,  
 elementWidth: 100  
 }  
 },  
 methods: {  
 beforeEnter(el){  
 console.log('beforeEnter');  
 **this**.elementWidth = 100;  
 el.style.width = **this**.elementWidth + 'px';  
 },  
 enter(el, done){  
 console.log('enter');  
 let round = 1;  
 **const** interval = setInterval(() => {  
 el.style.width = (**this**.elementWidth + round \* 10) + 'px';  
 round++;  
 **if** (round > 20) {  
 clearInterval(interval);  
 done()  
 }  
 }, 20);  
 },  
 afterEnter(el){  
 console.log('afterEnter');  
 },  
 enterCanceled(el){  
 console.log('enterCanceled');  
 },  
  
 beforeLeave(el){  
 console.log('beforeLeave');  
 **this**.elementWidth = 300;  
 el.style.width = **this**.elementWidth + 'px';  
 },  
 leave(el, done){  
 console.log('leave');  
 let round = 1;  
 **const** interval = setInterval(() => {  
 el.style.width = (**this**.elementWidth - round \* 10) + 'px'  
 round++;  
 **if** (round > 20) {  
 clearInterval(interval);  
 done()  
 }  
 }, 20);  
 },  
 afterLeave(el){  
 console.log('afterLeave');  
 },  
 leaveCanceled(el){  
 console.log('leaveCanceled');  
 }  
 }  
 }  
</script>

## Transition group

Transition list of items

<template>  
 <div class="container">  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <h1>Animations</h1>  
 <button class="btn btn-primary" @click="addItem">Add Item</button>  
 <br><br>  
 <ul class="list-group">  
 <transition-group name="slide">  
 <li  
 class="list-group-item"  
 v-for="(number, index) in numbers"  
 @click="removeItem(index)"  
 style="cursor: pointer"  
 :key="number">{{ number }}  
 </li>  
 </transition-group>  
 </ul>  
 </div>  
 </div>  
 </div>  
</template>  
  
<script>  
  
 **export default** {  
 data() {  
 **return** {  
 numbers: [1, 2, 3, 4, 5]  
 }  
 },  
 methods: {  
 addItem() {  
 **const** pos = Math.floor(Math.random() \* **this**.numbers.length);  
 **this**.numbers.splice(pos, 0, **this**.numbers.length + 1);  
 },  
 removeItem(index) {  
 **this**.numbers.splice(index, 1);  
 }  
 }  
 }  
</script>  
  
<style>  
 .slide-enter {  
 opacity: 0;  
 /\*transform: translateY(20px);\*/  
 }  
  
 .slide-enter-active {  
 animation: slide-in 1s ease-out forwards;  
 transition: opacity .5s;  
 }  
  
 .slide-leave {  
  
 }  
  
 .slide-leave-active {  
 animation: slide-out 1s ease-out forwards;  
 transition: opacity 1s;  
 opacity: 0;  
 position: absolute;  
 }  
  
 .slide-move {  
 transition: transform 1s;  
 }  
</style>

# VUEX

## Install

$ npm install vuex --save

## Use

import Vue from 'vue'

import Vuex from 'vuex'

Vue.use(Vuex)

## Declare

1. Create store.js and declare variables in state

**import** Vue **from** 'vue'  
**import** Vuex **from** 'vuex'  
  
Vue.use(Vuex);  
  
**export const** store = **new** Vuex.Store({  
 state: {  
 counter: 0  
 },  
 getters:{  
 doubleResult: state => {  
 **return** state.counter \* 2;  
 }  
 },  
 mutations: {  
 increment: state => {  
 state.counter++;  
 },  
 decrement: state => {  
 state.counter--;  
 }  
 },  
 actions: context => {  
 context.commit('increment');  
 }

})

1. Import and add to Vue instance in main.js

**import** Vue **from** 'vue'  
**import** App **from** './App.vue'  
**import** {store} **from** './store/store'  
  
**new** Vue({  
 el: '#app',  
 store,  
 render: h => h(App),  
  
})

1. Create app using stored value

App.vue

<template>  
 <div class="container">  
 <div class="row">  
 <div class="col-xs-12 col-sm-8 col-sm-offset-2 col-md-6 col-md-offset-3">  
 <h1>Vuex</h1>  
 <app-result></app-result>  
 <hr>  
 <app-counter></app-counter>  
 </div>  
 </div>  
 </div>  
</template>  
  
<script>  
 **import** Counter **from** './components/Counter.vue';  
 **import** Result **from** './components/Result.vue';  
  
 **export default** {  
 components: {  
 appCounter: Counter,  
 appResult: Result,  
 }  
 }  
</script>

## Mutations (only synchronous)

1. Modifiy value in child using mutations

Counter.vue

<template>  
 <div>  
 <button class="btn btn-primary" @click="increment">Increment</button>  
 <button class="btn btn-primary" @click="decrement">Decrement</button>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 methods: {  
 increment() {  
 **this**.$store.commit('increment')  
 },  
 decrement() {  
 **this**.$store.commit('decrement')  
 }  
 }  
 }  
</script>

## Getters

1. Display value in child using getter

Result.vue

<template>  
 <p>Counter is: {{ counter }}</p>  
</template>  
  
<script>  
 **export default** {  
 computed: {  
 counter(){  
 **return this**.$store.getters.doubleResult  
 }  
 }  
 }  
</script>

## Actions (Could be asynchronous)

### Declare actions

**import** Vue **from** 'vue'  
**import** Vuex **from** 'vuex'  
  
Vue.use(Vuex);  
  
**export const** store = **new** Vuex.Store({  
 state: {  
 counter: 0  
 },  
 actions: {  
 asyncIncrement: context => {  
 setTimeout(() => {  
 context.commit('increment')  
 }, 1000)  
 },  
 asyncDecrement: context => {  
 setTimeout(() => {  
 context.commit('decrement')  
 }, 1000)  
 }  
 }  
})

### Dispatch action

Executed once only

<template>  
 <div>  
 <button class="btn btn-primary" @click="increment">Increment</button>  
 <button class="btn btn-primary" @click="decrement">Decrement</button>  
 </div>  
</template>  
  
<script>  
 **export default** {  
 methods: {  
 increment() {  
 **this**.$store.dispatch('increment')  
 },  
 decrement() {  
 **this**.$store.dispatch('decrement')  
 }  
 }  
 }  
</script>

## Payload

Mutations and actions receive payload as an argument

actions: {  
 asyncIncrement: (context, payload) => {  
 setTimeout(() => {  
 context.commit('increment')  
 }, payload.duration)  
 },  
 asyncDecrement: (context, payload) => {  
 setTimeout(() => {  
 context.commit('decrement')  
 }, payload.duration)  
 }  
}

## v-model and vuex

To get and set a value using v-model

Declare store.js

**import** Vue **from** 'vue'  
**import** Vuex **from** 'vuex'  
  
Vue.use(Vuex);  
  
**export const** store = **new** Vuex.Store({  
 state: {  
 value: 0  
 },  
 getters:{   
 value: state => {  
 **return** state.value;  
 }  
 },  
 mutations: {  
 updateValue: (state, payload) => {  
 state.value = payload;  
 }  
 }  
})

Add store to Vue instance

**import** Vue **from** 'vue'  
**import** App **from** './App.vue'  
**import** {store} **from** './store/store'  
  
**new** Vue({  
 el: '#app',  
 store,  
 render: h => h(App),  
  
})

Include v-model attribute to element, and create computed get and set method

<template>  
 <div class="container">  
 <input type="text" v-model="value">  
 <p>{{ value }}</p>  
 </div>  
</template>  
  
<script>  
  
 **export default** {  
 computed: {  
 value:{  
 get(){  
 **return this**.$store.getters.value;  
 },  
 set(value){  
 **this**.$store.commit('updateValue', value);  
 }  
 }  
 }  
 }  
</script>

## Modules

We can divide store into modules to organize better code.

1. Create a file for each module

**const** state = {  
 counter: 0  
};  
  
**const** getters = {  
 doubleResult: state => {  
 **return** state.counter \* 2;  
 }  
};  
  
**const** mutations = {  
 increment: state => {  
 state.counter++;  
 },  
 decrement: state => {  
 state.counter--;  
 }  
};  
  
**const** actions = {  
 asyncIncrement: (context, payload) => {  
 setTimeout(() => {  
 context.commit('increment')  
 }, payload.duration)  
 },  
 asyncDecrement: (context, payload) => {  
 setTimeout(() => {  
 context.commit('decrement')  
 }, payload.duration)  
 }  
};  
  
**export default** {  
 getters,  
 mutations,  
 actions  
}

1. Set modules property into the main store

Store.js

**import** Vue **from** 'vue'  
**import** Vuex **from** 'vuex'  
  
Vue.use(Vuex);  
  
**import** counter **from** './counter'  
  
**export const** store = **new** Vuex.Store({  
 state: {  
 value: 0  
 },  
 getters: {  
 value: state => {  
 **return** state.value;  
 }  
 },  
 mutations: {  
 updateValue: (state, payload) => {  
 state.value = payload;  
 }  
 },  
 modules: {  
 counter  
 }  
})

# i18n Internacionalization

<http://kazupon.github.io/vue-i18n/en/started.html>

# Bootstrap Vue

## Install and import

npm i bootstrap-vue bootstrap --save

Then, register BootstrapVue plugin in your app entry point:

import Vue from 'vue'

import BootstrapVue from 'bootstrap-vue'

Vue.use(BootstrapVue);

And import css files from both Bootstrap 4 & Bootstrap-Vue:

**Note**: requires webpack configuration to load css files ([*official guide*](https://webpack.js.org/guides/asset-management/#loading-css))

import 'bootstrap/dist/css/bootstrap.css'

import 'bootstrap-vue/dist/bootstrap-vue.css'

## Collapse Accordeon

* role="tablist" and role="tab" help screen reader users navigate accordion.
* visible and v-model to control collapse.
* :v-b-toggle="'collapse' + index" and :id="'collapse' + index" to describe each accordion head and body.
* :accordion="'expenses-accordeon-' + index" group accordions to keep only one open.

<div role="tablist">  
 <b-card no-body class="mb-1" v-for="(guest, index) in guests" :key="guest.index">  
  
 <!--COLLAPSE HEADER-->  
 <b-card-header header-tag="header" class="p-1" role="tab">  
 <b-btn block href="#" variant="primary"  
 v-b-toggle="'collapse' + index">  
 <span>{{ guest.name }}</span>  
 </b-btn>  
  
 <!--SUMMARY GUEST-->  
 <b-container class="sumary-guest">  
 <b-list-group>  
 <b-row>  
 <b-col>  
 <b-list-group-item>  
 <b-container>  
 <b-row>  
 <b-col><span class="d-block font-weight-bold p-1">Gastos de {{ guest.name }}</span></b-col>  
 <b-col><span class="float-right money p-1">{{ costsByGuest(guest) }}</span></b-col>  
 </b-row>  
 </b-container>  
 </b-list-group-item>  
 </b-col>  
 </b-row>  
 </b-list-group>  
 </b-container>  
 </b-card-header>  
  
 <!--COLLAPSE BODY-->  
 <b-collapse :id="'collapse' + index" visible :accordion="'expenses-accordeon-' + index" role="tabpanel">  
 <b-card-body>  
 <b-table striped hover small  
 :items="invoices" :fields="fields"  
 sort-by="to" :sort-desc="true">  
 <template slot="pricePerGuest" slot-scope="data">  
 {{ costsByGuestAndInvoice(guest, data.item) }}  
 </template>  
 </b-table>  
 </b-card-body>  
 </b-collapse>  
 </b-card>  
</div>

## Vue loader

Set vue-loader.conf.js by adding:

transformToRequire: {

'b-img': 'src',  
 'b-img-lazy': ['src', 'blank-src'],  
 'b-card': 'img-src',  
 'b-card-img': 'img-src',  
 'b-carousel-slide': 'img-src',  
 'b-embed': 'src'  
}

# Moment JS

Ref: <https://momentjs.com/>

$ npm install moment --save

**import** moment **from** 'moment'

# Vue-Awesome for Icons

Ref: <https://github.com/Justineo/vue-awesome>

$ npm install vue-awesome --save

// only import the icons you use to reduce bundle size

import 'vue-awesome/icons/flag'

// or import all icons if you don't care about bundle size

import 'vue-awesome/icons'

// declare

import Icon from 'vue-awesome/components/Icon'

// globally (in your main .js file)

Vue.component('icon', Icon)

// or locally (in your component file)

export default {

components: {

Icon

}

}

# Vuex with Cookie

Ref: <https://github.com/robinvdvleuten/vuex-persistedstate>

1. Import vuex-persistedstate and js-cookie

import createPersistedState from 'vuex-persistedstate'  
import \* as Cookies from 'js-cookie'

1. Add plugin

plugins: [  
 createPersistedState({  
 storage: {  
 getItem: key => Cookies.get(key),  
 setItem: (key, value) => Cookies.set(key, value, {path: '/'}),  
 removeItem: key => Cookies.remove(key)  
 }  
 })  
 ],

Example

**import** Vue **from** 'vue'  
**import** Vuex **from** 'vuex'  
**import** createPersistedState **from** 'vuex-persistedstate'  
**import** \* **as** Cookies **from** 'js-cookie'  
  
Vue.use(Vuex)  
  
**export const** store = **new** Vuex.Store({  
 plugins: [  
 createPersistedState({  
 storage: {  
 getItem: key => Cookies.get(key),  
 setItem: (key, value) => Cookies.set(key, value, {path: '/'}),  
 removeItem: key => Cookies.remove(key)  
 }  
 })  
 ],  
 state: {  
 invoices: [],  
 guests: []  
 },  
 getters: {  
 invoices: state => {  
 **return** state.invoices  
 },  
 guests: state => {  
 **return** state.guests  
 }  
 },  
 mutations: {  
 addInvoice: (state, payload) => {  
 payload.index = state.invoices.length  
 state.invoices.push(payload)  
 },  
 rmInvoice: (state, payload) => {  
 state.invoices.splice(payload.index, 1)  
 },  
 addGuest: (state, payload) => {  
 payload.index = state.guests.length  
 state.guests.push(payload)  
 },  
 rmGuest: (state, payload) => {  
 state.guests.splice(payload.index, 1)  
 }  
 }  
})