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**Assignment 3**

**Name:** Madhav Jha

**Roll no.:** E3-48

**Branch:** CSE (AI & ML)

# ADT Stack Operation

Stack  
#include <stdio.h>

#include <stdlib.h>

void error(char e[]) {

    printf("\nERROR: %s!!\n", e);

}

typedef struct

{

    int top;

    int maxSize;

    double\* arr;

} Stack;

Stack\*

stackInitialize()

{

    Stack\* sp;

    sp = (Stack\*)malloc(sizeof(Stack));

    sp->top = -1;

    sp->maxSize = 1000;

    sp->arr = (double\*)calloc(sp->maxSize, sizeof(double));

    return sp;

}

void

push(Stack\* sp, double c)

{

    if (sp->top >= sp->maxSize - 1)

    {

        error("StackOverflow, Stack reformed");

        sp->maxSize \*= 2;

        sp->arr = (double\*)realloc(sp->arr, sp->maxSize \* sizeof(double));

    }

    sp->arr[++sp->top] = c;

}

double

peek(Stack\* sp)

{

    if (sp->top <= -1)

    {

        error("StackUnderflow, can't peek any element");

        return -1;

    }

    return sp->arr[sp->top];

}

double

pop(Stack\* sp)

{

    if (sp->top <= -1)

    {

        error("StackUnderflow");

        return 0;

    }

    return sp->arr[sp->top--];

}

int isEmpty(Stack\* sp) {

    return sp->top == -1;

}

## a.infix-postfix

#include <stdio.h>

#include <string.h>

#include "operatorUtil.c"

#include "stack.c"

char\* infixToPostfix(char s[]) {

    Stack\* arr;

    arr = stackInitialize();

    char\* res = (char\*)malloc(1000 \* sizeof(int));;

    int k = 0;

    for (int i = 0;i < strlen(s);i++) {

        if (s[i] == ' ') {

            continue;

        }

        if (s[i] >= '0' && s[i] <= '9') {

            res[k++] = s[i];

            continue;

        }

        // in case we have -2 + 3 or +2 +3 or -(3)

        if ((i - 1 < 0 || s[i - 1] == '(') && (s[i] == '+' || s[i] == '-')) {

            res[k++] = '0';

        }

        if (isOperator(s[i]) == 1) {

            // condition is if current operator order is <= previous operator then we pop else we push

            int prev = -1;

            if (isEmpty(arr) == 0 && isOperator((char)peek(arr))) {

                prev = operatorOrder((char)peek(arr));

            }

            int curr = operatorOrder(s[i]);

            while (curr <= prev && prev != -1 && isEmpty(arr) == 0) {

                if ((char)peek(arr) == '(') {

                    break;

                }

                char c = (char)pop(arr);

                res[k++] = c;

                if (isEmpty(arr) == 0 && (char)peek(arr) != '(') {

                    prev = operatorOrder((char)peek(arr));

                }

                else {

                    break;

                }

            }

            push(arr, (char)s[i]);

        }

        else if ((char)s[i] == '(') {

            push(arr, '(');

        }

        else if ((char)s[i] == ')') {

            while ((char)peek(arr) != '(' || isEmpty(arr)) {

                char c = (char)pop(arr);

                res[k++] = c;

            }

            pop(arr);

        }

        else {

            error("Invalid character");

            break;

        }

    }

    while (isEmpty(arr) != 1) {

        res[k++] = (char)pop(arr);

    }

    res[k++] = '\0';

    return res;

}

int main() {

    char str[] = "2+4\*4/2+3";

    printf("\nInfix expression is: %s", str);

    char\* res = infixToPostfix(str);

    printf("\nConversion to Postfix is: %s", res);

}

## Output:

![](data:image/png;base64,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)

## b.infix to prefix

#include <stdio.h>

#include <string.h>

#include "operatorUtil.c"

#include "stack.c"

char\* infixToPrefix(char s[]) {

    Stack\* arr;

    arr = stackInitialize();

    char\* res = (char\*)malloc(1000 \* sizeof(int));;

    int k = 0;

    strrev(s);

    for (int i = 0;i < strlen(s);i++) {

        if (s[i] == ')') {

            s[i] = '(';

        }

        else if (s[i] == '(') {

            s[i] = ')';

        }

        if (s[i] == ' ') {

            continue;

        }

        if (s[i] >= '0' && s[i] <= '9') {

            res[k++] = s[i];

            continue;

        }

        // in case we have -2 + 3 or +2 +3 or -(3)

        if ((i - 1 < 0 || s[i - 1] == '(') && (s[i] == '+' || s[i] == '-')) {

            res[k++] = '0';

        }

        if (isOperator(s[i]) == 1) {

            // condition is if current operator order is <= previous operator then we pop else we push

            int prev = -1;

            if (isEmpty(arr) == 0 && isOperator((char)peek(arr))) {

                prev = operatorOrder((char)peek(arr));

            }

            int curr = operatorOrder(s[i]);

            if (curr <= prev && prev != -1) {

                int b = 0;

                if (s[i] == '^') {

                    b = curr <= prev;

                }

                else {

                    b = curr < prev;

                }

                while (b && prev != -1 && isEmpty(arr) != 1) {

                    if ((char)peek(arr) == '(') {

                        break;

                    }

                    char c = (char)pop(arr);

                    res[k++] = c;

                    if (isEmpty(arr) == 0 && (char)peek(arr) != '(') {

                        prev = operatorOrder((char)peek(arr));

                    }

                    else {

                        break;

                    }

                    if (s[i] == '^') {

                        b = curr <= prev;

                    }

                    else {

                        b = curr < prev;

                    }

                }

            }

            push(arr, (char)s[i]);

        }

        else if ((char)s[i] == '(') {

            push(arr, '(');

        }

        else if ((char)s[i] == ')') {

            while ((char)peek(arr) != '(') {

                char c = (char)pop(arr);

                res[k++] = c;

            }

            pop(arr);

        }

        else {

            error("Invalid character");

            break;

        }

    }

    while (isEmpty(arr) != 1) {

        res[k++] = (char)pop(arr);

    }

    res[k++] = '\0';

    return res;

}

int main() {

    char str[] = "2+4\*4/2+3";

    printf("\nInfix expression is: %s", str);

    char\* res = infixToPrefix(str);

    printf("\nConversion to Prefix is: %s", strrev(res));

}

## Output:
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