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## QApplication

QApplication类管理GUI应用程序的控制流和主要设置。

QApplication用一些基于QWidget的应用程序所需的功能专门化QGuiApplication。它处理部件特定的初始化,终结。

对于任何使用Qt的 GUI应用程序，无论同时具有1个、2个、或者更多个窗口，它都有且仅有一个QApplication对象。基于non-QWidget 的Qt应用程序，使用QGuiApplication代替QApplication，因为它不依赖于QtWidgets的库。

一些GUI应用程序提供一个特殊的批处理模式. 为执行任务提供不需要人工干预的命令行参数。在这种非gui模式, 实例化一个纯QCoreApplication通常就足够了，这样做避免了初始化不必要的图形用户界面所需的资源。下面的例子展示了如何动态地创建一个适当的类型的应用程序实例:

[**QCoreApplication**](../qtcore/qcoreapplication.html)**\* createApplication(int &argc, char \*argv[])**

**{**

**for (int i = 1; i < argc; ++i)**

**if (!qstrcmp(argv[i], "-no-gui"))**

**return new** [**QCoreApplication**](../qtcore/qcoreapplication.html)**(argc, argv);**

**return new** [**QApplication**](qapplication.html#QApplication)**(argc, argv);**

**}**

**int main(int argc, char\* argv[])**

**{**

[**QScopedPointer**](../qtcore/qscopedpointer.html)**<**[**QCoreApplication**](../qtcore/qcoreapplication.html)**> app(createApplication(argc, argv));**

**if (qobject\_cast<**[**QApplication**](qapplication.html#QApplication) **\*>(app.data())) {**

**// start GUI version...**

**} else {**

**// start non-GUI version...**

**}**

**return app->exec();**

**}**

QApplication可以通过instance ()函数实例化, 它返回一个指向应用程序的QCoreApplication(或QGuiApplication / QApplication)的实例。如果没有分配实例,返回null。

[QApplication](qapplication.html)的主要责任:

* 初始化应用程序与用户的桌面设置，诸如：[palette](qapplication.html#palette)(), [font](qapplication.html#font)() and [doubleClickInterval](qapplication.html#doubleClickInterval-prop)().它在用户改变这些全局桌面时跟踪这些属性，例如通过某种形式的控制面板.
* 它执行事件处理,也就是说,它从底层窗口系统接收事件并将它们分派到相关部件. 通过使用sendEvent()和postEvent()你可以发送自己的事件到窗口。
* 它解析常见的命令行参数,并相应地设置其内部状态
* 它通过一个封装在QStyle对象定义应用程序的外观和感觉,通过setStyle()可以在运行时改变。.
* 它指定了应用程序是如何分配颜色，详情见setColorSpec()。
* 它提供了本地化的字符串,可见用户通过翻译()，通过translate ()对用户可见。
* 它提供了一些神奇的对象，如[desktop](file:///C:\Users\JG\Desktop\qapplication.html#desktop) ()和[clipboard](file:///C:\Users\JG\qtgui\qguiapplication.html#clipboard) ()
* 它知道应用程序的窗口. 你可以通过它知道窗口在什么位置，通过使用[widgetAt](qapplication.html#widgetAt)(),[topLevelWidgets](qapplication.html#topLevelWidgets)() and [closeAllWindows](qapplication.html#closeAllWindows)(), 等.
* 它管理应用程序的鼠标光标处理, 见 [setOverrideCursor](../qtgui/qguiapplication.html#setOverrideCursor)()

因为QApplication对象要做这么多的初始化, 它必须在其他与用户界面相关的对象之前创建. QApplication也处理常见的命令行参数. 因此,在创建它之前解释或修改应用程序的argv是一个好方法。

| **Groups of functions 函数功能分组** | |
| --- | --- |
| System settings  系统设置 | [desktopSettingsAware](../qtgui/qguiapplication.html#desktopSettingsAware)(), [setDesktopSettingsAware](../qtgui/qguiapplication.html#setDesktopSettingsAware)(), [cursorFlashTime](qapplication.html#cursorFlashTime-prop)(), [setCursorFlashTime](qapplication.html#cursorFlashTime-prop)(), [doubleClickInterval](qapplication.html#doubleClickInterval-prop)(), [setDoubleClickInterval](qapplication.html#doubleClickInterval-prop)(), [setKeyboardInputInterval](qapplication.html#keyboardInputInterval-prop)(), [wheelScrollLines](qapplication.html#wheelScrollLines-prop)(), [setWheelScrollLines](qapplication.html#wheelScrollLines-prop)(), [palette](qapplication.html#palette)(), [setPalette](qapplication.html#setPalette)(), [font](qapplication.html#font)(), [setFont](qapplication.html#setFont)(), [fontMetrics](qapplication.html#fontMetrics)(). |
| Event handling  事件处理 | [exec](qapplication.html#exec)(), processEvents(), exit(), quit(). sendEvent(), postEvent(), sendPostedEvents(), removePostedEvents(), hasPendingEvents(), [notify](qapplication.html#notify)(). |
| GUI StylesGUI样式 | [style](qapplication.html#style)(), [setStyle](qapplication.html#setStyle)(). |
| Color usage  颜色用法 | [colorSpec](qapplication.html#colorSpec)(), [setColorSpec](qapplication.html#setColorSpec)(). |
| Text handling  文本处理 | installTranslator(), removeTranslator() translate(). |
| Widgets  部件 | [allWidgets](qapplication.html#allWidgets)(), [topLevelWidgets](qapplication.html#topLevelWidgets)(), [desktop](qapplication.html#desktop)(), [activePopupWidget](qapplication.html#activePopupWidget)(), [activeModalWidget](qapplication.html#activeModalWidget)(), [clipboard](../qtgui/qguiapplication.html#clipboard)(), [focusWidget](qapplication.html#focusWidget)(), [activeWindow](qapplication.html#activeWindow)(), [widgetAt](qapplication.html#widgetAt)(). |
| Advanced cursor handling  高级的光标处理 | [overrideCursor](../qtgui/qguiapplication.html#overrideCursor)(), [setOverrideCursor](../qtgui/qguiapplication.html#setOverrideCursor)(), [restoreOverrideCursor](../qtgui/qguiapplication.html#restoreOverrideCursor)(). |
| Miscellaneous  杂项 | [closeAllWindows](qapplication.html#closeAllWindows)(), startingUp(), closingDown(). |

**See also** [QCoreApplication](../qtcore/qcoreapplication.html), [QAbstractEventDispatcher](../qtcore/qabstracteventdispatcher.html), [QEventLoop](../qtcore/qeventloop.html), and [QSettings](../qtcore/qsettings.html).

## QregExp 正则表达式的表示类

表达式（expressions）: E

量词(quantifiers)：E? E+ E\* E[n] E[n,] E[,m] E[n,m] ----E表示表达式

断言(assertions): ^ $ \b \B (?=E) (?!E)

## Horizontal水平

## Vertical垂直

## Graphics 图形

# 控件

## 按钮组 Buttons

Push Button 按钮

Tool Button 工具按钮

Radio Button 单选按钮

Check Box 复选按钮

Connand Link Button 命令链接按钮

Button Box 按钮盒

## 输入部件组 Input Widgets

Combo Box 组合框

Font Combo Box 字体组合框

Line Edit 行编辑

Text Edit 文本编辑

Plain Text Edit 纯文本编辑

Spin Box 数字显示框（自旋盒）

Double Spin Box 双自旋盒

Time Edit 时间编辑

Date Edit 日期编辑

Date/Time Edit 日期/时间编辑

Dial 拨号

Horizontal Scroll Bar 横向滚动条

Vertical Scroll Bar 垂直滚动条

Horizontal Slider 横向滑块

Vertical Slider 垂直滑块

Key sequence Edit 按键序列编辑

## 显示控件组 Display Widgets

Label 标签

Text Browser 文本浏览器

Calendar 日历

LCD Number 液晶数字

Progress Bar 进度条

Horizontal Line 水平线

Vertical Line 垂直线

Open GL Widget 开放式图形库开具

QquickWidget 嵌入QML工具

QwebView Web视图

## Spacers 空间间隔组

Horizontal Spacer 水平间隔

Vertical Spacer 垂直间隔

## Layouts 布局管理组

Vertical Layout 垂直布局---- QVBoxLayout

Horizontal Layout 横向（水平）布局---QHBoxLayout

Grid Layout 网格布局---QGridLayout

Form Layout 表单布局---QFormLayout

## 容器组 Containers

Group Box 组框

Scroll Area 滚动区域

Tool Box 工具箱

Tab Widget 标签小部件

Stacked Widget 堆叠部件

Frame 帧

Widget 小部件

MdiArea MDI区域

Dock Widget 停靠窗体部件

Qax Widget 封装Flash的ActiveX控件

## 项目视图组 Item Views

List View 清单视图

Tree View 树视图

Table View 表视图

Column View 列视图

## MVC设计模式：三元素

模型 Model ---表示数据(所有模型都基于QabstractItemModel抽象基类)

视图 View ---用户界面(所有视图都继承QabstractItemView抽象基类)

控制 Controller ---定义了用户在界面上的操作

MVC模式有效地分离了数据和用户界面

proxy代理, standard 标准, column列、专栏, abstract 摘要

Strategy 策略

Manual 手动 Submit 提交

## 项目控件组 Item Widgets

List Widget 清单控件

Tree Widget 树形控件---Qt的树形控件QtreeWidget--QtreeWidgeItem树形控件的树节点

Table Widget 表控件

Item 项目

QVariant

Qbrush

QtAlgorithms QtGlobal 提供了常用的算法

### Qlabel

QLabel imageLabel =new QLabel;

imageLabel->setScaledContents(true);//设置为填充全部有效空间

scaledContents : bool

这个属性保存标签的其内容是否填满所有可用空间。

当启用标签显示一个象素映射时，它将象素映射填充标签的全部可用的空间。这个属性默认是false.

Access functions:

|  |  |
| --- | --- |
| bool | hasScaledContents() const |
| void | setScaledContents(bool) |

### QPixmap与QLabel的显示问题

在QLabel中通过QPixmap显示图片。使图片按原比例显示在QLabel中。

想法一（实测行不通）：期望通过[**QPixmap**](qpixmap.html#QPixmap-3)(const QSize &*size*)在构建QPixmap时指定大小为lab的大小。之后再加载图片。----该方法行不通：因为在load时QPixmap对象的大小会发生改变。

qDebug() << lab.size(); //

QPixmap photo\_temp = QPixmap(lab.size()); //希望指定photo\_temp的大小为lab.size()

qDebug() << photo\_temp.size(); //此处输出的结果确实与相同

photo1\_temp.load(photo\_name); //加载图片（photo\_name为图片的全路径）

qDebug() << photo\_temp.size(); //此处输出的结果与不同，输出的大小为所加载的图片的大小 lab.setPixmap(photo\_temp);

可行的方法：

先加载图片到QPixmap对象，再对QPixmap对象进行缩放。并用重写*resizeEvent*事件，以保证lab大小变化时，显示的图片大小跟随变化。

QPixmap photo\_temp = QPixmap(photo\_name);

QPixmap photo = photo\_temp ->scaled(lab.size(),

Qt::KeepAspectRatio); // Qt::KeepAspectRatio表示保持图片的长宽比例

void Widget::*resizeEvent*(QResizeEvent \*event)

{

Q\_UNUSED(event); //避免因未使用event而产生警告。

QPixmap photo\_temp = photo1->scaled(ui->lab\_photo1->size(),

Qt::KeepAspectRatio);

ui->lab\_photo1->setPixmap(photo\_temp);

update();

}

### [Q](file:///C:\Users\JG\Desktop\qwidget.html#QWidget)Widget

[Q](qwidget.html" \l "QWidget)Widget \*QMainWindow::centralWidget() const

返回中央主窗口小部件。如果没有设置中央小部件这个函数返回0。

void QMainWindow::setCentralWidget([QWidget](qwidget.html#QWidget) \*widget)

设置给定部件为主窗口的中心部件。

Note: [QMainWindow](file:///C:\Users\JG\Desktop\qmainwindow.html)获得小部件的指针并在在适当的时候删除它。

### QFrame

setFrameStyle(QFrame::Box);//设置边框

### QComboBox

QComboBox listComboBox =new QComboBox;

listComboBox->addItem("Standard");

listComboBox->addItem("QTextListFormat::ListDisc");

listComboBox->addItem("QTextListFormat::ListCircle");

### QScrollArea

## QTranslator

提供国际化支持文本输出

这个类的一个对象包含一组从源语言到目标语言的翻译。QTranslator提供函数来在翻译文件中查找翻译。翻译文件使用Qt的语言学家创建。

最常见的使用QTranslator:: load加载一个翻译文件,安装使用QCoreApplication::installTranslator(),并通过QObject:tr()使用。这里有一个例子main()函数使用QTranslator

int main(int argc, char \*argv[])

{

QApplication app(argc, argv);

QTranslator translator;

// look up e.g. :/translations/myapp\_de.qm

if (translator.load(QLocale(), QLatin1String("myapp"), QLatin1String("\_"), QLatin1String(":/translations")))

app.installTranslator(&translator);

QPushButton hello(QCoreApplication::translate("main", "Hello world!"));

hello.resize(100, 30);

hello.show();

return app.exec();

}

## QListWidget

QListWidget类提供了一个基于项目列表小部件。

QListWidget使用一个内部的模型管理列表中的每个QListWidgetItem。

创建一个QListWidget

**QListWidget \*listWidget = new QListWidget(this);**

selectionMode()保存了在列表中能同时选中的选项个数，以及是否可以创建复杂的选择项。

可以通过 [setSelectionMode](qabstractitemview.html#selectionMode-prop)() 改变这些设置.

有如下方法可以将项目添加到列表:

**1．**

**new** [**QListWidgetItem**](qlistwidgetitem.html)**(tr("Oak"), listWidget);**

**new** [**QListWidgetItem**](qlistwidgetitem.html)**(tr("Fir"), listWidget);**

**new** [**QListWidgetItem**](qlistwidgetitem.html)**(tr("Pine"), listWidget);**

**2.**

[**QListWidgetItem**](qlistwidgetitem.html) **\*newItem = new** [**QListWidgetItem**](qlistwidgetitem.html)**;**

**newItem->setText(itemText);**

**listWidget->insertItem(row, newItem);**

**3. listWidget .addItem( );**

对于第二种方式：如果您需要插入一个新项目在一个特定的位置,那么它应该没有父部件构造。insertItem()函数应该被用来把它在列表中。小部件将所有权的项目列表。

[count](qlistwidget.html#count-prop)() ：得到列表项目数. 从列表中删除条目,使用 [takeItem](qlistwidget.html#takeItem)().

在列表中找当前项[currentItem](qlistwidget.html#currentItem)(), 改变当前项 [setCurrentItem](qlistwidget.html#setCurrentItem)().用户也可以通过导航键盘或点击不同的项目改变当前项. 当当前项发生变化时,currentItemChanged()信号发射。

## QListWidgetItem

QListWidgetItem类提供一个QListWidget项目的视图类。

QListWidgetItem代表一个QListWidget的单一项目。每个项目可以容纳几条信息,并适当地将显示它们。

列表项通常作用[text](file:///C:\Users\JG\Desktop\qlistwidgetitem.html#text)()显示文本，[icon](qlistwidgetitem.html#icon)()一个图标()。这些设置与setText()和setIcon()函数相关。文本和外观可以通过setFont()、[setForeground](file:///C:\Users\JG\Desktop\qlistwidgetitem.html#setForeground)(), and [setBackground](file:///C:\Users\JG\Desktop\qlistwidgetitem.html#setBackground)()设置。

文本列表项可以使用setTextAlignment ()函数保持一致 Tooltips, status tips and "What's This?" help can be added to list items with [setToolTip](qlistwidgetitem.html#setToolTip)(), [setStatusTip](qlistwidgetitem.html#setStatusTip)(), and [setWhatsThis](qlistwidgetitem.html#setWhatsThis)().

By default, items are enabled, selectable, checkable, and can be the source of drag and drop operations.

Each item's flags can be changed by calling [setFlags](qlistwidgetitem.html#setFlags)() with the appropriate value (see [Qt::ItemFlags](../qtcore/qt.html#ItemFlag-enum)). Checkable items can be checked, unchecked and partially checked with the [setCheckState](qlistwidgetitem.html#setCheckState)() function. The corresponding [checkState](qlistwidgetitem.html#checkState)() function indicates the item's current check state.

The [isHidden](qlistwidgetitem.html#isHidden)() function can be used to determine whether the item is hidden. To hide an item, use [setHidden](qlistwidgetitem.html#setHidden)().

## [QLocale](qlocale.html)

QLocale类表示在各种语言的数字和字符串之间的转换。

QLocale在它的构造函数中初始化语言-国家对，并提供与QSting中number-to-string 和 string-to-number转换函数类似的函数。

Example:

[**QLocale**](qlocale.html#QLocale) **egyptian(**[**QLocale**](qlocale.html#QLocale)**::Arabic,** [**QLocale**](qlocale.html#QLocale)**::Egypt);**

[**QString**](qstring.html) **s1 = egyptian.toString(1.571429E+07, 'e');**

[**QString**](qstring.html) **s2 = egyptian.toString(10);**

**double d = egyptian.toDouble(s1);**

**int i = egyptian.toInt(s2);**

### QSvgRenderer

QSvgRenderer类是用来绘制SVG文件的内容到绘图设备。使用QSvgRenderer,可缩放矢量图形(SVG)可以被呈现到任何QPaintDevice子类,包括QWidget、[QImage](file:///C:\Users\JG\qtgui\qimage.html)、QGLWidget。

QSvgRenderer提供一个API,它支持SVG渲染的基本特性,诸如加载和渲染的静态图纸,和交互更好的特点，如动画。场景渲染通过[QPainter](file:///C:\Users\JG\qtgui\qpainter.html)来完成，SVG绘图可以呈现在QPaintDevice的任何子类。

SVG绘图在QSvgRenderer构造时加载，或在构造后使用load()函数。

数据由序列化的XML直接提供，或间接使用文件名提供。如果一个有效的文件已经被加载，[isValid](qsvgrenderer.html#isValid)() returns true，否则返回false. QSvgRenderer提供的[render](file:///C:\Users\JG\Desktop\qsvgrenderer.html#render) ()槽通过指定的painter来呈现当前文件、或一个动画文件的当前帧。

defaultSize()函数提供了呈现当前加载的SVG文件所需的空间信息。它作用于绘图设备，如[QWidget](file:///C:\Users\JG\qtwidgets\qwidget.html)，经常需要parent layout提供一个大小提示，图的默认大小可能不同于它的可见区域,发现使用viewBox属性。

支持SVG动画图纸，可以用一个简单的控制功能和属性的集合。

* [animated](file:///C:\Users\JG\Desktop\qsvgrenderer.html#animated) ()函数显示一幅画是否包含动画信息.
* framesPerSecond属性包含动画播放的速度.

QSvgRenderer类提供了repaintNeeded()在渲染文件需要更新时发射。

### update()

**void** QPaintDeviceWindow::**update**(const [QRect](../qtcore/qrect.html) &re*ct*)

标记窗口的矩形区域将调试重绘。--将重绘这个区域

**void** QPaintDeviceWindow::**update**()

将重绘整个窗口。

## QDomElement

## enum Qt::ItemDataRole

模型中的每一项都有一组与之关联的数据元素，它们都有自己的角色。角色用来指示视图所显示的模型需要哪种类型的数据。自定义模型应该返回这些类型的数据。

常用的角色（与关联的类型）有：

|  |  |  |
| --- | --- | --- |
| **Constant 常量** | **Value** | **Description** 描述 |
| Qt::DisplayRole | 0 | 关键数据以文本的形式呈现. ([QString](qstring.html)) |
| Qt::DecorationRole | 1 | 要呈现的数据以一个图标的形式装饰. ([QColor](../qtgui/qcolor.html), [QIcon](../qtgui/qicon.html) or [QPixmap](../qtgui/qpixmap.html)) |
| Qt::EditRole | 2 | The data in a form suitable for editing in an editor. ([QString](qstring.html)) |
| Qt::ToolTipRole | 3 | The data displayed in the item's tooltip. ([QString](qstring.html)) |
| Qt::StatusTipRole | 4 | The data displayed in the status bar. ([QString](qstring.html)) |
| Qt::WhatsThisRole | 5 | The data displayed for the item in "What's This?" mode. ([QString](qstring.html)) |
| Qt::SizeHintRole | 13 | The size hint for the item that will be supplied to views. ([QSize](qsize.html)) |

角色描述外观和元数据(与相关的类型):

|  |  |  |
| --- | --- | --- |
| **Constant** | **Value** | **Description** |
| Qt::FontRole | 6 | The font used for items rendered with the default delegate. ([QFont](../qtgui/qfont.html)) |
| Qt::TextAlignmentRole | 7 | The alignment of the text for items rendered with the default delegate. ([Qt::AlignmentFlag](qt.html#AlignmentFlag-enum)) |
| Qt::BackgroundRole | 8 | The background brush used for items rendered with the default delegate. ([QBrush](../qtgui/qbrush.html)) |
| Qt::BackgroundColorRole | 8 | This role is obsolete. Use BackgroundRole instead. |
| Qt::ForegroundRole | 9 | The foreground brush (text color, typically) used for items rendered with the default delegate. ([QBrush](../qtgui/qbrush.html)) |
| Qt::TextColorRole | 9 | This role is obsolete. Use ForegroundRole instead. |
| Qt::CheckStateRole | 10 | This role is used to obtain the checked state of an item. ([Qt::CheckState](qt.html#CheckState-enum)) |
| Qt::InitialSortOrderRole | 14 | This role is used to obtain the initial sort order of a header view section. ([Qt::SortOrder](qt.html#SortOrder-enum)). This role was introduced in Qt 4.8. |

可访问性角色(与相关的类型):

|  |  |  |
| --- | --- | --- |
| **Constant** | **Value** | **Description** |
| Qt::AccessibleTextRole | 11 | The text to be used by accessibility extensions and plugins, such as screen readers. ([QString](qstring.html)) |
| Qt::AccessibleDescriptionRole | 12 | A description of the item for accessibility purposes. ([QString](qstring.html)) |

用户角色:

|  |  |  |
| --- | --- | --- |
| **Constant** | **Value** | **Description** |
| Qt::UserRole | 0x0100 | The first role that can be used for application-specific purposes. |

对用户角色，它是由开发人员决定使用哪个类型并且在访问和设置数据时确保使用正确的组件类型

## [QVariant](qvariant.html)

## QMainWindow

## 事件

accept()

### QMouseEvent

### QWheelEvent

## 信号与槽signals--slots

emit

## 多线程[QThread](qthread.html)

QThread类提供了一种独立于平台的方式来管理线程。一个QThread对象管理控制程序内的一个线程。

QThreads在 run()中开始执行。

默认，run()通过调用exec()开始事件循环并且在线程内运行Qt事件循环。

A [QThread](qthread.html) object manages one thread of control within the program. QThreads begin executing in [run](qthread.html#run)(). By default, [run](qthread.html#run)() starts the event loop by calling [exec](qthread.html#exec)() and runs a Qt event loop inside the thread.

可以通过工作对象调用 [QObject::moveToThread](qobject.html#moveToThread)()移除线程。

**class Worker : public** [**QObject**](qobject.html#QObject)

**{**

**Q\_OBJECT**

**public slots:**

**void doWork(const** [**QString**](qstring.html) **&parameter) {**

[**QString**](qstring.html) **result;**

**/\* ...** 这是费时的或阻塞操作**... \*/**

**emit resultReady(result);**

**}**

**signals:**

**void resultReady(const** [**QString**](qstring.html) **&result);**

**};**

**class Controller : public** [**QObject**](qobject.html#QObject)

**{**

**Q\_OBJECT**

[**QThread**](qthread.html#QThread) **workerThread;**

**public:**

**Controller() {**

**Worker \*worker = new Worker;**

**worker->moveToThread(&workerThread);**

**connect(&workerThread, &****[QThread](qthread.html" \l "QThread)::finished, worker, &**[**QObject**](qobject.html#QObject)**::deleteLater);**

**connect(this, &Controller::operate, worker, &Worker::doWork);**

**connect(worker, &Worker::resultReady, this, &Controller::handleResults);**

**workerThread.start();**

**}**

**~Controller() {**

**workerThread.quit();**

**workerThread.wait();**

**}**

**public slots:**

**void handleResults(const** [**QString**](qstring.html) **&);**

**signals:**

**void operate(const** [**QString**](qstring.html) **&);**

**};**

这段代码中Worker类的doWork槽内的代码将执行在一个单独的线程中。虽然， 你可以在任何线程中将任何对象的任何信号connect到它，但是，它在不同的线程仍是安全的signals and slots连接，因为队列连接机制（mechanism called [queued connections](qt.html#ConnectionType-enum)）。

另一种使代码运行在一个单独线程的方法是，在QThread的子类重写run()。

For example:

**class WorkerThread : public** [QThread](qthread.html#QThread)

**{**

**Q\_OBJECT**

**void run() Q\_DECL\_OVERRIDE {**

[QString](qstring.html) **result;**

**/\* ...** 这是费时的或阻塞操作**... \*/**

**emit resultReady(result);**

**}**

**signals:**

**void resultReady(const** [QString](qstring.html) **&s);**

**};**

**void MyObject::startWorkInAThread()**

**{**

**WorkerThread \*workerThread = new WorkerThread(this);**

**connect(workerThread, &WorkerThread::resultReady, this, &MyObject::handleResults);**

**connect(workerThread,&WorkerThread::finished,workerThread,&**[QObject](qobject.html#QObject)**::deleteLater);**

**workerThread->start();**

**}**

在这个例子中，这个线程退出之后运行函数将返回。这个运行的线程中没有任何事件循环，除非你调用[exec](file:///C:\Users\JG\Desktop\qthread.html#exec)()。

需要记住的是, QThread建议在旧线程中实例化它,而不是在新线程调用[run](file:///C:\Users\JG\Desktop\qthread.html#run) ()。这意味着所有QThread槽队列（queued slots）将执行在的旧线程中。因此、开发人员希望在新线程中调用槽必须使用worker-object的方法，新槽不应直接在QThread的子类中实现。

在子类化[QThread](file:///C:\Users\JG\Desktop\qthread.html)时，记住, 虽然[run](file:///C:\Users\JG\Desktop\qthread.html#run) ()垫在新线程中，但构造函数执行在旧的线程。如果来自两个不同的线程的两个函数都要访问成员变量, 那么要检查它是安全的。

（继承自QThread类实现的所谓线程类只是run函数里的部分在新线程执行，类的其他函数都是在旧线程执行的--QThread的子类是在旧线程中构造的）

Note: 必须注意被不同的线程影响的对象。

## [QObject](file:///C:\Users\JG\Desktop\qobject.html)

详细描述

[QObject](file:///C:\Users\JG\Desktop\qobject.html)是所有qt类的基类。

QObject是Qt的核心对象模型。这个模型的主要功能是一个非常强大的无缝对象间通信机制--称为信号与槽机制。你可以通过[connect](file:///C:\Users\JG\Desktop\qobject.html#connect) ()连接连接一个信号与槽，通过 [disconnect](file:///C:\Users\JG\Desktop\qobject.html#disconnect) ()断开信号与槽的连接。为了避免陷入永无止境的循环通知，你可以通过blockSignals()暂时阻止信号通过blockSignals()。protected 函数connectNotify()和disconnectNotify()能够跟踪connections。

QObjects在对象树组织它们自己。当您以另一个对象作为parent创建一个QObject时，这个对象将自动添加到parent对象的[children](file:///C:\Users\JG\Desktop\qobject.html#children)() list中。父对象的能够在其析构函数中自动删除它的孩子。你可以根据名称寻找对象的孩子，使用findChild()或findChildren()。

每一个对象都有一个[objectName](file:///C:\Users\JG\Desktop\qobject.html#objectName-prop) ()并且它的类名称可以通过相应的metaObject()返回的元对象来获取。

在QObject继承层次结构你可以使用[inherits](file:///C:\Users\JG\Desktop\qobject.html#inherits) ()函数来知道一个类是否继承另一个类。

当一个对象被删除时，它会发出[destroyed](file:///C:\Users\JG\Desktop\qobject.html#destroyed) ()信号。您可以捕获这个信号来避免qobject悬空的引用。

qobject可以通过[event](file:///C:\Users\JG\Desktop\qobject.html#event) ()接收事件并过滤其他对象的事件。

When an object is deleted, it emits a [destroyed](qobject.html#destroyed)() signal. You can catch this signal to avoid dangling references to QObjects. 详细说明查看 [installEventFilter](qobject.html#installEventFilter)() and [eventFilter](qobject.html#eventFilter)() 。一个便利的处理是：通过重写[childEvent](file:///C:\Users\JG\Desktop\qobject.html#childEvent)()来捕获其孩子的事件。

最后但同样重要的：QObject提供了Qt支持的基本定时器。QTimer。

注意：任何实现的信号与槽的对象必须有Q\_OBJECT宏。并且您还需要源文件上运行元对象编译器（[Meta Object Compiler](file:///C:\Users\JG\qtdoc\moc.html)）。我极力建议在所有的[QObject](file:///C:\Users\JG\Desktop\qobject.html)子类中使用[Q\_OBJECT](file:///C:\Users\JG\Desktop\qobject.html#Q_OBJECT)宏，不管它是否需要使用信号与槽。因为没有这样做的结果可能导致某些功能表现出奇怪的行为。

所有Qt widgets都继承自QObject。[isWidgetType](file:///C:\Users\JG\Desktop\qobject.html#isWidgetType)()函数返回一个对象是否是一个widget。它比qobject\_cast < QWidget \* >(obj)或obj - >[inherits](file:///C:\Users\JG\Desktop\qobject.html#inherits) (“QWidget”) 更快。一些QObject函数,比如[children](qobject.html#children)()返回一个QObjectList。QObjectList是typedef QList< QObject \* >。

### 线程关联性

据说QObject一每个实例都与一个线程关联, 或者它居住在一个特定的线程中。当一个QObject接收到一个信号队列或发布一个事件，它的槽或事件处理程序将运行的线程对象居住的线程中。

注意:如果一个QObject没有与线程关联(即,如果[thread](file:///C:\Users\JG\Desktop\qobject.html#thread) ()返回零), 或者它居住的线程没有运行事件循环，

那么它将不能接收信号队列或发布事件。默认情况下, QObject居住在创建它的线程中。一个对象可以使用[thread](file:///C:\Users\JG\Desktop\qobject.html#thread)()查询它关联的线程，并使用[moveToThread](file:///C:\Users\JG\Desktop\qobject.html#moveToThread)()改变它关联的线程。

所有qobject必须和他们的parent居住在同一个线程中（这里的parent不是指类的继承关系，而是指Qt部件之间的关系）。 因此:

**•**如果两个qobject生活在不同的线程则setParent()调用将会失败。

**•**当QObject搬到另一个线程**,** 它所有的孩子也会被自动移动**.**

**•**如果QObject 有parent 则moveToThread()调用将失败.

**•**如果在QThread::run()中创建一个QObjects对象，不能指定QThread对象为它的父类（如不能 mywidget = new mywidegt(this)这么创建），因为QThread并不住在调用QThread::run()的线程中，也是住在旧的线程中。

例：

class A\_Thread :public QThread

{

public:

      void run()

      {

               QWidget \*widget1 = new QWidget (this); //@1 ---error

  QWidget \*widget2 = new QWidget ; //@2 -- right

       }

}

我的理解：A\_Thread是QThread的子类，在对这个类进行实例化时其构造函数运行在旧的线程中，A\_Thread的对象住在住在实例化Thread的线程中，但Thread对象的run()函数却运行在一个新的线程中，

对于@1创建的widget1作为this的孩子，但他们分属两个线程—所以这是错误的（违背的所有qobject必须和他们的parent住在同一个线程的要求）。

对于@2 widget2

注意:QObject对象的成员变量不自动成为它的孩子。parent-child关联只能由以下两种方式建立。

1. 在要作为child的对象的构造函数中设置一个指向其父类的指针.
2. 在构造函数之后，通过调用setParent()设置其parent。

没有parent-child关联，当调用[moveToThread](file:///C:\Users\JG\Desktop\qobject.html#moveToThread)()时对象的成员变量仍将在旧的线程。

解释：

**class MyWidget : public** [QWidget](../qtwidgets/qwidget.html) **//**[QWidget](file:///C:\Users\JG\qtwidgets\qwidget.html) **是**QObject的子类

**{**

**Q\_OBJECT**

**public:**

**MyWidget();**

**private:**

[QPushButton](../qtwidgets/qpushbutton.html) **\*myButton1;**

[QPushButton](file:///C:\Users\JG\qtwidgets\qpushbutton.html) **\*myButton2;**

[QPushButton](C:\\Users\\JG\\qtwidgets\\qpushbutton.html) **\*myButton3;**

**};**

**MyWidget::MyWidget()**

**{**

**myButton1 = new** [QPushButton](../qtwidgets/qpushbutton.html)**(this); //在构造函数中指定this为它的**parent

**myButton2 = new** [QPushButton](../qtwidgets/qpushbutton.html)**; //在构造函数中没有指定**parent，但之后通过

**myButton2 ->**setParent(this); // setParent设置**this为它的**parent

**myButton3 = new** [QPushButton](../qtwidgets/qpushbutton.html)**; // myButton3不会自动成为this的了**child

**}**

# 问题

## 在Qt中使用中文的问题

使用带bom的UTF8文件格式,然后 在代码中添加

#pragma execution\_character\_set("utf-8")

## designer无法启动的问题

在使用VS+Qt 开发时，在VS是打开Qt 的.ui文件时没有弹出designer界面，而是出现一个代码页。

网上的解决方法如下：
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但是网上的方法没有解决我的问题。

我的解决方法是以集成图形处理器方式打开。这个问题和我以前在Matlab上遇到的一样。将designer.exe以集成图形处理器的方式打开时，designer就可以正常启动了。但是在VS中还是不能打开.ui文件。这时我继续改VS的打开方式，最后成功解决。

## 按F1提示你没有相关文档

手册有时你按F1提示你没有相关文档．这时候你可以先按住Ctrl然后点击你要查找的那个方法．跳到定义处后，然后在按F1一般就回有了．或者你直接在帮助里面搜索也可以的．

## 关于Qt4widget内存分配和setObjectName作用的问题(父类会自动delete子类) parent-child内存管理机制

2个比较菜的问题：

1.由propdialog.ui文件生成的头文件ui\_propdialog.h中，可以找到为各个widget分配内存的代码，在函数setupUi中，例如layoutWidget = new QWidget(Dialog);

但是，找不到释放内存的代码，即没有delete，而这个properties dialog需要多次调用，会不会引起内存泄漏呢？是qt内部有自动释放的机制还是必须自己写代码delete掉？

2.layoutWidget->setObjectName(QString::fromUtf8("layoutWidget"));这一些语句去掉的话有什么不好的影响？我不需要根据ObjectName查找子控件。

只看该作者1楼 发表于: 2006-08-10

1, 如果指明parent后.当parent delete时,子部件会自动delete

2,应该没有影响吧.

只看该作者2楼 发表于: 2006-08-10

多谢释疑，但是关于第一点，我不是很理解内部的机制，这与以前编程的习惯不合。

如果说系统在parent析构的时候自动释放子控件，那么用户在析构函数中再使用delete不就会出现错误吗？实际上我这样做不会报错。

我做了一个实验，在某个对话框中new了一大堆控件而没有delete，然后多次调用该对话框，运行时用KSysGuard监视占用虚存大小，似乎没有什么变化。难道系统释放子控件的时候还检查一下是否已经释放过了？

只看该作者3楼 发表于: 2006-08-10

如果说系统在parent析构的时候自动释放子控件，那么用户在析构函数中再使用delete不就会出现错误吗？实际上我这样做不会报错。

//在parent未被delete时， 你可以delete子部件， 也可以不delete子部件。

但到最后parent 被delete 之前， 会检查parent的 reconstructor中有无delete子部件sentence，

若有，则执行delete子部件。若无， 编译系统也会自动给你加上delete子部件的sentence再执行。

给个例子你：

你写个class，可以写reconstructor function.也可以不写。 不写编译系统会自动给你加上。

## [Qt Designer中自定义控件的使用(提升法与插件法)](https://www.oschina.net/question/234345_52719)

准备乱写一点Qt自定义Widget在Designer中的使用。可是又不想重复提升法(promotion)及插件法基本用法，因为Manual中[Using Custom Widgets with Qt Designer](http://doc.qt.nokia.com/4.7/designer-using-custom-widgets.html)已经说的很清楚了。

### 使用designer

Qt用户可能会经历这样的3个阶段：

刚接触Qt，在designer中拖拖拽拽，一个界面就形成了。相当方便(不过不少网友初次接触时对layout相当不适应)

比较熟悉之后，感觉designer是个累赘，比如：

感觉在designer中拖拽控件，完全没有在代码中写的易于控制。尽管都是用QLayout

接触到自定义控件后，发现在designer中使用自定义控件比较麻烦。

就是不太喜欢desinger生成.ui文件，然后uic生成 ui\_xxx.h文件的这套东西。

...

再过一段时间，发觉，designer确实很方便。而且通过提升法在designer中使用自定义控件是非常简单的。而且前一阶段的问题其实也都不算什么问题。

### 自定义控件

考虑下列情况：

* 从QWidget派生了一个led灯控件：HLed
* 从QSpinBox派生了一个进制可变的：HBaseSpinBox
* 从QLabel派生了一个发射但双击信号的:HLabel
* ...

恩，没什么特别的哈

* 如果在代码中使用的话，包含头文件直接用即可。和标准控件没有任何区别。
* 如果在designer中使用，分别拖放QWidget、QSpinBox、QLabel，然后右键点击提升...

### 提升 vs 插件

两种方法有什么区别么？什么区别?

先考虑我们是如何使用designer的（此处不考虑.ui动态加载）：

* 打开designer，拖放控件，应用布局，设置属性
* 保存，生成 XXX.ui 文件
* 调用 uic 将 XXX.ui 预处理成 ui\_XXX.h
* 调用C++编译器编译这些 \*.h、\*.cpp

注意，如果你写了插件，那么它只在第一步中有用。有什么用：

1. 插件包含类名name(),头文件includeFile()信息。（对比，用提升法时，手动输入这两项信息）
2. 插件包含控件的实现
   * 所以在designer中可以看到控件的真实样子。(对比，提升法时，需要一个替身，一般就是其基类)
   * 可以感知其有哪些属性，并显示在属性编辑器中。（对比，你可以直接在属性编辑器中添加属性，又一个大大的加号，不是么？）
3. ...

归根到底，插件法 和 提升法想比，其实没有本质的区别。二者都是要生成一个.ui文件，而这个文件的使用，和插件一点关系都没有。

### 还有点什么...

前面的东西都似乎没什么意思，因为Manual中介绍很清楚，只要用过提升法和插件法就能得出上面这些的东西。可是，还有一点可能稍微有点意思，考虑：

我从QStackedWidget派生类了一个HDoubleSpinBox。可是在designer中，我想看到一个QDoubleSpinBox，而不是一个stacked widget.

我从QLabel派生了一个HLabelButton。可是在designer中，我想看到一个QToolButton，而不是一个 QLabel

...

插件法能不能做到？

能，只要让插件的createWidget()创建一个QDoubleSpinBox或者QToolButton

提升法能不能做到？

能，注意到提升时我们我们需要选择一个基类。而这个基类，我们可以随便选，选择哪一个，哪一个就会作为替身显示出来。

# Qt的一些宏和机制

## Q\_INIT\_RESOURCE

Q\_INIT\_RESOURCE是Qt的资源机制（resource mechanism)，它使程序在编译时将图片存储在.cpp文件中，运行时连接它。这要求你建立一个Qt资源文件\*\*\*.qrc，在\*\*\*.qrc中指定图片位置。编译时编译器将\*\*\*.qrc中指定的图片以二进制数的形式存储到Qt自动建立的名为qrc\_\*\*\*.cpp的文件中，这里的\*\*\*就是你建立\*\*\*.qrc时的名字，如果你的资源中没有这个资源文件，则没必要用（也不能用，因为找不到qrc\_\*\*\*这个文件）。

## Q\_PROPERTY

资源文件

qrc  qml svg

svg图片的信息可以通过浏览器的F12开发者选项来查看。

## [QPixmap](qpixmap.html)

详细描述

QPixmap类是一种离屏图像表示,可以用作绘制设备。

Qt 提供了4个类来处理图像数据：[QImage](file:///C:\Users\JG\Desktop\qimage.html), [QPixmap](file:///C:\Users\JG\Desktop\qpixmap.html), [QBitmap](file:///C:\Users\JG\Desktop\qbitmap.html) and [QPicture](file:///C:\Users\JG\Desktop\qpicture.html).

[QImage](file:///C:\Users\JG\Desktop\qimage.html)为I/O设计和优化，和直接访问和操纵像素，而QPixmap是为在屏幕上显示图像而进行设计和优化。QBitmap只是一个继承自QPixmap的深度1方便的类, isQBitmap()函数返回true,如果QPixmap对象是一个位图，否则返回假。最后，QPicture类是一个绘制设备用于记录和回放QPainter命令。

QPixmap可以很容易地显示在屏幕上通过使用QLabel或QAbstractButton的子类(如QPushButton和QToolButton)。QLabel象素映射属性,而QAbstractButton图标属性。

QPixmap对象可以通过值传递，因为QPixmap类使用隐式数据共享。QPixmap对象也可以流化。

注意, 象素映射中的像素数据是内置的并且由底层窗口系统管理。由于QPixmap类是 QPaintDevice的子类，QPainter可以直接用来绘制到pixmap上。

像素只能通过QPainter函数或通过转换QPixmap到一个[QImage](file:///C:\Users\JG\Desktop\qimage.html)。然而, [fill](qpixmap.html#fill) ()函数用于通过给定的颜色初始化整个象素映射。

有函数来实现[QImage](file:///C:\Users\JG\Desktop\qimage.html) and [QPixmap](file:///C:\Users\JG\Desktop\qpixmap.html) 两者间的转换。典型地，[QImage](file:///C:\Users\JG\Desktop\qimage.html)类用于加载一个图像文件,在 [QImage](file:///C:\Users\JG\Desktop\qimage.html)对象转换为QPixmap显示到屏幕上之前，它可以对图像数据进行一些操作。如果不需要进行操作的话,图像文件可以直接加载到QPixmap。

QPixmap提供了一组函数,可以用来获取各种各样的信息象图，此外,有几个函数, 能变换象素映射。

## **int** **qmlRegisterType**(const **char** \**uri*, **int** *versionMajor*, **int** *versionMinor*, const **char** \**qmlName*)

这个模板函数在QML系统中用qmlName名称注册一个c++类型，在库中导入来自的uri的版本由*versionMajor* 和 *versionMinor*组成（主版本、副版本）。

返回：QML类型的id。

有两种形式的这个模板函数:

template<typename T>

int qmlRegisterType(const char \*uri, int versionMajor, int versionMinor, const char \*qmlName);

template<typename T, int metaObjectRevision>

int qmlRegisterType(const char \*uri, int versionMajor, int versionMinor, const char \*qmlName);

前者是标准形式，注册一个类型为T的新类型。后者允许为注册的类修改为一个特定的版本。 (see [Type Revisions and Versions](qtqml-cppintegration-definetypes.html#type-revisions-and-versions)).

例如, 将c++的MySliderItem类注册为QML的Slider类，并对应"com.mycompany.qmlcomponents"命名空间的1.0版本。

**#include <QtQml>**

**...**

**qmlRegisterType<MySliderItem>("com.mycompany.qmlcomponents", 1, 0, "Slider");**

**// qmlRegisterType<C++类>(“注册成为QML类型后的命名空间”, 主版本号,副版本号, “注册为QML的类名”)**

一旦注册完成, 这个类型就能够通过在QML中通过导入指定类型的名称空间和版本号来使用。

**import com.mycompany.qmlcomponents 1.0**

**Slider {**

**// ...**

**}**

## The Property System 属性系统

Qt提供了一个复杂的类似与一些编译器供应商提供的属性系统。然而,它作为一个编译器且是一个独立与平台的库，Qt不依赖于非标准编译器特性（如\_\_property或[property] ）。Qt的解决方案对它所支持的平台下的任何标准c++编译器都适用。它是基于元对象系统的，因此还提供了通过信号与槽进行inter-object（对象间）通信。

声明属性的要求

通过使用[Q\_PROPERTY()](file:///C:\Users\JG\Desktop\qobject.html#Q_PROPERTY)宏在继承于[QObject](file:///C:\Users\JG\Desktop\qobject.html)的类中声明一个属性。

**Q\_PROPERTY(type name**

**(READ getFunction [WRITE setFunction] |**

**MEMBER memberName [(READ getFunction | WRITE setFunction)])**

**[RESET resetFunction]**

**[NOTIFY notifySignal]**

**[REVISION int]**

**[DESIGNABLE bool]**

**[SCRIPTABLE bool]**

**[STORED bool]**

**[USER bool]**

**[CONSTANT]**

**[FINAL])**

下面是取自[QWidget](file:///C:\Users\JG\qtwidgets\qwidget.html)的一些属性声明的典型的例子。

**Q\_PROPERTY(bool focus READ hasFocus)**

**Q\_PROPERTY(bool enabled READ isEnabled WRITE setEnabled)**

**Q\_PROPERTY(**[**QCursor**](../qtgui/qcursor.html) **cursor READ cursor WRITE setCursor RESET unsetCursor)**

在下面这一个例子,演示如何使用Qt属性关键字导出成员变量。请注意, NOTIFY信号必须指定允许QML属性绑定。

**Q\_PROPERTY(**[**QColor**](../qtgui/qcolor.html) **color MEMBER m\_color NOTIFY colorChanged)**

**Q\_PROPERTY(**[**qreal**](qtglobal.html#qreal-typedef) **spacing MEMBER m\_spacing NOTIFY spacingChanged)**

**Q\_PROPERTY(**[**QString**](qstring.html) **text MEMBER m\_text NOTIFY textChanged)**

**...**

**signals:**

**void colorChanged();**

**void spacingChanged();**

**void textChanged(const** [**QString**](qstring.html) **&newText);**

**private:**

[**QColor**](../qtgui/qcolor.html) **m\_color;**

[**qreal**](qtglobal.html#qreal-typedef) **m\_spacing;**

[**QString**](qstring.html) **m\_text;**

一个属性的行为像类的数据成员，但它可以通过元对象系统（[Meta-Object System](file:///C:\Users\JG\Desktop\metaobjects.html)）附加功能。

* 如果没有指定MEMBER变量，则READ访问器函数是必需的。它是用于读取属性值。理想情况下,一个常量函数是用于此目的，并且它必须返回属性的类型或类型的常量引用。如[QWidget::focus](../qtwidgets/qwidget.html#focus-prop)是一个与只读属性,用READ 指定读取函数为QWidget:hasFocus()。
* 写入访问器函数是可选的，它用于设置属性值。它必须返回void, 有且仅有一个参数，且参数的类型为属性的类型或指针或引用。e.g., [QWidget::enabled](../qtwidgets/qwidget.html#enabled-prop)有一个WRITE函数[QWidget::setEnabled](file:///C:\Users\JG\qtwidgets\qwidget.html#enabled-prop)().只读属性不需要WRITE函数。e.g., [QWidget::focus](../qtwidgets/qwidget.html#focus-prop) 没有 WRITE 函数.
* MEMBER关联的变量在没有指定READ访问器函数时是必需的。这使得给定的成员变量可读和可写而不需要创建READ and WRITE访问器函数。如果你需要控制的变量的访问，对于其他没有使用MEMBER关联的变量仍然可以使用READ or WRITE访问器函数(但是READ or WRITE访问器与MEMBER不能同时使用)，
* RESET功能是可选的，它使属性返回到了上下文特定的默认值。如, [QWidget::cursor](file:///C:\Users\JG\qtwidgets\qwidget.html#cursor-prop)具有典型的READ and WRITE函数[QWidget::cursor](file:///C:\Users\JG\qtwidgets\qwidget.html#cursor-prop)() and [QWidget::setCursor](file:///C:\Users\JG\qtwidgets\qwidget.html#cursor-prop)()，并且它也有一个复位功能[QWidget::unsetCursor](file:///C:\Users\JG\qtwidgets\qwidget.html#cursor-prop)()，因为没有调用QWidget:setCursor()意味着重置到上下文特定的光标。重置函数必须返回void,不带任何参数。
* NOTIFY信号是可选的，如果定义,它应该指定一个现有类的信号，当的值属性变更时发出信号。

NOTIFY信号为MEMBER变量时必须有零个或一个参数，必须是相同类型的属性。参数将属性 的新值。NOTIFY信号只能在属性值真的发生改变时发出。为了避免绑定在QML不必要的重新评

估。例如:当需要一个MEMBER属性时Qt自动发出信号，因为它没有一个明确的setter。(for example. Qt emits automatically that signal when needed for MEMBER properties that do not have an explicit setter.)

* A REVISION number is optional. If included, it defines the property and its notifier signal to be used in a particular revision of the API (usually for exposure to QML). If not included, it defaults to 0.
* The DESIGNABLE attribute indicates whether the property should be visible in the property editor of GUI design tool (e.g., [Qt Designer](../qtdesigner/qtdesigner-manual.html)). Most properties are DESIGNABLE (default true). Instead of true or false, you can specify a boolean member function.
* The SCRIPTABLE attribute indicates whether this property should be accessible by a scripting engine (default true). Instead of true or false, you can specify a boolean member function.
* The STORED attribute indicates whether the property should be thought of as existing on its own or as depending on other values. It also indicates whether the property value must be saved when storing the object's state. Most properties are STORED (default true), but e.g., [QWidget::minimumWidth](../qtwidgets/qwidget.html#minimumWidth-prop)() has STORED false, because its value is just taken from the width component of property [QWidget::minimumSize](../qtwidgets/qwidget.html#minimumSize-prop)(), which is a [QSize](qsize.html).
* The USER attribute indicates whether the property is designated as the user-facing or user-editable property for the class. Normally, there is only one USER property per class (default false). e.g., [QAbstractButton::checked](../qtwidgets/qabstractbutton.html#checked-prop) is the user editable property for (checkable) buttons. Note that [QItemDelegate](../qtwidgets/qitemdelegate.html) gets and sets a widget's USER property.
* The presence of the CONSTANT attibute indicates that the property value is constant. For a given object instance, the READ method of a constant property must return the same value every time it is called. This constant value may be different for different instances of the object. A constant property cannot have a WRITE method or a NOTIFY signal.
* The presence of the FINAL attribute indicates that the property will not be overridden by a derived class. This can be used for performance optimizations in some cases, but is not enforced by moc. Care must be taken never to override a FINAL property.

The READ, WRITE, and RESET functions can be inherited. They can also be virtual. When they are inherited in classes where multiple inheritance is used, they must come from the first inherited class.

The property type can be any type supported by [QVariant](qvariant.html), or it can be a user-defined type. In this example, class [QDate](qdate.html) is considered to be a user-defined type.

**Q\_PROPERTY(**[**QDate**](qdate.html) **date READ getDate WRITE setDate)**

Because [QDate](qdate.html) is user-defined, you must include the <QDate> header file with the property declaration.

For historical reasons, *QMap* and *QList* as property types are synonym of *QVariantMap* and *QVariantList*.

Q\_SLOTS

Q\_SIGNALS

property与

## Qt中的数据库操作

1：Qt中如何连接到数据库

2：连接到数据库之后如何进行数据库操作，（增、删、改、查）

3：如何得到数据库返回的信息

4：如何对数据库进行可视化操作。主/从视图如何应用。

5：当某个模型与数据库中的表关联后，修改模型的数据是否会对数据库的表有影响。

## QSqlRelationalTableModel

QSqlRelationalTableModel类为一个数据库表提供了一个可编辑的数据模型，并且它支持外键。

QSqlRelationalTableModel类似于QSqlTableModel,但QSqlRelationalTableModel允许设置外键列到其他数据库表。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA6MAAADaCAIAAADcwQPfAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAANGFJREFUeF7tnS+M29jb77OrAdGrgsyrgoCCaFUQUBBQMKBgdFUQXS0YsCCgILpaMLpaEFAQUBBQEFAQUDCgWgUUDCgYsFpFqwUBC6KrgoCC6KogYEBANRNQEDDS7/16Tup688c+juPYTj6WNXI8j8+fzzl+/D2Pj+0f/vOf/+RYIAABCEAAAhCAAAQgsHcEfri5udm7SlEhCEAAAuklcHx8rMLd3t6mt4iUDAIQgMC+EPhxXypCPSAAAQhAAAIQgAAEIPAvAihdOgQEIAABCEAAAhCAwH4SQOnuZ7tSKwhAAAIQgAAEIAABlC59AAIQgAAEIAABCEBgPwmgdPezXakVBCAAAQhAAAIQgMDady/83///X6NpbjydwQgCEIAABOwJTDv1mz9/97G3efcCHtgeOJYQgAAEXALLHnit0v1f/++/Rv0e7CAAAQhAIBSBWb8bXenigUMxxxgCEICAIbDsgdfOXiCaS6eBAAQgkBQBPHBS5MkXAhDYMwJrY7o//fXjbNjfs9pSHQhAIAkCs9ydJ9u7b3OinJ3e7fufKy31H+/+JOpgleej8sqIwsKxNrMX8MBWwDGCAASCCRy6B+aJtOA+ggUEIBCRQP5R2axOOg9L83Uh0aN87qiQyxci5sXhEIAABCDgJXDgHthW6VY/dYsfGpW/26Wr5roO1Hk4yb2t0b0gAAEIQGC7BPDA2+VJahCAwOEQsFW6vSf1Qq5QKpXy+Xz579ZKQO237bPnZ4fDjppCAAIQ2A0BPPBuOJMLBCCwfwRCzNOtjrqVx5X+x37+KJ9/kO+V614c53f9QX8wfL424huW3fR1deGQwque2amNlan5/9d7yHLi5r8rU16ZrH1eSjZiCtuqddgmwB4CWyKQllli025jXY0K9c4WKhvnPN00eOB1iAL9odcg0NiyIXz86nIK+HZLqpjtI4FD98C2MV21vaRtr98rFoqT6WQ4HHp7Q/GyMewP/WXurH2mdaEPLe9ZVrfyUMZJrZOn7iGuZWBPNZau71v4GXg4BhCAQDgCzhzc+1XLbDpftV0sz9eF5EqVnNbHJ+FyiWA9e796lC5xvKCPl/dEyDbEoen3wJaVsXfUlgl6zfDtG0DjkP0ncNgeOITSVVdwtOxRrlKulJ+UTwYd0znaj8aa0jB43gjsK7O7mVfaBspc/wQlfN3VWJqfKzcCy+YaLCe78K/lpHwO8Rp7lfqCal+ZgludhUQWam1fNSwhAAHnltTS6oPFxHpdsWs2lMI6ZRwr4ZR4YH+Pt9Izuy7a65/dba+vW3bjXve+0itaMse3W4LCDALxEUjEA4dTuqr81eNa/59+QY9IH+Wqw672dN92y+X7R6otFiN256v7siGLAxdM3PtWPuFe2VgGg93EfZJdl5pNSfzrtzIFd+eyPrYPcofnyhEQ2H8C+RfthdW/zq7YdWWuI3ZftBMhlbgH9vd4K//rvXvmhWbvb2Nys66GXnmliClTfHsiJw6ZpofA7j1waKUrWJWnlfH1ePDPoFepa+pY7oEzsWFZiXoH0Obcvnx/6Sjjbld6V39tuHvjl96JVjb3v9ZN5/XJ1yfZDVJbzsgNOdvU3dhsJV/77LCEQCwENKw1qyMS718lZt4mNhnN14Vcx8Oc1s+DwMKYuQTeNfCQDQzcWbwKSDg1SEjmmpKnwQOvY2jjmW34L/i96Mni222wY7O3BA7bA2+idHuP69PptFqtlj+0Cg8Lo+et5c4hUbuwbtaB3ElXy4Ivppv4myVrc09tQalvBkRH2eS1ceIcCIFYCBSKObNKJpYqZnUy8s4ey+cd+fvgXgF7F3PgQ+dYmyWOeQXu7AWN0pOVuSKwew+8jN3HC23mQgNbNnqym6Vg42/x7YHNh0HCBA7bA2+idJu5Yb6gqbn56i/V8edx4f35chPWlxZjI/mr/7h/N277hftKG6ezcODGyfoo8pVZRCmwfV5RcuFYCGSCgKKtCxO/tl5sd9KCCej6vMBh61mvTHD3Hnj55v46L7SxC/VHFz3ZjVOw97femWab9QT7vDZLn6MgsHUCmfDAoZVu6UPzqnelOO5VqTa5nkjvnlZOT/7pLODLN68WVmMgmbvwd+vcY0rQxosFjv7NBSPUhIR1+QbmFRMHkoVA2giEnfUVqvwLc3MXHlALldRWjFPlgTfwQjaOdCug7BOxKVJgTfHt9sCx3DMC6ffA4ZTuRWk6y81G1ZZpp8tHZ3qx7uTrZPp1uu5zEt4WNTLXVcBRGtuNMcgBhX3szCdfn2T1Lzcq4E3Be0hYFWvSWZmCu3P5vpjrc0Mp5ii0ORYCUQlMJzmz6iVj46FZnTS9s8dm8i7T3NfpYl7mwC/OsdEXTT8INbXXRCwcx/Vtbq7ZE8ccicDapcED+3u8dS40okOL7vDx7YG9C4N9JnDYHjjElyPUCfTe3JPKyVX5+yd/a5Mrza0bXY/0BbWVj6a5Xce8U0wy19uZtHNhzz53NeoGgQMloAfR7t+ka6SteauuFona0rfXtnwezp9XM/8yz6s5NpOc5u/Ot+8faIu2+CjULUzAjfPLEao3Hjha43M0BA6TwKF74BBKd91X0PIXzpzcfr8/+TKZvrg4zH5ErSEAgfUEUuRn422mOJUuHjjetiN1COwtgUP3wLazF/Lv6uu+gjY772rCrpbCg8LpAKW7t+cKFYMABJIigAdOijz5QgACWSdgq3TPfj7z+QqaXmYuEJqtO9QtSBYIQAACCwT+NR/X8zVg895cM2fXeePYt8PMF4M1dUGLM393lvu6hakL2W0WPHB2246SQyB5AoftgUPMXki+qSgBBCCQSQL6ZoSn3O7HEZ2d3/Tr3GCNpQy9KaQWQpyzF1JbaQoGAQikm8Che2ALpXs9SncTUjoIQAAC6SAQh9LFA6ejbSkFBCCQdgJrPLCV0q0dIXbT3r6UDwIQSJDAxbsL51W78ShdPHCCLUvWEIBA+gn4e2BbpdvtdtNfVUoIAQhAYPcERp9HpVIpVqWLB959s5IjBCCQCQKBHjiE0tV7xKLU+eTZSZTDD+dY56X07kTGw6n2RjWFlT02WIViFcrdFR8Vd6B0QxVpubJ4YMsOwJliCUpmsIKVPQF7S/WrUO4u0APvVOkO/hnYV/UwLRW50SKlC6vADgCrQESuAazCstqun13I/fj4WHtub299SvXTXz/OhvfBheuRZi+oBUMVaaXSxasEdgPOlEBEeBV7RLDamFUodxeodG3fMrZBcTkEAhCAAAQgAAEIQAACCRJA6SYIn6whAAEIQAACEIAABGIkgNKNES5JQwACEIAABCAAAQgkSAClmyB8soYABCAAAQhAAAIQiJEASjdGuCQNAQhAAAIQgAAEIJAgAZRugvDJetcETu+XXedKfhCAAAQgkMvhgekFiRBITOm6gsN0fS3VarX+a/3i4mI6nSbCIrWZCk7jZWOheCi2te11l7t8f6m+pB4lSme/nDVfNpeN8bliMrmetF61qj9XT5+fnp+fh3qxi835Qi+1oZSIDR7YHjse2J6VY4kHtuaFB7ZGFckwMaXrLbWur1qurq6azeZsNpNGmUwmkaq1dwcXCgXx2btqbb9CTv85r190L85+Prv6cNX7u9dqtXL5eUamp20/12ymqLPs/LfzytPK5eVlv9dvNBr9v4GTzbaMVmo8cCA/PHAgImOAB7YE5QQa8MD2sKJZpkLpmirk8/ny47Iut9Io+oRxtHrt29GKSl5+uBxfj5crprNFIwQnfvncCf26EXHFISSOa7Wa9tfr9eGnYa/Xq724//lrfTz+npRon52dab9EofxUptmpLuPP4/Nfz1Wj/IO8PrVSeVJpv26bSrlx3IWAlgbW5q6Ct/oOk9PTlcwzjcgtvFipP6iahQeF3FGuXC63Xrfm/73Ltd+0BURL501HQRoXoLfuXozfO9u33mX+642da1vdWFF2bUhke0cdky8TlSTr3S/THQMP7NN8eGDLvo0HtgQlMzywPauIlilSum5NdC91+HEYsWJ7drguQpKzjmL7pjncCmq/5OzVH1e9P3r6JGmn03H/JYydtx3tl4qVpx4MBvqv8/PZabs9F3/6JtBoNOq+62q/ctHskUyjM+Kp+rzqXwtXY5lolr6wIiaSWYoBmwPFSmOGk5OT0qNSpoH4FF7do3q6GpRc8PTLVLFeLePJ2GbkORwOL95eeHuXgbwQR3c62/3nvjT60oZbPG2rG6sH7ivtDNULD7zcWHhgyw6MB7YEJTM8sD2riJZpVLrFQnH6dRqxYvt3uGKTWnRffqFqkgjar+ClFsUyvYOERrNRfFjU/tovNck4RXznP2s1CQ6TjgK9iqMXHhacw2OYqbnjhjAhbVUnbL6KbuoQd4qIkbzSXmHTyZC9WK0Dpeo3fmvojq2WZqPpDgB8aqfeZXqRoLm9a9neSVYh5Fzu5OmJjM18CcXUNbRQTDdD9Pa4qHjglY2LB7bp83hgG0rGBg9szyqiZRqV7mQ6MddClgUCjpAdDDUPwbtfqkI3gs3TV/rrHSS4GE2obOGnSUSTH+ov6uYWs6RG1h8HlDJzPMiXadjOo3v3GjBo5sPo00ijgsE/g9LjkvaETSdD9mK1rrkFUHFuUxdt2PBc2buWaZgGMos6nhm56a+2CeimpPPggdc1BB44sIvigQMRuQZ4YHtWES3TqHR1A1RPyUSs2H4efpRrvmp22h3vdEbtUchWwUjdNlKANmzFFYfTk1vmFvMePLBl5obaxCCXQUlsaadD8p++CItqWJjZstdZtg6UeoXirKY62vCGft2+F/3Gy8mzE92L0NQIjS40Oz9b9Pa4tHjgtY2LBw7q93jgIELf/48HtmcV0TJFSldX0NHnkeaVSmpo6ByxYvt6uGbiKvLqnYwrbs7UhaO8orPu7Fv76is1PXtkXnahx9ScNxVkeTmvnwuRxJMmLovM7G6mELgGA8t1MhFE71s+5HcUx+31e5L+Gm0HTvbNMien7GKl17HpdJt9nWn+t24O6I1jplKav6szURFfLepsLgpFvjVzV1wV5XWeVAta9FCg/yN9mq3rvBJOY4yjoLT4f8wE8MA2gPHA/pTwwDa9yNjgge1ZRbRMhdJ1b51LqEmxaeJpsTi/cxqxent5uB5d14PqbtWkTiRKnBcvNBob3G2XyND8Mx1r3r2Q9RegSlrpoTrpJwk4PVgjiSY+K5/ol42MnXdTeL4l4Uiue80nyHuvvTQtQT1n8HFwVjs7rZ5qwKM+YPqV3tQmrS84WgrFgjvy1HONCng7r74+r9t0tnqtrmP9O5WKoZbay1M1K5XCA4dqKTywDy48sH1fwgPbs4po+cPNzc3KJH7668fZsO/863pUO5o/Lh0lM92p1NzHKCkcwrFS+VoUiYRVYHPHxMpRXXc5hXXlsgPLkBWDmFhFr77zgrznzgvyoie1rRQMq1DvXdYVS6G+Qr2Te1RWMWb97s2fv/uU5/j4WP+9vb31scEDb6tBQ6WT2jMlVC12YxwTKzzwbprP5HIgHjgVMd1dtit5QcCHgN4AoFv5crX7JHNT2+KaYaLZI6mSuallRcEgcAgE8MC7bOXD8cAo3V32K/JKNQHdqdcAt/ykrOlTqS7oXhTO+YrE+0sB34vaUAkIQCAqATxwVIJhjj8oD4zSDdM1sN1rAs5Hcft9ff6AgO4O2lmoBVyPuO0gL7KAAATSTwAPvMs2OigPjNLdZdciLwhAAAIQgAAEIACB3RHY6RNpvDvMpmHNE2mwgpUNAXsb+lUoVnv5RBpexaYPcKbYUDI2sIKVPQF7y60/E7w7pZv111fZNxKWEIBA1gnsn9LFA2e9T1J+CBwOge164BBKV4HGjSnrLblRDt843yweqMd0ai/2/Otc22oXWNmThFV8rPTJlR28ZSyKC8UDx9f69invnyVexb5NYRUfq0APHG6erl7yusHKLTP7BsYSAhCAwDoCG7hfHYIHpkdBAAKHTCCc0j1kUtQdAhCAAAQgAAEIQCBbBFC62WovSgsBCEAAAhCAAAQgYEsApWtLCjsIQAACEIAABCAAgWwRQOlmq70oLQQgAAEIQAACEICALQGUri0p7CAAAQhAAAIQgAAEskUApZut9qK0EIAABCAAAQhAAAK2BFC6tqSwgwAEIAABCEAAAhDIFgGUbrbai9JCAAIQgAAEMk9AXzPJfB2oQEYIoHQz0lAUEwIQgAAEIAABCEAgJIFISlcfUjdLqEw1kjNrqKMO0NgFBbHA1l9g5bVvNpvFh0WtrVetKPsDy5Atg+mXqT5g6z0NFxgWCoVs1egAS4sHjrXR8cCh8I4+jc5+PpPf0KIN/Qx1+OEYq19Vq9WF+qKIYu0AkZRu/34JWz59vT3KB9zDZpdpe8PKXTNdl7gLvxJU911XX0MdfhpqVV/VT1OMsPvjLvzu02+1WgsfifUC7HQ65+fnuy8VOYYigAcOhWsDYzywJbTx5/Hp89Ozs7PJ9USrNvRTOy0PPzQzRV4u3l4cWq0TrG8kpZtguQ85616vV3lSyefzism50k0jws6bTrFYLDwoOArm7jshxTLN/lqtNvs6M/+Q/cXFhRPVy+dPnp7s6/i72+22XjvV16IN/Zwr3ZD796y/jUYj9aLGy8bqet3lOm87jcaa/+4ZC6oDgZAE8MDLwDRybr5s1n+t5x/ktWpDP+VyjeVKYm4is9lM42oTDHYG2J6LV8iWyYy5Lr5a5IeXS7yOhnOJ73TMjbjy47J77OX7S5OILuLar43xeKyRhmDq4q7g8WQy0U7d/7m8nFvqp0YjpUclVw9kBtymBUXpbkouuePq9bo8iPqoopWDjwO3IArwqK+rl6tnN181zf7267Zshh+H2imxq1v5XnulMJ1OdVbIMSVXoe3krFGyTuxyudxut90UFcqVjjc/HUH/zbOE3b+dIqYmFeci1GoJ18oSdd93T5+damyQmvJSEAikiAAeeLkxen/3ai9q3v362f+7b/asI2b+q1iMhJcCwM46HrsXrxQ1+baLosGAlK6wLMt6Hxq6jmvVfQbpV3M7XdzOfzuXONZ2/5++mRShqSOKU+iKrylquiDK2xvIEgNuPSQhZKNibLtmKU0PpZvShjHFWjn9VALFuUM0mRQfFXW2uBXQgK/wsKBVG+7o7eLdhX7KUn1aEvDyw/dRnY519ufziu0Nh8NUgwgqnE7+yZeJTvirD1dyr+bc1qLxgHsya0OyfrP9Qfln6f9ykeo8C5clbwV0c2BtuDdLFaWsEIhKAA9sSVCiSrEGr7F+yifPL2Rrrlnmv7pauRcv3dN3g5SWWWfU7OTZieKsijgslN+HRvtNW9d32btKV1EJXcF11dNOOXajdBXHUcraby76GoRopyaT6KcRBhpRKMouiZxRdBsUG6W7AbTdHbJylpi6tfpu5WlFNzKurpwubpbS49J8o1QyNyy0aMOZ6nD/CKCidPJHrr37yJET29uXG0blJ2Wd/O4sBZ3b7g0abXyvcsj9u2vy+HPSUF4ec10+6l3qSIoExF8QcoBA2gnggS1bSArM1bXzS8+Xiat9112z3IvUvy5e3/SxZdbZNVOQVYpTd1a9VdAlex0N9z6bhOxg4Bwl5aoZjIpnaVt7JGfnG6enuoWri77+uhd9N6xrppqsu6eXXZ4+JUfpZq9ZpXElcHU+KCjb+K3hVsCd/q8bQO4poY3x9figHmvT6e0+8iiV707w0IYr4MLuz14vWV9iTXGpPq+67z9ZeOZXMQDvFJd9qjh1gcBWCOCBlzHKpSzEYvXTfS/TOmImHeci9e3ZNefi9e/Y8FaaLKWJHOUUl9HUZO98WRsaiuBoSq7GDxKy1Z+rOrz3R097jHjVAzkSBlIIug66tzG1X5a5I2cagzTxoT1wjNJN6SngU6z6i7rjF+6jsN63WOiOs0ZvWhW0U183KahD6wE1uQ/ZS+K4+7NXbd8Si4nzUN2dMxlfc45rv8yrr3v0zrSn+0Ubzryo+yXs/n3CtTDs8XYhBRicJxRP5jOb96nW1AUC2yKAB14mqTCh7hQpvijVpVUb+uneml9HbO6Npcy8F69/z/fdVqulMx0FX5xrtGcigaNTLWhoooLMzCQ0/VUK7pvLnDl794u5Gnor7oR1FcvQYzxH6eQRV6kiKV33Zbqh3qrrDSbxDjn/hl05S0wjM60a1ekGhHcYraeIdO9eUxqc9wx8m/2j+JyZDyR7nQ+uBIyrQyWUrh6qU+1URwfC47JeHeAKfVVfEVyt2nBPe/mWUPsTqtausyWgu2vi0fLDA0fjF3w0HjiY0b2FbrjrAQndbDQvutGGfrp34ddds0zizutxHhZlrFWPjixPXbUsQ0bNJFLd2Yb2NDRRwXnc4j6mI3GsR3dcpavJe+ZpMwXalz93IMgaeGSU1cbF/uHm5mblwT/99eNs2Hf+dT2qHY3ETrGfhQkllrk6sybvD7e0P3AziVefp4XWwfHesj8cgJuxOhw+3prCyr7dw7JS7EQjzEK9k3vkzG+e9bs3f/7uk93x8bH+e3t762ODB7Zvr+1ahm19kzseeLutsH+pbdavtsvBCQndL9tNduuphWUV6IEjxXS3Xj0ShAAEIAABCEAAAhDYLgFNKdG8x/TL3O3W2qSG0o2DKmlCAAIQgAAEIACBVBDQPQdNTnPfSpSKMu2wECjdHcKOMysmh8RJl7QhAAEI+BHAA9M/0kxA/XP0eaSXYKS5kPGVDaUbH1tShgAEIAABCEAAAhBIkgBKN0n65A0BCEAAAhCAAAQgEB8BlG58bEkZAhCAAAQgAAEIQCBJAijdJOmTNwQgAAEIQAACEIBAfATCvU9XX9varCi8T9eeW9g3ydmnvH+WsLJvU1jFxyrwbY4LWW/8Pl08sH0jbmzJmWKPDlawsidgbxm2XwV64BBK176UKy0P9vUWEblxOAQgsHsCob7eEuhnt6J0I0LAA0cEyOEQgMDOCGzXA4dQulHeonKY34/ZrE+EHc1slst+HCVW9fpYPdN0MP76EOh2S6F8x370kM1qEfYc3I3SxQNv1pphjwrb+mHT3yd7PLD9dQcPbN/zw56DgR443DxdfQ14g3XjO272XLA8WALG0aj6/PUhEEUkHWzXSmHFN3C/OgQPnMKm3Jsi4YFtrj544GQ7fDilm2xZyR0CywSMvGPxJwAleggEIBAHAXyLDVUo2VCKzwalGx9bUt4FAcbKNpShZEMJGwhAICwBfIsNMSjZUIrPBqUbH1tS3gUBxso2lKFkQwkbCEAgLAF8iw0xKNlQis8GpRsfW1LeBQHGyjaUoWRDCRsIQCAsAXyLDTEo2VCKzwalGx9bUt4FAcbKNpShZEMJGwhAICwBfIsNMSjZUIrPBqUbH1tS3gUBxso2lKFkQwkbCEAgLAF8iw0xKNlQis8GpRsfW1LeBQHGyjaUoWRDCRsIQCAsAXyLDTEo2VCKzwalGx/bVKe87sTL3AnJWNmmn0HJhhI2ENgZATxwFNSzu2aUw3d/LB5498y9OaJ0k+VP7lEJZE6aR63wRsdDaSNsHAQBCAQQiMm3ZE7L+mOKiRK905LAhkp3NBp13nT0cdHT56fVarX+a/3y8tImy/7ffdkXHhSKD4v1en36ZWpz1GHarDw3OGEWOoMZK5ceF3q92vRrU6s29NM1a7dPJ18aWluvT73Hbmt/JjrnckRBp16pVPJ2p+l0WqvVnHOzWGy1Wpmo18EWEg+8g6bHA9tANr5FwnT46XzBXns2Fqz5o7ZN7lmxWfDAk8mk8Vuj/Licz+elhc5+Puv1elmpSxbLuaHSlczVZbLdbvd7/e77rhrs4uKi/Sa4a8qm0ZDsmMhTFwoFaeUsUqPM6SFgrkaXl7XBYFJ61NGqjcvLM1PC+q+Vk2elypOu1tPTkn5ud396OPiXZPmaLS278JFYeV7J3PH1WOemPiPe7XazUrsDLCce+AAbPZ1Vdn3L7Ous+nPZLeTZWVl70lnm3ZfK64Elc0+fnSqg0O/3hWj0eXR+ft7pdHZfqsPJcUOle/Hu4uyXs9KjUu4opxGJxKuQKV4bCE4DF8V0NY4pPCw4QrkffEhgmodpIC1ydnam0YJgCqlOHsNBZ5TOGTdct87sO7S7nBSPieTp8pk5mGasXHlSaL3uT6czre32oFwuzhVtvdJ61Z9Mplq1Ua9/U7pb2p8VXAsRBWlZnYmNl85p6y5Xf1xpIKoepUVdCKWb5sbFAyfeOnhg0wSub2m/GTSbJ267NF6eyBW7PxeCu+5PbZyfV8bjxmzWHHysl5/MXfd3+6Nc+40ucM59uUbje/orj0q8V6wrgNcDt161dBu8+apZfFSUgpK/rf5c9cZ0ZaDLsS7KusnmjhYWruz6qfCiiQpXnlQG/wwu31+Wy87Pk6cno08jUxKfXqrDHZ3gsT89PfXenJ9cK3hU2o/hyoZKd6E5h5+G2iPxGqqfqWk1sgl1CMYuAd3vcKLjUnBfpurfzZffZ+gPPw61mlPLx8wkpfNNieh80LmRxYGHGSv3euNm8zT/IC/lLw+rn6Z2lSfFwcf5GEAb5fK8i25rf1Y65EJMV71FMV35uH+V/+5fv1xfmZU6HnI58cC7b308sGHu+parD6Piw7zuoWmnbqBp++pqrrf8W0fGJ8+6Gl9fXY2776oLxq3WqQIZlae6dSxl9l1j+B+1+/7gn6PXA0v5aOrmOvv26/bg40BXcF2XJXabzdVXdh2u2KIWZ9bZi5q0skIV2qOfCoFJSZv0fXqpjpU+9tpLYSt3t2Ct1y1pDF1V0wZzg/JsQemqPUzgvXHesC/BcDjU5VajCvtDDtBSp8fC6kLQtU0jMIkVdURFx3t/f5/l40Tmvo06fMxMUhoIqvlkrzWLN1CMoD8/753/WplOnXG/Nhq/zWnkH+TcIak2pINNrbe1Pyt90htRkIPTObs8cUi+UqekHJ8WZ+PrNCu1O/By4oHj6wB44EC2Xt/ihnUV3PUGdP0TkfeeXE9ns1nnzaBSmcd03UPqLyrnvzkGul/XaHy/zPkfFVjsHRt4KWn2pu6EuwVw+5jZo9s1uhAr3Guu7JcfLl1L75XdWDpm+bz0qK5uUlPzny8b0lfmKB8BsGyvx66UqQnrjj+PpcjPfzvfMaiYsouqdHt/OKMTRbk18jh59v3Ogn9xNZKo/VJTE5Yel2Kq2H4kq9NjYXXrNRgMpHQ15tN5or/eZ/t048PGzNjoMum2gu5lZI6bGSt3u9Vud1h82NGqDf00FZl9lah11W1evnK7+7OCyxtRkFtcOaX+4u2FLia6XaVbBOoJXl+clWoeYDnxwLE2Oh44EK/Xt8j3SqpqkpgmIXTfz8VWYArf3fJsprv5C0vxUX48ni4n4n9UYKY7NvBSkmuV2HULYPqY+1NXZM1GMPJXl/J1V3bZa9qDOcrcnfvXz2836Hx0wkp7N6yrm36Kdyze99sxte1lt7nSdQI/zaYumbo0dt91NVXUslRXH640+0Qyt1KpWB6C2TIBMdQjRDordJKoLdYhCjTTuaTRmzlccxgyh9r4CN3J8s7T1U9TkeGnycnTue7Xxmg0B7Wt/VnB5fWkmpZQfV41ntTxkvd/HUf5sKCzUqFcdSrFBjSOykrtDrOceOBk2z3QtZriBZrthweet8VdrtMZXLyrKjqb+/dsKP10ZZN7b82mBSfXM++kBZtDUmjj9cAKnfo8BeH0h+uxd4gVpTqB3W8hcd3Z02BDelcSWc/JRck6VcduqHR1A1R3PxUhV3BbIXT70KzC8noORrfakbkR+4HuVjhTF/Ia747dSTnLaQaaqR3VIho4al14RCliCXdzuBFqw0964Gw+T1d3FyRkTe6X74d6uZgm92vVhkIO292/mzpGz8UbUVjwoa4L1oOJujmje4hXV1fOgP7V9/lh0QtACtslgAfeLs8NUgt0rSbNQLP98MAuQGlcvSBMencB6XA40RMUzku1ioWLC9u4mBJRbPjibbX4qODczX8T4sAN2jS+Q7weWHNhdQNNf53Q0p3TQ7xP80tfyhWbfykqIakapVSB3W85cSes2247/n8pvh6lJMkeu6HS1YVQBLWowRT7cZfAyigerqupG5xX8+/Hk32BFd+6gQaFZra44nM+4bdAMzWlbqbobnX5STmLDwgaoVZ/caUnIfR87vi6oY36i/l0rouL4eCf8fBTXas2uu/mSndb+7ferDElaPOFnpP7RZ1B87ckdjWHIabCkGx0Anjg6AwjphDoWk36gWb74YEDYWpa7dlZSY9SDAZ1PSkQaO8atFp93YsbDuvjsYbiU/sDU2Xp9cC6Y6aIqbSsLri6guviqwigniczBTYTQZ2HcB7kNQrSPM8oFQnsfisTV+yy/qIeJd+0HfvDzc3NyjL99NePs2Hf+df1qHY0Ei81lebXblABHWsO3+DYAzxEj4jxmmHLdheren1saXzgZt1uiX5l2QfCnoO6aOlyVah3co+c4cGs373583efvI6Pj/Xf29tbHxs8sGVjbd0sbOtvvQAZShAPbN9YWfHAenWDAskRY8n2WFZahj0HAz3whjHdiNXgcAhsiwAjKBuSULKhhA0EIBCWAL7FhlhWKOmZKz23k6zMteEZ1galG5YY9ukiwOeRbdoDSjaUsIEABMISwLfYEMsEJRVSM3T38ptBKF2bXopNeglkZaycLEEoJcuf3CGwrwTwLTYtmwlKKqQ+TVx5WrGpUbZsULrZai9Ku0ggE2PlxJsNSok3AQWAwF4SwLfYNCuUbCjFZ4PSjY8tKe+CQCbGyrsA4ZsHlBJvAgoAgb0kgG+xaVYo2VCKzwalGx9bUt4FAcbKNpShZEMJGwhAICwBfIsNMSjZUIrPBqUbH1tS3gUBxso2lKFkQwkbCEAgLAF8iw0xKNlQis8mnNI1b8YNu8RXelKGgPPxkftXNfPXhwARhf04U8L6XmO/H3WnFukkgAe2ufrggZPtvSG+HBGxoDjciAA5HAIQ2BmBUF/ZCHxv+UKxN/tyRMS644EjAuRwCEBgZwS264FDKN0o4Xd32LczTNnNKOzXQbJb0+glh5U9Q1jFx2o3ShcPbN+CUSw5U+zpwQpW9gTsLcP2q0APHG72gr4GvMF6/uu5fQ2xhAAEIACBlQQ2cL86BA9Md4IABA6ZQDile8ikqDsEIAABCEAAAhCAQLYIoHSz1V6UFgIQgAAEIAABCEDAlgBK15YUdhCAAAQgAAEIQAAC2SKA0s1We1FaCEAAAhCAAAQgAAFbAihdW1LYQQACEIAABCAAAQhkiwBKN1vtRWkhAAEIQAACEIAABGwJoHRtSWEHAQhAAAIQgAAEIJAtAijdbLUXpYUABCAAAQhAAAIQsCWA0rUlhR0EIAABCEAAAhCAQLYIbK50B4NB47fG6fPT6s/VVqs1/TK1qXmv1zs9Pc3n88WHxVqtNplMbI46TJvZ11mj0Sg/Ls9x/VLr9/uHicKm1vritFkXjJvNpjqb1tarlvdf6/bb5JV1m3Wssl6vgyo/Hjju5sYD2xOOidWyP7cvUmotV1bK3RlIsvOmI2P9TW0FU1iwzZXu5eWlpGrvj97Vh6tSqdRsNW2qp+ZpvmxKFus7xZUnldovNZujDtPm7Jez3F2u93dvNpuNRiPR1ojiMFHY1Hp2N9O6YNl919XXUIefhlo1TtBPY7Buv01Ge2CzktUe1OugqoAHjru58cD2hGFlz8rfMpDkxcVFp9PR323leAjpbK50xfrk2YnCjVpqL2qSYja8pNsUA84/yGttvGwMh0Obow7TRsqs3W5rFKHqFx4WdAK4MV2NE87OzgqFguBXq1U3NK6hnk4AEwbWQEIi7/L9Zbns/Dx5ejL6ZNVG+0S72+22XreK94s29HOudNfs36e6U5f9JoAHjrt98cD2hDdmpQuczeVJ4Z7z83Nd8rRoQzEgs+gusa50SkHpuIEM7dcdPPn8woOCIkSKktpXJHFLH5KmvhID57+d66+2Ey9tVgqwudJ1a6gueHV5JSEVqs46Sp5aMxlCHXVQxqfPTnVK6x7l8ol69vOZJjZI4Co6LiGrMLlLpv+3zpT+dDrV8EODiqs/rrRHP6WM67/WDwqgKqtQrtszHa3/bTy2bv+h8aG+e0AADxxTI+KB7cFuyKrfVzjG5vIk5Tq5now/j511PG6+ml/y6vW6Qhi6RCqdwceBKXD7dVvbw49DXSIldjVRzb4iiVv6kFTZLt5eaNaoNqQNtJ14abNSgKhKV1JVMcXLD5eGvuWi0KP6n5SuFstDDtBMVDVOFViNTZ35IS+bruSVUDPTnRUaV9xXkXKXz8W7i+Kjov4jKSx7hXjnPw8ygi4CQmTgaEMu1Wyv23+A3YwqZ5oAHji+5sMD27PdkJX15UlzdaQWFMjUKoWne5Vzr57PSwFr0WXOvaGvi6CMnQvf/fVRZbOvSOKWPiQl8aXgnekNuZxi1drWnsQLnIkCRFW6Ch8qhC70rXbLvsKaJijNIQ13gFFGe0q6TaPRqnrz9OtUkJ2B730X16JAr65wGi2YMYP3cUAd5boAbfzr57c7PvZlyLqlPJ07PNDGdxpr9me9vpT/0AjggeNrcTywPdstsPK9PEnLlh6XTHkU95l8mT/LrseEFOipPK1o59XVlTGQsTOl4f4BZcWJLB+Xt69srJY+JCXlVRfvdZ/ZupZtEVXpKhtnnm7Ndp6uWywzT1eKzbKgB26mKQqdtx13nq6Aa5yg89mMGQ4cjk/1ncnK325paUMYjfG6/ZCEQOYI4IF30GR4YHvIcbCSYNW8BVMGBTL1Lp25J39akcDVpVCaz72x7Bhfj81ztyl8+lbB5oVnZvTAknkgZ2HxktQkJT1nMvo8ciulbe3RfvumOVjLzZWuwo0mci6l1b3oSjrYQKy/qDtzJe+cUZdm3mhKis1Rh2mjqK0GrGY8anCdnMwnQzs33+8XNQFxcZ/uocnKzgSv+0UbmtRljNftP8yeRq2zSAAPHHer4YHtCcfNygnuvGzoaqhVE/PkwE3ZpCgcBXwfD3bfvaM5rOe/njv65C4nTalj7SuyA0uVTlciJ8ynYt/lNJ9YpXUes7tf1pHU/A09auIVxNrWHomEHZQ561lsrnQlUvXSK7WK2ky31y1fgKXnotTtFNCtVCq6AaHGyzrB+MovpOLjvjlBIwoXl0ZyOtuFsfq8ylN9pgncl+l636or96E3hGgYplUb7qhg3f74WjNVKa9klaoSUphAAnjgQEQRDfDA9gDjZuW8QudhURMYtCom6uoNPXVt3uak51jcybt6BE3e3nmU5YHzYqi0vcxUxZNq0jXIvIRKVyUt0vGG9jqSClq7athtF+3RzV77ZjpYyx9ubm5WVv6nv36cDfvOv65HtaP7IPmd83jjBqR0rDl8g2MP8BCdru6A9QCrH6rKsLLHBav4WCl6pPhKod7JPXKmx8z63Zs/f/fJ7vj4WP+9vb31scED27fXdi05U+x5xspKty6dWbZfp/blSbNlrKzSXPENyhaWVaAH3jymu0HpOQQCEIAABCAAAQgEElCATI+aBZphAIFAAijdQEQYQAACEIAABCCwOwLOV5DuXxa2uyzJaX8JoHT3t22pGQQgAAEIQCCDBDTdUW8k0PM8GSw7RU4dAZRu6pqEAkEAAhCAAAQgAAEIbIUASncrGEkEAhCAAAQgAAEIQCB1BFC6qWsSCgQBCEAAAhCAAAQgsBUCKN2tYCQRCEAAAhCAAAQgAIHUEQj3Pl19yWOzGvA+XXtuYd8kZ5/y/lnCyr5NYRUfq8C3OS5kvfH7dPHA9o24sSVnij06WMHKnoC9Zdh+FeiBQyhd+1KutJTYjZgCh0MAAhDYDYFQX28J9LNbUboRK44HjgiQwyEAgZ0R2K4HDqF0+/1+lErq63xRDudYCEAAAukksBuliwdOZ+tTKghAIFkCgR6YebrJNhC5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEULpxkSVdCEAAAhCAAAQgAIFkCaB0k+VP7hCAAAQgAAEIQAACcRFA6cZFlnQhAAEIQAACEIAABJIlgNJNlj+5QwACEIAABCAAAQjERQClGxdZ0oUABCAAAQhAAAIQSJYASjdZ/uQOAQhAAAIQgAAEIBAXAZRuXGRJFwIQgAAEIAABCEAgWQIo3WT5kzsEIAABCEAAAhCAQFwEfri5uVmZ9k9//Tgb9p1/XY9qR6Pmq2ZcRSBdCEAAAhknUCqVCvVO7lFZ9Zj1uzd//u5ToePjY/339vbWxwYPnPEeQfEhAIHdEfD3wFZKd9pt7K685AQBCEAggwTiU7p44Ax2B4oMAQjslICPB7ZSujstLJlBAAIQyCiBeGK6GYVBsSEAAQjslMAaD2yhdHdaTDKDAAQgkG0CW569kG0YlB4CEIDATgkse2CeSNtpA5AZBCAAAQhAAAIQgMDOCKyN6f73//4/OysEGUEAAhDYJwLRn0jDA+9Tf6AuEIDALgkseOC1SneXZSIvCEAAAodDwObdC4dDg5pCAAIQiJUAsxdixUviEIAABCAAAQhAAAKJEUDpJoaejCEAAQhAAAIQgAAEYiWA0o0VL4lDAAIQgAAEIAABCCRGAKWbGHoyhgAEIAABCEAAAhCIlcD/AIbpTpVRKKXgAAAAAElFTkSuQmCC)

The screenshot on the left shows a plain [QSqlTableModel](qsqltablemodel.html) in a [QTableView](../qtwidgets/qtableview.html). Foreign keys (city and country) aren't resolved to human-readable values. The screenshot on the right shows a [QSqlRelationalTableModel](qsqlrelationaltablemodel.html), with foreign keys resolved into human-readable text strings.

The following code snippet shows how the [QSqlRelationalTableModel](qsqlrelationaltablemodel.html) was set up:

**model->setTable("employee");**

**model->setRelation(2,** [**QSqlRelation**](qsqlrelation.html)**("city", "id", "name"));**

**model->setRelation(3,** [**QSqlRelation**](qsqlrelation.html)**("country", "id", "name"));**

The [setRelation](qsqlrelationaltablemodel.html#setRelation)() function calls establish a relationship between two tables. The first call specifies that column 2 in table employee is a foreign key that maps with field id of table city, and that the view should present the city's name field to the user. The second call does something similar with column 3.

If you use a read-write [QSqlRelationalTableModel](qsqlrelationaltablemodel.html), you probably want to use [QSqlRelationalDelegate](qsqlrelationaldelegate.html) on the view. Unlike the default delegate, [QSqlRelationalDelegate](qsqlrelationaldelegate.html) provides a combobox for fields that are foreign keys into other tables. To use the class, simply call [QAbstractItemView::setItemDelegate](../qtwidgets/qabstractitemview.html#setItemDelegate)() on the view with an instance of [QSqlRelationalDelegate](qsqlrelationaldelegate.html):

[**QTableView**](../qtwidgets/qtableview.html) **\*view = new** [**QTableView**](../qtwidgets/qtableview.html)**;**

**view->setModel(model);**

**view->setItemDelegate(new** [**QSqlRelationalDelegate**](qsqlrelationaldelegate.html)**(view));**

The [relationaltablemodel](qtsql-relationaltablemodel-example.html) example illustrates how to use [QSqlRelationalTableModel](qsqlrelationaltablemodel.html) in conjunction with [QSqlRelationalDelegate](qsqlrelationaldelegate.html) to provide tables with foreign key support.

Notes:

* The table must have a primary key declared.
* The table's primary key may not contain a relation to another table.
* If a relational table contains keys that refer to non-existent rows in the referenced table, the rows containing the invalid keys will not be exposed through the model. The user or the database is responsible for keeping referential integrity.
* If a relation's display column name is also used as a column name in the relational table, or if it is used as display column name in more than one relation it will be aliased. The alias is the relation's table name, display column name and a unique id joined by an underscore (e.g. tablename\_columnname\_id). [QSqlRecord::fieldName](qsqlrecord.html#fieldName)() will return the aliased column name. All occurrences of the duplicate display column name are aliased when duplication is detected, but no aliasing is done to the column names in the main table. The aliasing doesn't affect [QSqlRelation](qsqlrelation.html), so [QSqlRelation::displayColumn](qsqlrelation.html#displayColumn)() will return the original display column name.
* The reference table name is aliased. The alias is the word "relTblAl" and the relationed column index joined by an underscore (e.g. relTblAl\_2). The alias can be used to filter the table (For example, [setFilter](qsqltablemodel.html#setFilter)("relTblAl\_2='Oslo' OR relTblAl\_3='USA'")).
* When using [setData](qsqlrelationaltablemodel.html#setData)() the role should always be [Qt::EditRole](../qtcore/qt.html#ItemDataRole-enum), and when using [data](qsqlrelationaltablemodel.html#data)() the role should always be [Qt::DisplayRole](../qtcore/qt.html#ItemDataRole-enum).

**See also** [QSqlRelation](qsqlrelation.html), [QSqlRelationalDelegate](qsqlrelationaldelegate.html), and [Relational Table Model Example](qtsql-relationaltablemodel-example.html).

## QSqlTableModel

QSqlTableModel类提供了一个可为数据库表编辑的数据模型。QSqlTableModel是读写数据库表记录的高层接口。它是建立在低层SqlQuery类之上，并且可用于提供查看数据的QTableView类。

For example:

[**QSqlTableModel**](qsqltablemodel.html#QSqlTableModel) **\*model = new** [**QSqlTableModel**](qsqltablemodel.html#QSqlTableModel)**(parentObject, database);**

**model->setTable("employee");**

**model->setEditStrategy(**[**QSqlTableModel**](qsqltablemodel.html#QSqlTableModel)**::OnManualSubmit);**

**model->select();**

**model->setHeaderData(0,** [**Qt**](../qtcore/qt.html)**::Horizontal, tr("Name"));**

**model->setHeaderData(1,** [**Qt**](../qtcore/qt.html)**::Horizontal, tr("Salary"));**

[**QTableView**](../qtwidgets/qtableview.html) **\*view = new** [**QTableView**](../qtwidgets/qtableview.html)**;**

**view->setModel(model);**

**view->hideColumn(0); // don't show the ID**

**view->show();**

我们设置SQL表的名称和编辑策略, 然后我们设置在视图标题的标签显示. 编辑策略决定将用户在视图中所做的改变应用到实际的数据库中。可选的策略有：[OnFieldChange](qsqltablemodel.html#EditStrategy-enum), [OnRowChange](qsqltablemodel.html#EditStrategy-enum), and [OnManualSubmit](qsqltablemodel.html#EditStrategy-enum).

没有绑定到视图时，QSqlTableModel还可以用于以编程方式访问数据库：

[**QSqlTableModel**](qsqltablemodel.html#QSqlTableModel) **model;**

**model.setTable("employee");**

**model.select();**

**int salary = model.record(4).value("salary").toInt();**

上面的代码片段中通过SELECT 命令提取第4条记录的结果集中的工资字段。

可以使用setFilter()设置过滤器，或使用setSort()修改排序。最后,你必须调用select()将数据填充到模型。

tablemodel的例子说明了如何使用QSqlTableModel作为QTableView的数据来源。

QSqlTableModel没有提供直接支持外键。使用QSqlRelationalTableModel和QSqlRelationalDelegate。

[QSqlTableModel](qsqltablemodel.html) provides no direct support for foreign keys. 如果你决定使用外键那么你需要使用[QSqlRelationalTableModel](qsqlrelationaltablemodel.html) and [QSqlRelationalDelegate](qsqlrelationaldelegate.html).

**See also** [QSqlRelationalTableModel](qsqlrelationaltablemodel.html), [QSqlQuery](qsqlquery.html), [Model/View Programming](../qtwidgets/model-view-programming.html), [Table Model Example](qtsql-tablemodel-example.html), and [Cached Table Example](qtsql-cachedtable-example.html).

## QSqlRecord

QSqlRecord类封装了一条数据库记录(通常是数据库中的表或视图中的一行)。

QSqlRecord类封装了一条数据库记录的功能和特点。QSqlRecord支持添加和删除字段以及设置和检索字段值。

记录的字段的值可以使用[setValue](qsqlrecord.html#setValue)()通过名称或position设置；如果你想设置一个字段为null使用setNull()。

根据名称查找一个字段的position使用indexOf(),通过position找到字段的名称使用[fieldName](file:///C:\Users\JG\Desktop\qsqlrecord.html#fieldName) ()。使用[field](file:///C:\Users\JG\Desktop\qsqlrecord.html#field) ()来检索QSqlField对象的给定字段。使用[contains](file:///C:\Users\JG\Desktop\qsqlrecord.html#contains) ()查看记录包含的特定字段名。

When queries are generated to be executed on the database only those fields for which [isGenerated](qsqlrecord.html#isGenerated)() is true are included in the generated SQL.

在记录添加字段的函数[append](file:///C:\Users\JG\Desktop\qsqlrecord.html#append)() or [insert](file:///C:\Users\JG\Desktop\qsqlrecord.html#insert)(), 替换字段的函数[replace](file:///C:\Users\JG\Desktop\qsqlrecord.html#replace)(),移除字段的函数[remove](qsqlrecord.html#remove)()。移除所有字段使用[clear](file:///C:\Users\JG\Desktop\qsqlrecord.html#clear)()。[count](qsqlrecord.html#count)()返回记录中字段的数目。可以清除所有的值(设置为null)使用clearValues()。**See also** [QSqlField](qsqlfield.html) and [QSqlQuery::record](qsqlquery.html#record)().

## QModelIndex

## QDomDocument

## QDomNodeList

## QItemSelectionModel

QItemSelectionModel类跟踪一个视图的选择项。QItemSelectionModel跟踪一个模型中选定的项目。同一个模型可能一个视图或多个视图。它总是跟踪当前操作的视图中的选中项。

QItemSelectionModel是一个模型/视图类 并且它是Qt的模型/视图框架的一部分。

所选项的存储的使用范围，当你想修改选中的项时使用select() 并且提供参数[QItemSelection](file:///C:\Users\JG\Desktop\qitemselection.html)或 [QModelIndex](file:///C:\Users\JG\Desktop\qmodelindex.html) 和 a [QItemSelectionModel::SelectionFlag](file:///C:\Users\JG\Desktop\qitemselectionmodel.html#SelectionFlag-enum)。

[QItemSelectionModel](file:///C:\Users\JG\Desktop\qitemselectionmodel.html)需要一个两层的方法来选择管理，处理两个选择项委托和当前选择的项目的一部分。当前选中的项是当前交互式选择的一部分(例如用rubber-band选择或keyboard-shift选择)。

更新当前选中的项，使用按位或[QItemSelectionModel::Current](file:///C:\Users\JG\Desktop\qitemselectionmodel.html#SelectionFlag-enum)和其他SelectionFlags 。如果您省略QItemSelectionModel::Current命令，将创建一个新的当前选择，和前一个添加到整个选择。所有功能操作两层; 例如,设置selecteditem()从两个层将返回items。

**Note:** Since 5.5, [model](qitemselectionmodel.html#model), [hasSelection](qitemselectionmodel.html#hasSelection), and [currentIndex](qitemselectionmodel.html#currentIndex) are meta-object properties.

**See also** [Model/View Programming](../qtwidgets/model-view-programming.html), [QAbstractItemModel](qabstractitemmodel.html), and [Chart Example](../qtwidgets/qtwidgets-itemviews-chart-example.html).

## SQL

### [**QSqlDatabase**](file:///C:\Users\JG\Desktop\qsqldatabase.html#QSqlDatabase)

[static] [**QSqlDatabase**](qsqldatabase.html#QSqlDatabase) QSqlDatabase::**addDatabase**(const [**QString**](../qtcore/qstring.html) &*type*, const [**QString**](../qtcore/qstring.html) &*connectionName* = QLatin1String( defaultConnection ))

添加一个数据库到数据库连接列表，使用*type*驱动程序类型和connectionName连接的名字。如果已经存在一个叫做connectionName数据库连接，该连接将被删除。

数据库连接是指通过connectionName。返回新添加的数据库连接。如果类型不可用或无法加载,isValid()返回false。

如果没有指定connectionName，新连接就默认为应用程序连接，并且随后调用没有连接名参数的[database](file:///C:\Users\JG\Desktop\qsqldatabase.html#database) ()返回默认的连接。如果提供了connectionName，使用数据库(connectionName)来获取连接。

警告:如果您添加一个连接具有相同名称的现有连接, 新的连接将取代旧的连接。如果你多次调用没有指定connectionName的**addDatabase()**默认的连接将被取代。

在使用连接之前它必须被初始化。e.g., call some or all of [setDatabaseName](qsqldatabase.html#setDatabaseName)(), [setUserName](qsqldatabase.html#setUserName)(), [setPassword](qsqldatabase.html#setPassword)(), [setHostName](qsqldatabase.html#setHostName)(), [setPort](qsqldatabase.html#setPort)(), and [setConnectOptions](qsqldatabase.html#setConnectOptions)(), and, finally, [open](qsqldatabase.html#open)().

**Note:** This function is [thread-safe](../qtdoc/threads-reentrancy.html)

**See also** [database](qsqldatabase.html#database)(), [removeDatabase](qsqldatabase.html#removeDatabase)(), and [Threads and the SQL Module](../qtdoc/threads-modules.html#threads-and-the-sql-module).

//连接数据库

QSqlDatabase db = QSqlDatabase::addDatabase("QSQLITE");

db.setDatabaseName(":memory:");

if (!db.open())

return db.lastError();

//查看数据库中是否存在"books"和"authors"表

QStringList tables = db.tables();

if (tables.contains("books", Qt::CaseInsensitive)

&& tables.contains("authors", Qt::CaseInsensitive))

return QSqlError();

// QSqlQuery对象用来执行和操作的SQL语句

QSqlQuery q;

//建表

if (!q.exec(QLatin1String("create table books(id integer primary key, title varchar, author integer, genre integer, year integer, rating integer)")))

return q.lastError();

//为在表中插入记录作准备

if (!q.prepare(QLatin1String("insert into books(title, year, author, genre, rating) values(?, ?, ?, ?, ?)")))

return q.lastError();

q.addBindValue(title);

q.addBindValue(year);

q.addBindValue(authorId);

q.addBindValue(genreId);

q.addBindValue(rating);

q.exec(); //在表中插入记录

// 创建数据模型

QSqlRelationalTableModel \*model;

model = new QSqlRelationalTableModel(parent);

model->setEditStrategy(QSqlTableModel::OnManualSubmit);

model->setTable("books");

// 记录列的索引

int authorIdx = model->fieldIndex("author");

int genreIdx = model->fieldIndex("genre");

// 设置关系到另一个数据库表 （"authors"和"genres"是数据库中的另外两个表）

model->setRelation(authorIdx, QSqlRelation("authors", "id", "name"));

model->setRelation(genreIdx, QSqlRelation("genres", "id", "name"));

// 设置本地化标题标题

model->setHeaderData(authorIdx, Qt::Horizontal, tr("Author Name"));

model->setHeaderData(genreIdx, Qt::Horizontal, tr("Genre"));

model->setHeaderData(model->fieldIndex("title"), Qt::Horizontal, tr("Title"));

model->setHeaderData(model->fieldIndex("year"), Qt::Horizontal, tr("Year"));

model->setHeaderData(model->fieldIndex("rating"), Qt::Horizontal, tr("Rating"));

// 填充模型

if (!model->select()) {

showError(model->lastError());

return;

}

// 设置模型和隐藏ID列

ui.bookTable->*setModel*(model); //为view设置模型

ui.bookTable->setItemDelegate(new BookDelegate(ui.bookTable));

ui.bookTable->setColumnHidden(model->fieldIndex("id"), true);

ui.bookTable->setSelectionMode(QAbstractItemView::SingleSelection);

问题：在layout中显示的文本重叠在一起了（代码如下：）

g\_layout = new QGridLayout(this);

v\_layout->addLayout(g\_layout);

QLabel \*disk\_mode\_static = new QLabel("mode:", this);

g\_layout->addWidget(disk\_mode\_static,0,0,Qt::AlignRight);

QLabel \*disk\_size\_static = new QLabel("size:", this);

g\_layout->addWidget(disk\_size\_static,1,0,Qt::AlignRight);

QLabel \*part\_table\_type\_static = new QLabel("type", this);

g\_layout->addWidget(part\_table\_type\_static,2,0,Qt::AlignRight);

原因：

我的这个类继承于QMainWindow,这个类有自己默认的布局管理器,所以我这个布局管理就无效,需要进行指定。

QpushButton设置当鼠标移到其上时的提示

鼠标移到按钮的区域时显示提示信息，可用setToolTip（）函数