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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **企业名称：** | 申请人为单位时填写 | | **统一社会信用代码：** |  |
| **申请人姓名：** | 詹志 | | **申请人身份证号：** | 申请人为自然人时填写 |
| **专利名称：** | 一种网络靶场中计算节点网络关系变更的方法和系统 | | | |
| **通讯地址:** |  | | **邮编:** |  |
| **是否同步申请实质审查：** | 是/否 | | **是否申请**  **提前公布：** | 是/否 |
| **技术联系人：** | **姓名：詹志**  **电话：13361875998**  **E-mail：1782865441@qq.com** | | | |
| **发明人（可以写多个）：** | | 詹志 | | |
| **第一发明人的身份证号码：** | | 36250219990210463X | | |

|  |
| --- |
| **一、技术领域 ：**本发明或实用新型属于何技术领域，可以在哪些领域应用。 |
| 计算机、软件领域、网络安全 |
| **二、背景技术：**（即现有技术）1、介绍所属技术领域的现有技术，尤其是与本发明欲改进的核心技术有关的技术现状。2、可从大的技术背景（该技术领域的总体状况）和小的技术背景（与本发明改进的具体技术密切相关的技术状况）两个方面进行介绍。3、如果现有技术出自专利文献、期刊、书籍等，则提供出处。现有技术有相关附图的，最好一并提供并结合附图说明。 |
| 网络靶场是一种基于虚拟化技术，对真实网络环境的仿真，作为支撑网络空间安全技术验证，网络武器装备试验，攻防对抗演练和网络风险评估的平台。  在将靶场中某个拓扑实例构建完成后，有时还需要对此拓扑进行调整节点和连线关系。通常情况下需要将此拓扑实例关闭，会导致此拓扑实例创建出的虚拟机、网络、路由器等资源全部进行回收后，再编辑拓扑模板，去调整节点和连线关系。然后再根据拓扑模板重新构建生成拓扑实例。在这过程会回收和重新创建大量虚机、网络、路由器等资源，涉及到大量的CPU计算、内存、磁盘IO操作，消耗系统大量资源的同时，也非常耗时。  本专利提出一种方法，能够分析已经构建的拓扑实例，以及用户调整后的拓扑模板，计算出两者之间的网络关系变更，动态地去调整原有的拓扑实例，尽可能减少修改拓扑实例带来的高资源消耗以及长耗时的问题。 |
| |  | | --- | | **三、现有技术存在的问题：**1、客观评价现有技术的缺点，会带来哪些问题（这些缺点是针对本发明的优点来说的，本发明正是要解决这些问题和缺点，本发明不能解决的问题和缺点不必写）。2、如果找不到对比技术方案及其缺点，可用反推法，根据本发明的优点来找出对应的缺点。3、缺点可以是成本高、结构复杂、性能差、工艺繁琐等类似问题。4、针对前面现有技术的所有缺点，逐一正面描述本发明所要解决的技术问题。 | | 1. 性能差。想要调整一个已经构建完成的拓扑实例，要先将此拓扑实例关闭，对应创建的所有虚机、网络、路由器等资源全部回收，然后根据用户调整后的拓扑模板，重新完整全局构建。这个过程会消耗大量CPU、内存、磁盘。涉及到大量磁盘IO操作。性能极差。如果能够增量计算拓扑变更前后的网络关系变更情况，对于网络接入关系没有发生变化的虚拟节点，在拓扑实例进行动态调整的过程中，不需要消耗任何资源；对于网络接入关系即使发生变化的虚拟节点，在拓扑实例进行动态调整的过程中，也只是调整网络接入关系，分配给虚拟节点的CPU、内存、磁盘等资源也不需要进行回收，只需要调整接入的网络。由此可以极大优化修改拓扑实例的性能。 2. 拓扑实例修改，如果涉及到重建（回收然后重新创建)虚机，因为重建会回收磁盘资源，那么重建之前产生的虚机数据都会消失。通过增量计算网络关系变更，只有拓扑实例变更前后，被删除的虚拟才会涉及到磁盘资源回收，其它虚机磁盘数据都不影响。 | |
| |  | | --- | | **四、本发明或实用新型采用的技术方案：**本部分是专利文件中最重要的部分，越详细越好。  1、阐明本发明是通过什么样的技术方案来解决其技术问题的（即实现发明目的），不能只有原理，也不能只作功能介绍，应当详细描述本发明的各个发明改进点及相应的技术方案。  2、技术方案应当清楚、完整地描述本发明的技术特征（如构造、组织、形状等）以及作用、原理，以使本领域普通技术人员能够实施本发明为准。  3、对于不同类型的发明创造需采用不同的描述方式来说明其技术方案。例如：对于设备发明，应当具体说明其零部件的结构及其连接关系，必要时结合附图加以说明；对于方法发明，应当具体说明其工艺方法、工艺流程和条件（如时间、压力、温度、浓度）；涉及机电一体化的发明，对于其中与电路有关的内容应当提供电路图、原理框图、流程图或时序图，并结合附图进行具体说明；对于涉及软件、业务（商务）方法的专利申请，除提供流程图外，还应提供相关的系统模块框图，并按照流程的时间顺序，以自然语言对各步骤进行描述。  4、所有附图应当有相应的文字描述，图中的关键词或注释尽量用中文。所有英文缩写（除了普遍公认有确定含义的）应有中文注释。注意，附图尽可能提供可编辑格式的版本以便代理人调整，如Visio、CAD、PPT等。 | | 针对上述修改拓扑运行实例存在的问题。本专利提出了一种网络靶场中增量计算网络关系变更的方法和系统。通过此系统可以知道在拓扑实例动态变更前后，节点之间网络关系的变更情况。由此，对于1.网络关系没有变更的节点，不需要处理；2.网络关系产生变更的节点，只需要修改其接入的网络信息，其CPU、内存、磁盘资源都无须额外处理；3.被删除的节点，需要释放其网络、CPU、内存、磁盘资源；4.新增的节点，需要申请网络、CPU、内存、磁盘资源。    为了更好地描述实现过程。以上图中描述的拓扑模板为例。图一左边是最初的拓扑模板，虚拟核心路由器r1通过端口r1-p1和交换机s1端口s1-p2连接，通过端口r1-p2和交换机s2端口s2-p2连接。交换机s1通过端口s1-p1和虚拟机终端t1端口t1-p1连接。交换机s2通过端口s2-1和虚拟机终端t2端口t2-p1连接，同时通过端口s2-p3和虚拟机终端t3端口t3-p1连接。  经过用户修改后，交换机s2的端口s2-p2连接新的路由器r2的端口r2-p2，终端t3被删除，交换机s2端口s2-p3不连接任何节点了。新路由器r2的端口r2-p1连接着路由器r1端口r1-p3。路由器r1端口r1-p2不连接任何节点了。  下面详细介绍如何增量计算网络关系变更。   1. 涉及的数据结构   1.1节点网络关系数据结构核心内容  {  "network\_id": "2343252345", //网络id  "node\_id": "s1", //衍生网络的节点id  "connect\_ports": [ // 网络连接关系  {  "from": "s1-p1", // 出发端口  "to": "t1-p1" // 目的端口  },  {  "from": "s1-p2", // 出发端口  "to": "r1-p1" // 目的端口  }  ]  }  如上结构，为Network节点网络关系的存储结构。network\_id为网络的唯一标识id，使用标准的uuid生成器生成。node\_id为衍生该网络的节点id，本系统将网络和节点之间的关系分为节点衍生网络和节点接入网络。两者的定义见下面步骤2。connect\_ports为当前网络中接入的端口，有多组，一组是一条连线，连线的一端是from出发端口，另外一段是to目的端口。from出发端口都是node\_id对应的节点的端口。  1.2节点信息数据主要内容  {  "node\_id": "s1",  "node\_type": "1", //节点类型分为0-终端 1-交换机 2-路由器  "access\_networks": [  ],  "derive\_networks": [  {  "network\_id": "2343252345",  "node\_id": "s1",  "connect\_ports": [  {  "from": "s1-p1",  "to": "t1-p1"  },{  "from": "s1-p2",  "to": "r1-p1"  }  ]  }  ],  "ports": [  {  "port\_id": "s1\_p1",  "network\_id": "2343252345",  "src\_element": "指向当前节点的引用"  },  {  "port\_id": "s1-p2",  "network\_id": "2343252345",  "src\_element": "指向当前节点的引用"  }  ]  }  如上数据结构为节点Node的结构，每个节点均持有derive\_networks节点衍生网络信息和access\_networks节点接入网络信息。这两个字段的类型都是List<Network>。同时节点Node还持有其拥有的端口的信息，相关信息存放在其持有的List<Port> ports中。每个节点的端口数据ports是根据拓扑就确定的，其衍生网络和接入网络数据，是本系统特殊定义的概念，数据计算过程见下面步骤2。   1. 拓扑第一次构建时，节点网络关系的生成过程   节点网络关系的生成过程，其实就是每个节点的derive\_networks节点衍生网络信息和access\_networks节点接入网络信息的计算过程。   * 1. 节点排序，得到排序后的节点的集合List<Node>   计算节点网络关系前，要先根据节点的类型，对节点进行排序。节点类型分为终端、路由器、交换机，类型相同，则根据节点id排序。节点类型中交换机排在最前面，然后是路由器类型，最后是终端类型。   * 1. 遍历节点集合List<Node>，生成节点网络关系。   2.2.1维护一个全局的端口和网络的映射关系Map<Port, Network> portToNetworkMap。  2.2.2遍历节点集合List<Node>，对于其中的每个节点，执行下面步骤。  2.2.3 初始化一个默认网络（初始化一个网络具体是使用标准uuid生成器设置上网络id，其它都设置为空，下同） Network defaultNetwork，处理当前节点，遍历该节点所有的连线端口List<Port> ports，对于其中的每个节点，执行下面步骤。  2.2.4 对于当前端口Port port  2.2.4.1 判断portToNetworkMap是否包含当前端口port，如果包含，执行2.2.4.1下面步骤。  2.2.4.1.1 使用portToNetworkMap.get(port)获取到当前port对应网络Network target\_network，如果当前节点node的access\_networks和derive\_networks都不包含当前target\_network，则将target\_network加入到当前节点node的access\_networks中，否则当前端口port的处理结束。  2.2.4.2 判断portToNetworkMap是否包含当前端口port，如果不包含，执行2.2.4.2下面步骤。  2.2.4.2.1 如果当前节点类型node\_type为0或者1，即终端类型或者交换机。defaultNetwork的node\_id为当前遍历节点的node\_id。  2.2.4.2.1.1 当前端口port所在连线的另外一侧端口为Port connect\_port，设置portToNetworkMap.put(port, defaultNetwork), portToNetworkMap.put(connect\_port, defaultNetwork)。同时defaultNetwork.getConnectPorts.add(port, connect\_port)。即portToNetworkMap中添加key为port，value为defaultNetwork的映射；添加key为connect\_port，value为defaultNetwork的映射。以及defaultNetwork的connect\_ports添加from为port，to为connect\_port的端口对。同时port和connect\_port的network\_id值都设置为defaultNetwork的network\_id。  2.2.4.2.1.2 如果当前节点node的access\_networks和derive\_networks都不包含defaultNetwork, 则将defaultNetwork加入到当前节点的derive\_networks中。  2.2.4.2.2 如果当前节点类型node\_type为2，路由器。  2.2.4.2.2.1 初始化一个网络Network currentNetwork。currentNetwork的node\_id为当前遍历节点node的node\_id  2.2.4.2.2.2 当前端口port所在连线的另外一侧端口为Port connect\_port，设置portToNetworkMap.put(port, currentNetwork), portToNetworkMap.put(connect\_port, currentNetwork)。同时defaultNetwork.getConnectPorts.add(port, connect\_port)。即portToNetworkMap中添加key为port，value为currentNetwork的映射；添加key为connect\_port，value为currentNetwork的映射。以及currentNetwork的connect\_ports添加from为port，to为connect\_port的端口对。同时port和connect\_port的network\_id值都设置为currentNetwork的network\_id。  2.2.4.2.2.3 如果当前节点node的access\_networks和derive\_networks都不包含currentNetwork, 则将currentNetwork加入到当前节点的derive\_networks中。  2.3 完成节点网络管理处理化。在示例拓扑图中，按照2.1~2.2步骤描述，我们可以得到这样一个节点网络关系：  2.3.1交换机s1衍生网络derive\_networks中只有一个元素network1，接入网络access\_networks为空。network1的node\_id为s1的node\_id。包含的端口连接对connect\_ports为(s1-p2,r1-p1)、(s1-p1,t1-p1)两个， 连接对第一个元素为from，第二个元素为to。  2.3.2交换机s2衍生网络derive\_networks中也只有一个元素network2，接入网络access\_networks为空。network2的node\_id为s2的node\_id。包含的端口连接对connect\_ports为(s2-p2,r1-p2)、(s2-p1,t2-p1)、(s2-p3,t3-p1)。  2.3.3终端t1的衍生网络derive\_networks为空，access\_networks有一个元素为network1。  2.3.4终端t2的衍生网络derive\_networks为空，access\_networks有一个元素为network2。  2.3.5终端t3的衍生网络derive\_networks为空，access\_networks有一个元素为network2。  2.3.6路由器r1的衍生网络derive\_networks为空，access\_networks有两个元素是network1和network2。  2.4得到此关系后，我们遍历所有节点的derive\_networks，得到所有衍生网络集合List<Network> all\_networks，并将其持久化。同时将节点信息和端口信息持久化。   1. 对拓扑实例进行修改后，清理无效的节点网络关系。   此步骤比较拓扑修改前后，节点和节点连线端口的变化，将由于节点网络关系变化导致节点端口中network\_id字段记录的无效网络信息清空。便于步骤4能正确计算出拓扑变更前后有效的节点网络关系。下面详细介绍如何清理无效的节点网络关系。  3.1比较拓扑实例修改前后拓扑，修改前拓扑记为old\_topo，修改后拓扑记为new\_topo  3.2遍历new\_topo中所有节点，对于其中每个节点new\_topo\_node做如下操作。  3.2.1 当前节点id为new\_topo\_node.node\_id。检查old\_topo中是否存在相同节点id的节点。  3.2.2 如果old\_topo中不存在相同节点id的节点，此new\_topo\_node为新增节点，此节点所有的端口的network\_id信息置空。  3.2.3 如果old\_topo中存在相同节点id的节点，记为old\_topo\_node。遍历new\_topo\_node的所有端口，对于每个端口new\_topo\_node\_port做如下操作  3.2.3.1 当前端口id为new\_topo\_node\_port.port\_id，检查old\_topo\_node中是否存在端口id和new\_topo\_node\_port.port\_id相同。  3.2.3.2 如果不存在相同id的端口，则说明new\_topo\_node\_port为新端口，端口的network\_id信息应该为空  3.2.3.3如果存在相同id的端口old\_topo\_node\_port，在new\_topo中获取new\_topo\_node\_port所在连线另外一端的端口new\_topo\_node\_connect\_port。在old\_topo中获取old\_topo\_node\_port所在连线的另外一端的端口old\_topo\_node\_connect\_port。  3.2.3.4 如果new\_topo\_node\_connect\_port为空，old\_topo\_node\_connect\_port为空，则说明拓扑修改前后new\_topo\_node\_port对应的端口都是没有接入任何连线的，new\_topo\_node\_port.network\_id信息保持不变。  3.2.3.5如果new\_topo\_node\_connect\_port不为空，old\_topo\_node\_connect\_port为空，则说明拓扑修改前new\_topo\_node\_port端口是没有连线的，修改后增加了这个端口的连线。new\_topo\_node\_port.network\_id置空。  3.2.3.6 如果new\_topo\_node\_connect\_port为空，old\_topo\_node\_connect\_port不为空，则说明拓扑修改前new\_topo\_node\_port端口有连线，修改后删除了连线。将new\_topo\_node\_port.network\_id置空。  3.2.3.7 如果new\_topo\_node\_connect\_port不为空，且old\_topo\_node\_connect\_port也不为空。  3.2.3.7.1 如果new\_topo\_node\_connect\_port.port\_id和old\_topo\_node\_connect\_port.port\_id相同，则说明拓扑修改前后连线没有变化，不需要处理。  3.2.3.7.2 如果new\_topo\_node\_connect\_port.port\_id和old\_topo\_node\_connect\_port.port\_id不同，说明拓扑修改前后new\_topo\_node\_port连接的端口发生了变化，将new\_topo\_node\_port.network\_id置空。  3.2.3.7.2.1如果当前节点类型new\_topo\_node.node\_type为交换机，遍历new\_topo\_node下面所有端口  3.2.3.7.2.1记当前端口为sw-p，记当前端口所在连线对端端口为sw-connect-p。将sw-p.network\_id置空，同时如果sw-connect-p不为空，将sw-connect-p.network\_id置空。  3.3 由此，完成清理无效的节点网络关系。  3.4 按照步骤3表述规则，示例拓扑图中清理无效节点网络关系情况如下  3.4.1 终端t1所有的端口连线都没有改变，不做任何处理。  3.4.2 交换机s1所有的端口连线都没有改变，不做任何处理。  3.4.3 路由器r1的端口r1-p1连线没有发生变化，不需要处理；端口r1-p2连线删除，r1-p2.network\_id置空；端口r1-p3连线新增，r1-p3.network\_id应该为空。  3.4.4 路由器r2为新增节点所有端口的network\_id都应该是空。  3.4.5 交换机s2端口s2-p2的连线发生变化，其端口s2-p2、s2-p1以及端口所在连线的对端端口t2-p1、r2-p2的network\_id都需要置空。  3.4.6 终端t2按照3.4.5描述，端口t2-p1的network\_id被置空。  3.4.7 终端t3在拓扑修改前后被删除，在步骤3中不涉及处理。   1. 计算不变的节点网络关系   步骤2完成了修改前拓扑的网络关系初始化，用户修改拓扑后，我们需要根据老拓扑的记录的节点网络关系和新拓扑的节点和节点的连线关系变化，增量计算出节点网络关系。步骤3清理了由于拓扑变化而无效的节点网络关系。步骤4开始计算有效的节点网络关系。即根据新拓扑中节点端口的network\_id数据和步骤2生成的all\_networks，加载节点的衍生网络derive\_networks和接入网络access\_networks。因为经过步骤3处理，所以步骤4获得的节点网络关系是拓扑修改前后没有发生变化的节点网络关系。此关系需要经过后面步骤处理新拓扑新增的节点网络关系才能最终获取到新拓扑完整的节点网络关系。  下面详细介绍如何计算不变的有效节点网络关系。   * 1. 获取所有衍生网络集合all\_networks   步骤2，最后持久化了所有衍生网络集合。这里我们重新将其加载到内存中，获取到上次拓扑构建的所有衍生网络集合all\_networks。   * 1. 加载节点衍生网络derive\_networks，使用Map<Port, Network> portToNetworkMap记录节点端口和网络之间的映射关系   4.2.1遍历编辑后拓扑中所有节点，获取节点node\_id到节点信息node的映射管理，存放到Map<String, Node> nodeIdToNodeMap中。  4.2.2遍历all\_networks，对于其中每一个网络network，做如下操作。  4.2.2.1遍历拓扑中所有节点，对于每个节点node做如下操作  4.2.2.1.1遍历当前节点端口ports，对于每一个端口port，做如下处理  4.2.2.1.1.1如果port.network\_id为空则略过当前端口处理。  4.2.2.1.1.2 如果port.network\_id不为空，且port.network\_id和network.network\_id不相同，略过当前端口处理。  4.2.2.1.1.3如果port.network\_id不为空，且port.network\_id和network.network\_id相同，获取到当前port所在连线的对端端口connect\_port。  4.2.2.1.1.3.1如果connect\_port为空，则将(port,null)加入到network.connect\_ports中，同时portToNetworkMap添加key为port，value为network的映射关系。  4.2.2.1.1.3.2如果connect\_port不为空。  4.2.2.1.1.3.2.1如果connect\_port.network\_id和network.network\_id相同。  4.2.2.1.1.3.2.1.1将(port,connect\_port)加入到network.connect\_ports中。  4.2.2.1.1.3.2.1.2同时portToNetworkMap添加key为port，value为network的映射关系；添加key为connect\_port，value为network映射。  4.2.2.1.1.3.2.1.3connect\_port.node\_id为连线对端端口归属的节点，通过nodeIdToNodeMap.get(connect\_port.node\_id)获取到对端节点Node connect\_node，将当前网络network加入到对端节点的接入网络中，connect\_node.add(network)。  4.2.2.1.1.3.2如果connect\_port.network\_id和network.network\_id不相同，出现拓扑数据异常，中止当前所有流程。  4.2.2.2衍生当前网络network的节点node\_id为network.node\_id。nodeIdToNodeMap.get(node\_id)获取到对应的节点信息node。  4.2.2.2.1如果当前网络network.connect\_ports不为空，则将当前network加入到节点node的衍生网络序列中，node.derive\_networks.add(network)。  4.2.2.2.2如果当前网络network.connect\_ports为空，则不做任何处理。   * 1. 至此，完成计算不变的节点网络关系。   2. 按照步骤4所述规则，示例拓扑图中计算不变的节点网络关系结果如下：   4.4.1交换机s1衍生网络derive\_networks中只有一个元素network1，接入网络access\_networks为空。network1的node\_id为s1的node\_id。包含的端口连接对connect\_ports为(s1-p2,r1-p1)、(s1-p1,t1-p1)两个，连接对第一个元素为from，第二个元素为to。  4.4.2交换机s2衍生网络derive\_networks为空，接入网络access\_networks也为空。  4.4.3终端t1的衍生网络derive\_networks为空，access\_networks有一个元素为network1。  4.4.4终端t2的衍生网络derive\_networks为空，access\_networks也为空。  4.4.5终端t3是拓扑修改后被删除节点，在步骤4无须处理。  4.4.6路由器r1的衍生网络derive\_networks为空，access\_networks有一个元素是network1。  4.4.7路由器r2是新节点，其衍生网络derive\_networks和access\_networks都为空。   1. 计算新增的节点网络关系   计算新增的节点网络关系，即是对每个节点重新执行步骤2。步骤3，4已经将拓扑修改后没有变化的节点网络关系计算完毕。每个计算完毕的端口都尤其对应的网络，这个关系记录在4.2的portToNetworkMap中。如果当前节点的某个端口没有在这个Map中获取到映射的网络，则说明这个端口的网络关系需要重新进行计算，因此在portToNetworkMap中没有获取到映射网络的端口，需要重新执行步骤2.2来补充新增的节点网络关系。  5.1针对编辑后的拓扑new\_topo执行步骤2.1对其节点进行排序。遍历排序后节点，记当前节点为new\_topo\_node。  5.2 对当前的每个节点new\_topo\_node执行上面2.2下面的所有步骤，其中2.2.1声明的portToNetworkMap值为步骤4.2的portToNetworkMap的值。  5.3 按照步骤5.1~5.2所属规则，示例拓扑图中新拓扑最终的节点网络关系如下。  5.3.1交换机s1衍生网络derive\_networks中只有一个元素network1，接入网络access\_networks为空。network1的node\_id为s1的node\_id。包含的端口连接对connect\_ports为(s1-p2,r1-p1)、(s1-p1,t1-p1)两个，连接对第一个元素为from，第二个元素为to。  5.3.2交换机s2衍生网络derive\_networks中有一个元素network3，接入网络access\_networks为空。network3的node\_id为s2的node\_id。包含的端口连接对connect\_ports为(s2-p1,t2-p1)、(s2-p2,r2-p2)。  5.3.3终端t1的衍生网络derive\_networks为空，access\_networks有一个元素为network1。  5.3.4终端t2的衍生网络derive\_networks为空，access\_networks有一个元素为network3。  5.3.5终端t3是拓扑修改后被删除节点，不在编辑后拓扑new\_topo中，在步骤5无须处理。  5.3.6路由器r1的衍生网络derive\_networks有一个元素为network4。access\_networks有一个元素是network1。network4的node\_id为r1的node\_id。包含的端口连接对connect\_ports为(r1-p3,r2-p1)一个。  5.3.7路由器r2是新节点，衍生网络derive\_networks为空，access\_networks有两个元素为network3、network4。   1. 计算需要删除和新增的网络   记拓扑被修改前构建时所有节点的衍生网络的集合为A，记拓扑被修改后，经过步骤3~5处理，新拓扑所有节点的衍生网络的集合为B。需要删除的网络即为A-B，新增的网络即为B-A。具体执行步骤如下：  6.1步骤2.4持久化了拓扑被修改前构建时所有节点的衍生网络的集合List<Node> allNetworks。  6.2 取得执行完步骤5后的编辑后的拓扑new\_topo。用List<Node> allNetworksForNewTopo记录新拓扑的所有衍生网络。  6.3遍历new\_topo所有节点，对于每个节点current\_node。  6.3.1 将current\_node的衍生网络添加进allNetworksForNewTopo。allNetwoksForNewTopo.addAll(current\_node.derive\_networks)。  6.4遍历allNetworks，对于allNetworks下面的元素network执行下面操作。  6.4.1如果network不存在于allNetworksForNewTopo则network是需要被删除的网络。  6.5遍历allNetworkForNewTopo，对于allNetworkForNewTopo下面元素new\_topo\_network执行下面操作  6.5.1如果new\_topo\_network不存在于allNetworks则new\_topo\_network是需要新增的网络。  6.6 按照步骤6所属规则，示例拓扑图中，需要被删除的网络为network2，新增网络为network3、network4。   1. 根据计算出的新的节点网络关系，操作新增删除变更网络、虚拟机资源。   经过上述步骤1~6，我们可以得到编辑后拓扑的节点网络关系。对于新增的网络，直接创建即可。对于删除的网络，直接删除即可。对于新增的节点，已经生成了其新的节点网络关系，直接创建即可。对于删除的节点，直接删除即可。对于网络发生变更的节点，拥有其修改前的衍生网络、接入网络关系和其修改后的衍生网络、接入网络关系，直接根据两者变化，变更此节点虚拟机的网卡接入的网络即可。  具体按示例拓扑图展示的拓扑修改情况，需要执行如下操作:   * 1. 删除网络network2   2. 新增网络network3、network4。   3. 终端t3拓扑修改后节点被删除，虚拟机资源进行回收。   4. 终端t1拓扑修改后节点存在，且修改前衍生网络derive\_networks为空，access\_networks有一个元素为network1，修改后衍生网络derive\_networks为空，access\_networks有一个元素为network1。其拓扑修改前后其衍生网络和接入网络没有任何变化，因此无须任何处理。   5. 交换机s1拓扑修改后节点存在，且修改前衍生网络derive\_networks中只有一个元素network1，接入网络access\_networks为空，修改后衍生网络derive\_networks中只有一个元素network1，接入网络access\_networks为空。其拓扑修改前后其衍生网络和接入网络没有任何变化，对应的网络资源network1不需要任何操作。   6. 路由器r1拓扑修改前衍生网络derive\_networks为空，access\_networks有两个元素是network1和network2。根据network1.connect\_ports，r1的端口r1-p1对应网卡接入网络network1，根据network2.connect\_ports，r1的端口r1-p2对应网卡接入网络network2。拓扑修改后，路由器r1的衍生网络derive\_networks有一个元素为network4。access\_networks有一个元素是network1。端口r1-p2对应的网卡不再接入网络network2；端口r1-p3对应网卡接入网络network4；端口r1-p1对应网卡接入网卡不需要变更。   7. 路由器r2是新增节点，其衍生网络derive\_networks为空，access\_networks有两个元素为network3、network4。端口r2-p1对应网卡接入网络network4；端口r2-p2对应网卡接入网络network3。   8. 交换机s2拓扑修改前衍生网络derive\_networks中只有一个元素network2，接入网络access\_networks为空。拓扑修改后衍生网络derive\_networks中只有一个元素network3，接入网络access\_networks为空。其拓扑修改前后衍生网络由network2变更到network3。   9. 终端t2拓扑修改前衍生网络derive\_networks为空，access\_networks有一个元素为network2。拓扑修改后衍生网络derive\_networks为空，access\_networks有一个元素为network3。端口t2-p1对应网卡接入网络从network2变更到network3。 | |
| **五、本发明或实用新型的关键改进点：**提炼出技术方案的关键改进点（即哪些改进点是重点想要保护的创新内容），列出1、2、3……以提醒代理人注意，便于代理人撰写权利要求书。 |
| 1.本专利提出一种算法能够计算已构建的拓扑修改后，其节点网络关系的变化，根据计算的节点网络关系变化结果，可以对已构建的拓扑进行增量修改，而不需要先回收全部资源，然后重新执行全构建流程。 |
| **六、本发明或实用新型取得的有益效果：**结合本发明创造，写明其与现有技术相比具有的优点：比如产率、质量、精度和效率的提高，能耗、原材料、工序的节省；加工、操作、控制、使用的简便等。注意要结合技术方案中的改进点说明，做到有理有据。 |
| 本专利提出一种算法能够计算已构建的拓扑修改后，其节点网络关系的变化，根据计算的节点网络关系变化结果，可以对已构建的拓扑进行增量修改，而不需要先回收全部资源，然后重新执行全构建流程。增量修改相对于先全局回收然后重新构建可以   1. 性能极大提高。拓扑的构建涉及到网络、CPU、内存、磁盘的大量操作，支持对已构建的拓扑进行增量修改，可以极大优化修改过程中不必要的网络、CPU、内存、磁盘资源占用和操作。 2. 增量修改对于拓扑修改前后任然存在的节点，不会回收其磁盘资源，在拓扑修改前产生的业务数据，在修改后可以保留。 |
| **七、本发明或实用新型的替代方案：**1、如有替代方案，请详尽写明，以提供足够多的具体实施方式，有助于使专利的保护范围更宽。2、替代方案可以是部分结构、器件、方法步骤的替代，也可以是完整技术方案的替代。 |
| **无。** |

注意：

1.代理人并不是技术专家，交底书要使代理人能看懂，尤其是背景技术和详细技术方案，一定要写的全面、清楚。

2.英文缩写有中文译文，避免使用英文单词，最好在术语解释部分给出。

3.**全文对同一事物的叫法应统一，避免出现一种东西多种叫法。**

4.认为需要保密的地方可在交底书中注明，对代理人不必保密。

5.专利法规定：

1）专利必须是一个技术方案，应该阐述发明目的是通过什么技术方案来实现的，不能只有原理，也不能只做功能介绍；

2）专利必须充分公开，以本领域技术人员不需付出创造性劳动即可实现为准。