بسم الله الرحمن الرحیم

داکیومنشن هسته

سالوس

SALOOS

# مقدمه

## بررسی اجمالی

با نام و یاد خدا شروع می کنیم

این سیستم توسط سامان سلطانی، جواد عوض زاده کاکرودی و محمد حسن صالحی حاجی آبادی نوشته شده است.

البته از آقایان رضا محیطی و احمد کریمی به خاطر توسعه این سیستم تشکر می کنیم.

## ویژگی ها

این سامانه ویژگی های زیادی خواهد داشت!
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# اصول اولیه

## ساخت یک ماژول مستقل

*اطلاعات هر ماژول درون یک پوشه با نام دلخواه ذخیره می‌شود. البته می‌توان برای سهولت کار ماژول ها را دسته بندی کرد و هر چند ماژول درون یک پوشه قرار گیرد*

*برای مثال شما ماژولی برای ورود کاربران خواهید داشت، می‌توانید به دو صورت زیر عمل کنید:*

mkdir /project/login

mkdir /project/users/login

توضیحات« در این نوشتار پوشه project همان پوشه content می باشد».

مثالی دیگر برای گروه بندی ماژول ها:

در نظر بگیرید که شما ماژول اخبار دارید، در این صورت نیاز است تمامی ماژول های مرتبط با اخبار را در پوشه news قرار دهید پس:

news/

news/home

news/add

news/option

news/tag

news/api

درون هر ماژول فایل‌های مرتبط با آن قرار می‌گیرد. این فایل‌ها شامل

view.php – model.php – controller.php – display.html

بر حسب نیاز می‌باشد که توضیحات آن خواهد آمد.

حال به فرایند فراخوانی ماژول ها در url می‌پردازیم .

اگر آدرس url شما آدرس حقیقی فولدر ماژول باشد، اولین اقدامی که صورت میگیرد، سیستم به فایل controller.php آن پوشه مراجعه می کند. یعنی:

url: <http://host.dev/news/add>

look in: /project/news/add/controller.php

اگر این فایل پیدا شد وارد تابع config آن می شود.

نکته مهم: « در تمامی این هسته تابع config حکم کانستراکتور دارد و به محض فراخوانی فایل این تابع اجرا می شود».

اما اگر این پوشه فایل controller نداشت، سیستم یک پوشه به عقب باز می‌گردد و وارد پوشه home می‌شود و فایل controller پوشه home را اجرا می کند. یعنی:

url: <http://host.dev/news/add>

**404 Not Found =>** /project/news/add/controller.php

look in: /project/news/home/controller.php

در این فایل شما مشخص می‌کنید که هر آدرس به کدامین پوشه منتقل شود. (توضیحات در قسمت controller )

حال سؤال اینجاست اگر آدرسی که وارد شده بود پوشه حقیقی نداشت، سیستم به چه صورت عمل می کند؟

اگر آدرس پوشه حقیقی وجود نداشت سیستم با مراجعه به پوشه home/home ور کسب تکلیف از controller آن وضعیت خود را مشخص می‌سازد پس در هر صورت باید ماژولی با مشخصات زیر در پروژه وجود داشته باشد:

project/home/home/controller.php

نکته اینکه index هر ماژول همان پوشه home می‌باشد یعنی اگر بعد از نام ماژول هیچ آدرسی نخورده باشد سیستم وارد پوشه hoem آن ماژول شده و اجرا می شود.

درضمن شما می توانید یک پوشه دیگر هم داخل بروید، اما به نظر من پوشه سوم که اسمش را پوشه فرزند گذاشتم را نگه دارید برای ماژول های وابسطه .مثلا:

profile/user/add

حال نحوه استقلال یک ماژول از کنترل (controller) آن ماژول فهمیده می شود، پس ماژولی که کنترلر داشته باشد یعنی یک ماژول مستقل است و می توان با آدرس دهی در صر صفحه مرورگر آن را فراخوانی کرد.

هر ماژول مستقل علاوه بر فایل controller.php که اجباری است و مشخص کننده استقلال ماژول است می تواندفایل های زیر را نیز داشت باشد:

**view.php:**

تنظیمات پویا جهت آماده سازی حالت نمایشی و ارسال به فایل display.html

**display.html:**

تگ ها، نشانک ها و کد های twig

**model.php:**

این فایل همان ساختار فایل model در حالت اجرایی MVC می باشد. که در این فایل کوئری ها، دریافت پست ها و ... صورت می گیرد. **مثال**

home/home/controller.php

<?php

class controller extends main\_controller{

function config(){

}

}

?>

برای کار در هر فایل کافیست کلاسی با نام همان فایل ایجاد کنید و در آن کلاس اصلی آن را extends کیند

**/project/home/home/controller.php**

<?php

class controller extends main\_controller{

function config(){

}

}

?>

**/project/home/home/view.php**

<?php

class view extends main\_view{

function config(){

}

}

?>

**/project/home/home/model.php**

<?php

class model extends main\_model{

function config(){

}

}

?>

**/project/home/home/display.html**

{% extends layout %}

{%block content%}

{%endblock%}

فایل‌های یک ماژول با کمی باز می‌کنیم :

## **view.php**

وظیفه این فایل ایجاد و مدیریت آیتم ها و مقادیری است که در فایل display.html قرار است نمایش داده شود.

فرض کنید شما می‌خواهید لیستی از کاربران خود را ایجاد کرده و نماش دهید، ایجاد این لیست در این فایل صورت می‌پذیرد و مقادیر آن به فایلdisplya.html ارسال شده تا در تگ ها جایگزاری شود.

به مثال زیر توجه کنید:

**/project/users/list/view.php**

<?php

class view extends main\_view{

function config(){

$users = array('name' =>'reza');

$this->global->list\_of\_users = $users;

}

}

?>

**/project/users/list/display.html**

{% extends layout %}

{%block content%}

{%for key, link in global.list\_of\_users%}

<a>{{link.name}}</a>

{%endfor%}

{%endblock%}

با این کار لیستی از طریق متغیر users$ تعریف شده بود در فایل display.html نمایش داده می‌شود .

حال سؤال اینجاست، اگر ما بخواهیم این لیست را از دیتابیس استخراج کنیم، چه کنیم؟

نکته اینکه از داخل فایل view.php نمی‌توان مستقیم به دیتابیس وصل شد و مقادیر را استخراج کرد برای این کار از روش زیر عمل می کنیم:

ابتدا در فایل model.php همان ماژول یک تابع با نام مورد نظر می سازیم:

البته اسم مورد نظر را بعد از کاراکتر «\_sql» قرار دهید.

/project/users/list/model.php

<?php

class model extends main\_model{

function config(){

}

**public function sql\_list\_of\_users() {**

**# return result query**

**}**

}

?>

این تابع با متصل شدن به دیتابیس و دریافت مقادیر مورد نظر، مقادیر را return می کند.

حال درون فایل view.php اگر به صورت زیر عمل کنیم به مقادیر ارسال شده توسط این تابع از دیتابیس می رسیم:

/project/users/list/view.php

<?php

class view extends main\_view{

function config(){

**$users = $this->sql(“#list\_of\_users”);**

$this->global->list\_of\_users = $users;

}

}

?>

چرا از نماد «#» در اول نام تابع sql استفاده کردیم؟

دو نماد «#» و «.» در اول نام توابع sql زمانی که بخواهند در view.php استفاده شوند به کار می رود.

نماد «#» یعنی تابع sql که در حال فراخوانی هست مختص به همین ماژول و درون مودل همین ماژول موجود است.

نماد «.» یعنی تابع sql که در حال فراخوانی است درون پوشه cls/query قرار دارد.

این نماد ها از زبان برنامه نویسی css الهام گرفته شده است. اگر شما کوئری داشته باشید که مختص به ماژول خاصی نباشد و در چندین و چند جا از آن استفاده شود می‌توانید آن را به صورت یک کلاسcss تعریف کنید. و آن را در پوشه cls/query قرار داده تا در هر جایی از پروژه خواستید از آن استفاده کنید تنها با کاراکتر «.» در دسترس باشد.

اما اگر sql شما فقط مختص به همین ماژول و درون مودل همین ماژول است از نماد «#» (فراخوانی آیدی تگ در css) استفاده می کنید.

اگر بخواهید متغیری را از فایلview.php به تابع sql فراخوانی شده ارسال نمایید به صورت زیر عمل می کنیم:

**/project/users/list/view.php**

<?php

class view extends main\_view{

function config(){

**$users\_id = 1;**

**$users = $this->sql(“#list\_of\_users”, $users\_id);**

$this->global->list\_of\_users = $users;

}

}

?>

**/project/users/list/model.php**

<?php

class model extends main\_model{

function config(){

}

**public function sql\_list\_of\_users($users\_id = false) {**

**# $users\_id = 1**

# return result query

**}**

}

?>

یکی دیگر از کار های فایل vewi.php ساختن فرم‌های ورودی اطلاعات جدول ها می باشد.

شما می‌خواهید فرم ثبت اطلاعات کاربران را بسازید. برای این کار کافیست به صورت زیر عمل کنید:

**/project/users/add/view.php**

<?php

class view extends main\_view{

function config(){

**$f = $this->form(“@users”);**

}

}

?>

**/project/users/add/display.html**

{% extends layout %}

{%block content%}

<form class="ajx" method="post" action="users/add">

**{{forms.make(form.users)}}**

</form>

{%endblock%}

تنها با همین کد شما فرم ورودی اطلاعات جدول users را ساخته اید.

توجه داشته باشید که حتماً باید جدولی با نام users داشته باشید و فایلی با نام users.sql.php در پوشه sql وجود داشته باشد تا فرم آن ساخته شود و برای فراخوانی فرم ساز یک جدول از نماد «@» استفاده می‌شود (مثال های بالا).

تابع form یک متغیر دیگر میگیرد که یا add و یا edit است و مشخص می‌شود حالت استفاده شده از این فرم جهت اصلاح اطلاعات و یا ورودی اطلاعات است.

**/project/users/add/view.php**

<?php

class view extends main\_view{

function config(){

**$f = $this->form(“@users”, “add”);**

# OR

**$f = $this->form(“@users”, “edti”);**

}

}

?>

*توضیحات بیشتر در رابطه با چگونگی ساخته شدن این فرم در قسمت sql*

علاوه بر این موارد می‌توانید در فایل view.php عنوان صفحه،توضیحات صفحه، آدرس پوشه static صفحه و … را در این فایل تغییر دهید که البته در صورتی که هیچ کدام از این مقادیر را تغییر ندهید مقادیر پیش‌فرض در آن قرار می‌گیرد .

برای تغییر متغیر ها می‌توانید از روش زیر استفاده کنید:

<? php

class view extends main\_view {

public function config() {

$this->global->domain = DOMAIN;

$this->global->path = PATH;

$this->global->site\_url = 'http://'.DOMAIN.PATH;

$this->global->site\_static = 'http://'.DOMAIN.PATH.'static/';

$this->global->site\_title = "SALOOS";

$this->global->site\_desc = "saloos Project";

$this->global->page\_title\_spliter = true;

$this->global->page\_title = $this->global->site\_title;

$this->global->page\_desc = $this->global->site\_desc;

}

}

?>

تعریف مقدار پیش‌فرض این مقادیر در آدرس زیر انجام می شود:

/project/main/view.php

## **model.php**

در این فایل ارتباط با دیتابیس و دریافت مقادیر پست شده به صفحهات آنالیز و اجرا می شود.

برای آشنایی با طریقه ارتباط با دیتابیس داکیومنشن sql را مطالعه فرمایید.

اما برای دریافت مقادیر پست شده از صفحهات display.html کافیست به صورت زیر عمل کنید.

فرض کنید شما فرم زیر را در صفحه display.html طراحی کرده اید:

**/project/users/add/display.html**

{% extends layout %}

{%block content%}

<form class="ajx" method="post" action="users/add">

**<input type=”hidden” name=”\_post” value=”add\_users”>**

**<input tyep=”text” name=”usersname” placeholder=”Users Name”>**

**<input tyep=”submit”>**

</form>

**{%endblock%}**

توجه داشته باشید تمامی فرم‌های شما باید یک input از نوع hidden با نام post\_ داشته باشد و مقدار value آن، همان نام تابعی است که در مودل ماژول اطلاعات به آن ارسال می شود. یعنی در مثال بالا اطلاعات این فرم با submit کردن آن به تابعی با نامpost\_add\_users ارسال می شود.

**/project/users/add/model.php**

<?php

class mode extends main\_model{

**function post\_add\_users(){**

**# $\_POST is here**

**}**

}

?>

اما طریقه دسترسی به اطلاعات پست شده:

**/project/users/add/display.html**

{% extends layout %}

{%block content%}

<form class="ajx" method="post" action="users/add">

<input type=”hidden” name=”\_post” value=”add\_users”>

**<input tyep=”text” name=”usersname” placeholder=”Users Name”>**

**<input tyep=”text” name=”password” placeholder=”Password”>**

<input tyep=”submit”>

</form>

{%endblock%}

**/project/users/add/model.php**

<?php

class mode extends main\_model{

function post\_add\_users(){

**$usersname = post::usersname();**

**$passwrod = post::password();**

}

}

**?>**

در حقیقت نام متغیری که به سمت php ارسال می‌شود با به صورت یک تابع بعد از کلاس post به صورت static قرار دهید تا اطلاعات پست شده در دسترس شما باشند.

در این فایل شما می‌توانید مشخص کنید که اگر کد شما به صورت صحیح و کامل اجرا شد سیستم تغییرات را در دیتابیس به صورت کامل ذخیره کند و یا اگر در جایی از کد خطا رخ داده است، سیستم مقادیر وارد شده در دیتابیس را برگرداند علاوه بر این خطا هایی که در ظاهر فرم‌ها نمایش داده می‌شود در این فایل تنظیم می‌شود.

به مثال‌های زیر توجه کنید:

/project/users/add/model.php

<?php

class mode extends main\_model{

function post\_add\_users(){

**# query to insert users**

**$this->commit( function () {**

**# if query is ok (status = 1)**

**});**

**$this->roolback( function () {**

**# if query error (status = 0)**

**});**

}

}

**?>**

توضیح بعدی اینکه چگونه می‌توان در سالوس تولید خطا یا تذکر و یا نمایش پیام درستی عملیات ایجاد کرد؟

برای این کار از کلاس debug\_lib و توابع آن به صورت زیر استفاده می کنیم:

debug\_lib::true(“operation complete”);

debug\_lib::fatal(“insert users failed”);

debug\_lib::warn(“tel is empty!”):

حال این دو قسمت تولید خطا و commit و roolback را با هم ادغام می کنیم، یعنی اگر سیستم بدون خطا اطلاعات را اصلاح و یا اضافه کرد تولید پیام کامل شدن عملیات انجام شود و اگر در ثبت و اصلاح اطلاعات با مشکل مواجه شده بود مورد را تذکر دهد.

/project/users/add/model.php

<?php

class mode extends main\_model{

function post\_add\_users(){

**# query to insert users**

**$this->commit( function () {**

**debug\_lib::true(“operation complete”);**

**});**

**$this->roolback( function () {**

**debug\_lib::fatal(“insert users failed”);**

**});**

}

}

**?>**

حال اگر بخواهید متغیری را به کاربر در حالت‌های خطا و کامل شدن عملیات نمایش دهید، باید به روش زیر عمل کنید:

/project/users/add/model.php

<?php

class mode extends main\_model{

function post\_add\_users(){

# query to insert users

**$users\_id = 1;**

$this->commit( function (**$users\_id = false**) {

debug\_lib::true(“operation complete your id is **$users\_id**”);

} , **$users\_id**);

}

}

**?>**

در این فایل توابع sql که از طریق veiw.php فراخوانی می‌شوند نیز قرار می‌گیرد که توضیحات آن آمد.

## **Controller.php**

این فایل همان‌طور که از اسم آن مشخص است وظیفه کنترل و مدیریت بین ماژول ها را به عهده دارد.

در این فایل شما می‌تواند مشخص کنید که چه آدرس‌هایی به چه پوشه هایی منتقل شوند و یا طریق (سینتکس) درست آدرس‌ها چیست و یا انیکه سطح دسترسی به چه صورت می باشد.

تابع listen

این تابع که دو پارامتر از نوع آرایه دریافت می‌کند وظیفه دارد در صورت صحیح بودن آدرس وارد شده با بررسی و مطابقت آن با آرگومان اول ، صفحه شما را به آرگومان دوم هدایت کند.

مثلاً در صفحه زیر کاربر با وارد کردن آدرس users/list وارد پوشه users/option می شود:

/project/users/add/controller.php

<?php

class controller extends main\_controller {

function config(){

**$this->listen(“url” => array ( “users” , “list”) , array(“users”, “option”));**

}

}

?>

اما این تنها کاربرد این تابع نیست. شما می‌توانید آدرس صفحات را در اینجا درست آزمایی کنید. به عنوان مثال بگویید حتماً آدرس صفحه باید از 3 قسمت تشکیل شود و یا قسمت دوم و سوم حتماً باید از نوع عددی باشند:

/project/users/add/controller.php

<?php

class controller extends main\_controller {

function config(){

**$this->listen( array (**

**“max” => 3,**

**“url” => array( “users” , “/^\d$/” , “/^\d$/”) ,**

**array(“users”, “option”));**

}

}

?>

همان‌طور که می‌بینید با استفاده از ریگولار می‌توانید آدرس‌های خود را مدیریت و درست آزمایی کنید.

میزان دسترسی رو بعداً توضیح میدم. مطمئن نیستم فقط توی پروژه ی حرم اینطوری دسترسی ها کنترل میشه یا توی کل هسته

## display.html

در این فایل کد های html و یا css البته در صورتی که نیاز به اصلاح دستی css داشتید وارد می‌شوند

و یا اینکه قسمت‌هایی از javascript رو درون این فایل می نویسیم.

درون این فایل حتماً باید فایل اصلی display.html لود بشه و با سیستم twig مقادیر مورد نظر جایگزاری بشه

به همین منظور ما در فایل اصلی display.html قسمت‌هایی رو به عنوان content و یا body قرار دادیم و شما می تونید با فراخوانی فایل اصلی و تغییر قسمت‌ها ذکر شده،‌صفحات خودتون رو تولید کنید.

**/project/users/add/display.html**

{% extends layout %} {#require main displya.html #}

{%block content%}

<h1>Hello World<h1>

{%endblock%}

توابعی که در این فایل وجود دارد شامل فرم ساز ها و تک ساز ها می باشد.

مثال برای فرم ساز ها:

/project/users/list/display.html

{% extends layout %}

{%block content%}

<form class="ajx" method="post" action="url">

**{{forms.make(form.table\_name)}}**

</form>

{%endblock%}

این تابع فرم جدول فراخوانی شده را تهیه می کند.

و مثالی برای تگ ساز ها که البته در قسمت sql بیشتر در مورد آن توضیح می دهیم:

/project/users/list/display.html

{% extends layout %}

{%block content%}

**{{tagMaker.list(users\_list)}}**

{%endblock%}

این تابع لیستی از کاربران که از طریق تابع list. به این صفحه منتقل شده است را آماده می کند.

# sql

جدول ها جهت استفاده نیاز به فایلی با نام زیر دارند:

table\_name.sql.php

یعنی اگر شما بخواهید از طریق php به جدول هایتان اطلاعاتی را ارسال و یا دریافت کنید حتماً باید فایلی با نام جدول شما و با پسوند sql درون پوشه sql وجود داشته باشد.

در مقابل جدول هایی هستند که از طریق خود موتور mysql اطلاعات آن‌ها مدیریت می شود. آن جدول ها نیازی به داشتن فایل sql. ندارند.

درون این فایل، مشخصات فیلد ها و اینکه هر فیلد از چه نوعی است، مقدار پیش‌فرض آن چیست؟، برچسب نمایشی آن و … ثبت می‌شود .

علاوه بر موارد بالا، در این فایل مشخص می‌شود که هر فیلد اگر بخواهد نمایش داده شود با چه ظاهر و با چه مشخصاتی در فرم‌های html نمایش داده شود.

کار را با یک مثال به پیش می بریم.

برای مثال ما جدولی با نام users داریم. در این صورت نیاز است درون پوشه sql فایلی با نام users.sql.php وجود داشته باشد.

درون این فایل کلاسی با نام جدول (users) ایجاد می کنیم.

**/project/sql/users.sql.php**

<?php

**class users {**

**}**

?>

درون این کلاس ابتدا تمامی فیلد های جدول ها را به صورت زیر معرفی می‌کنیم

class users {

**public $field = array('type' => 'type of** [**field @ length**](mailto:field@lenght)**' , 'label' => 'label of field');**

}

نوع فیلد همان type درون mysql است برای نمونه

class users {

public $id = array('type' => **'int**[**@1**](mailto:field@lenght)**0**' , 'label' => 'id');

public $username = array('type' => '**varchar**[**@3**](mailto:field@lenght)**2**' , 'label' => 'username');

public $description = array('type' => '**text**[**@**](mailto:field@lenght)' , 'label' => 'description');

public $field = array('type' => '**enum**[**@m**](mailto:field@lenght)**ale,female'** , 'label' => 'label of field');

public $field = array('type' => '**enum**[**@m**](mailto:field@lenght)**ale,female!male**' , 'label' => 'label of field');

}

در دو مورد آخر مثال تفاوت در این است که مورد آخر دارای حالت پیش‌فرض است یعنی اگر فرم اجرا شود به صورت پیش‌فرض فیلد روی male تنظیم شده است ولی در مورد قبلی حالت پیش‌فرض ندارد.

بعد از تعریف نوع و برچسب فیلد ها نوبت به ساخت فرم‌های Html فیلد های می رسد. برای این کار ابتدا باید برای هر فیلد یک تابع با نام همان فیلد ساخت

class users {

public $id = array('type' => 'int[@1](mailto:field@lenght)0' , 'label' => 'id');

public $username = array('type' => 'varchar[@3](mailto:field@lenght)2' , 'label' => 'username');

public $description = array('type' => 'text[@](mailto:field@lenght)' , 'label' => 'description');

public $gender = array('type' => 'enum[@m](mailto:field@lenght)ale,female!male' , 'label' => 'label of field');

**public function id () {}**

**public function username () {}**

**public function description () {}**

**public function gender () {}**

}

درون این توابع چند عملیات صورت می‌پذیرد ابتدا اینکه نوع حالت نمایشی فرم در html مشخص می‌شود که مثلاً این فیلد اگر بخواهد نمایش داده شود در قالب input باشد یا radio یا checkbox

نوع توابعی که با آن‌ها اعتبار سنجی می‌شود مشخص می‌شود برای مثال این فیلد با تابع number اعتبار سنجی شود یا تابع farsi

فرزندان فیلد اگر از نوعenum باشند در توابع تنظیم می‌شوند که فرزندان نمایش داده شوند یا نه.

برای توضیح این قسمت ابتدا باید توابع و کلاس‌های فرم ساز را بررسی کرد.

# فرم ساز ها:

فرم سازها از کلاس forms\_lib فراخوانی می‌شوند .

هر فرم شامل چندین قسمت می باشد.

ابتدا نوع فرم:

منظور از نوع فرم، نوع نمایشی فرم در حالتhtml است. یعنی این فیلد شما مثلاً از نوعinput است و یا از نوع radio

برای مشخص کردن این خصوصیت از روش زیر استفاده می کنیم:

class users {

public $id = array('type' => 'int[@1](mailto:field@lenght)0' , 'label' => 'id');

public $username = array('type' => 'varchar[@3](mailto:field@lenght)2' , 'label' => 'username');

public $description = array('type' => 'text[@](mailto:field@lenght)' , 'label' => 'description');

public $gender = array('type' => 'enum[@m](mailto:field@lenght)ale,female!male' , 'label' => 'label of field');

public function id () {}

public function username () {

**$this->form(“text”);**

}

public function description () {}

public function gender () {}

}

با این کار اگر فیلد username بخواهد نمایش داده شود یک input از نوعtext خواهد بود.

خصوصیات بعدی که یک فرم به خود می‌گیرد در مثال زیر روشن است:

public function username () {

**$this->form(“text”)->name(“username”)**

**->label(“نام کاربری “)**

**->pl(“نام کاربری خود را وارد کنید”)**

**->addClass(“classname”);**

}

و در خروجی این فرم خواهیم داشت:

<label for=”**username**”>**نام کاربری** </label>

<input type=”**text**” name=” **username**” placeholder=“**نام کاربری خود را وارد کنید**” class=”**classname**” id=”**username**”>

اما یک سری از فرم‌ها هستند که به صورت تکراری در پروژه استفاده خواهند شد به عنوان مثال در یک پروژه می‌تواند چندین فیلد از نوعinput و text باشد. برای این کار لازم نیست ما درون هر کدام از توابع این فلید ها در فایلsql مربوطه فرم آن را ایجاد کنیم بلکه می‌توانیم یک بار فرمی با مشخصات لازم را طراحی کرده و در مواقع نیاز آن را فراخوانی کنیم.

اصطلاحاً به این کار عملیات extend کردن فرم‌ها می گویند.

فرم‌های مورد نیاز در فایلی ساخته می‌شوند و هر کجا که نیاز به استفاده از آن‌ها بود با صدا زدن نام فرم به همراه کاراکتر «#» فراخوانی می شوند.

برای اینکه فرمی را به صورت عمومی و یا حالتextend تولید کنید وارد پوشه forms شوید و فایلExtends.cls.php را باز کنید.

در اینجا به اصل موتور forms\_lib متصل هستیم پس برای ساختن فرم از تابع form استفاده نمی‌کنیم بلکه از تابعmake استفاده خواهیم کرد.

برای ساختن یک فرم عمومی ابتدا برای آن نامی اختصاص داده و فرم را درون آن قرار می دهیم.

**class forms\_Extends\_cls extends forms\_lib{**

**function \_\_construct(){**

**$this->username = $this->make("text")->name("username")**

**->label(“نام کاربری “)**

**->pl(“نام کاربری خود را وارد کنید”)**

**->addClass(“classname”);**

**}**

**}**

با ایجاد شدن کد بالا در فایلusers.sql.php دیگر نیازی به نوشتن فرم نیست بلکه به صورت زیر فرم username فرخوانی می شود.

public function username () {

**$this->form(“#username”);**

}

اما برای اعتبار سنجی فرم‌ها از توابع validate استفاده می‌کنیم .

ما قبلاً توابع اعتبار سنجی خود را تولید کرده‌ایم و اکنون فقط از آن‌ها استفاده خواهیم کرد. (مراجعه به قسمت validate)

/project/sql/users.sql.php

public function username () {

$this->form(“#username”)**->validate()->number();**

}

با فراخوانی تابع number سیستم به فایل validateExtends.cls.php مراجعه کرده و مقداری وارد شده در این فیلد را به آن تابع ارسال می‌کند و آن را اعتبار سنجی می کند.

Form->number

form->set

# validate

برای ارزش گزاری بر روی هر مقدار باید ابتدا تابع آن نوشته شود که مقدار را بگیرد و در صورتی صحیح بودن return true بدهد و اگر مقدار مطابق استاندارد های شما نبود return false را تولید می‌کند

این توابع در فایل validateExtends.cls.php تولید می‌شود

در این فایل یک کلاس با مشخصات زیر تولید کنید:

/project/cls/validateExtends.cls.php

**<?php**

**class validateExtends\_cls{**

**# function**

**}**

**?>**

در این کلاس شما تمامی توابع ولیدیت خود را تولید می کنید.

برای مثال ما می‌خواهیم در پروژه مقادیر عددی را اعتبار سنجی کنیم. یعنی اگر عدد وارد شده بود درست وگرنه اشتباه است.

برای این کار تابع number ر در این فایل ا تولید می‌کنیم.

خوب مقدار ورودی را از کجا دریافت کنیم؟ مقداری که از طریق فرم‌ها به این کلاس ارسال می‌شود در متغیری با نام

**$this->value**

قابل دسترسی است.

پس:

/project/cls/validateExtends.cls.php

<?php

class validateExtends\_cls{

**public function number () {**

**if(!preg\_match("/^\d$/", $this->value)){**

**return false;**

**}else{**

**return true;**

**}**

**}**

}

?>

حال ما تابعی داریم که مقادیر عددی را تشخیص می‌دهد، و می‌توان این را در فرم ساز ها استفاده کرد.

اما این توابع چگونه و به چه صورت استفاده می شوند؟

ا اینجا

در حال توسعه

رضا محیطی

شما در یک قدمی نمایش صفحه تان هستید، چون صفحه نمایش همگی کد های html,twig می باشد، پس مقادیر پویا در تابع config و در زیر شیء $this->data تعریف می شوند، هرنامی را دلتان خواست بگذارید، اما یادتان باشد دو نام global, form رزرو شده است، global برای متغیر های همیشگی همانند نام دامنه، نام زیردامنه، پوشه اصلی سایت، عنوان صفحه و چیزهایی از این قبیل، و form هم برای فرم هایی است که قصد دارید در صفحه بسازید.

و یکسری نام دیگر هم رزرو شده اند:

macro, mainDisplay, extendForm

در خط 4 ما مستقیما در $this->global->title عنوان صفحه را معرفی کردیم، این نام برای سهولت دسترسی می باشد ولی می توانید از محل اصلی خودش فراخوانی کنید که در $this->data->global->title می باشد.

خط 5 هم مثالی از ساخت مقدار پویا می باشد که ما یک نام و مقدار را تعریف کردیم تا نهایتا در display.html جایگذاری نماییم.

{%extends mainDisplay%}

{%block content%}

my title is : {{global.title}}

<h1>{{titlepage}}</h1>

سعدیا مرد نکونام نمیرد هرگز.

{%endblock%}

در خط 1 ما کد های اصلی html سایت که شامل سر صفحه، پاصفحه، منوها و هزاران کد که در هر صفحه ای باید تکرار شود را به صفحه خود اضافه می کنیم، خط 2 و 6 بلوکی تعریف می کنیم، که در پوسته اصلی که در خط 1 جایگذاری شد، رزرو شده است، پس محتویات بین این دو خط در آن بلوک ها جایگذاری می شود.

خط 3 ما از عنوان صفحه را فراخوانی کردیم، این همان عنوانی است که در تب مرورگرتان نمایش داده می شود، برایتان مثال زدیم که اگر نیاز بود در صفحه نام عنوان را داشته باشید، بتوانید استفاده کنید.

خط 4 آن متغیری که در خط 5 فایل view.php تعریف شد.

تبریک می گویم، شما یک ماژول نمایشی ایجاد کردید که به درستی کار می کند.

## ساخت ماژول وابسته

برای این کار شما تمامی حالت های بالا را تکرار می کنید، با این تفاوت که دیگر پوشه و کلاسی به اسم controller نخواهیم داشت. پس در حقیقت کنترل این ماژول چه می شود؟ ناراحت نباشید ما فراموشش نکرده ایم. اگر ما در پوشه سوم یعنی فرزند باشیم، مثلا profile/user/add می خواهیم اگر پوشه add دارای controller نبود کدام ماژول خواند می شود، که در زیر بررسی شده است.

profile/user/add/controller.php => profile/user/add/controller.php

profile/user/add/ no controller! => profile/user/controller.php

profile/user/ no controller! => profile/home/controller.php

profile/home/ no controller! => home/home/controller.php

home/home/ no controller! => bigbang :( go to home sleep

خب امیدوارم که با نقشه بالا روند پیدا کردن کنترل ماژول وابستتون رو پیدا کرده باشین و اینکه هیچ موقع به حالت 5 بر نخورید.

پس شما می توانید، تا حالت 4 ماژول وابسته بسازید، یعنی هرچیزی را می توانید از دید ماژول home/home بگذرانید و همه ماژول هایتان را وابسته کنید، که این به میل خود شماست.

خب بیایید یکسری صفحه پویا درست کنیم، چطور است؟

/javad/noshahr

/saman=ramhormoz

/hasan/cityNumber=12

/javad/cityNumber=13

/saman/cityNumber=14

اگر آدرس های بالا را در آدرس بار مرورگر وارد کنید متوجه می شوید که صفحه پیغام 404 را داده؛ چون این ماژول ها کنترلر و حتی شاید پوشه نداشته باشند.

بی خیال، فکر کردین می خواهیم برای همه این آدرس ها ماژول بسازیم!

اگر خوب متوجه شده باشید، قرار است همه این ماژول های وابسته از کنترلر /home/home استفاده کنند.

پس بیایید در کنترلر قواعدی را بسازیم تا دیگر خطای 404 تولید نشود، و آدرس های ما معتبر باشد.

در تابع config فایل /home/home/controller.php خط های زیر را اضافه نمایید.

$this->listen(array(

"max" => 2,

"url" => array("javad","noshahr")

)

);

$this->listen(array(

"max" => 1,

"url" => array("saman" => "ramhormoz")

)

);

$this->listen(array(

"max" => 2,

"url" => array("/.\*/", "cityNumber" => "/^\d+$/")

)

);

برای توضیحات تکمیلی شما را ارجاع می دهم به آموزش [صفحه یاب ها](#_صفحه_یاب_ها_1)، همانطور که مشاهده کردید، اگر صفحات را در مرورگر اجرا کنید دیگر خطای 404 نخواهید داشت.

# ساخت فرم

## ساخت یک فرم عادی

در کلاس view که می سازید تابعی وجود دارد به نام form که می توانید در تابع config از آن استفاده نمایید.

$input = $this->form("text")->label("نام")->addClass("b")->addClass("c")->removeClass("b");

$this->data->formElement[] = $input->compile()

حال در display.php در بلوک content کد های زیر را وارد کنید.

<form class="ajx" method="post">

{{forms.make(formElement)}}

</form>

در مثال بالا شما نوع فرم را در اولین اندیس تابع form می گذارید و بعد شروع می کنید به مقدار دهی بجز توابع بالا هر تابع دیگری را اضافه کنید، مساوی با مقدار attribute فرمتان می شود درضمن اگر در اسم تابع یک \_ زیرخط باشد در قسمت attribute به صورت – دش در می آید. این جا را هم ببینید ساخت عضو خصوصی فرم.

php: $this->form("text")->lable("نام")->data\_type("json")->index\_\_name("one")->href("first.html");

html: <type="text" data-type="json" index\_name="one" href="first.html">

## بیایید مثال را کمی پیچیده تر کنیم.

$inputa = $this->form("#faname")->label("نام");

$inputb = $this->form("#faname")->label("نام پدر");

$this->data->formElement[] = $inputa->compile();

$this->data->formElement[] = $inputb->compile();

اگر به آدرسcore/lib/forms/Extends.lib.php بروید متوجه می شوید که در تابع سازند کلاس یکسری شی برای کلاس تعریف شده است علامت # شما را به آن شی ها هدایت می کند، در حقیقت این ها فرم های پیش ساخته شده هستند. که می توانید فرخوانی کنید و در ادامه ویرایش نمایید. برای اطلاعات بیشتر می توانید به ساخت عضو عمومی فرم مراجعه نمایید.

## چطور است کمی سطح کار را بالا ببریم! خوب نیست!!!!

$form = $this->form(".login");

// $form = $this->forms->login = $this->data->forms['login']

باز اگر به آدرس core/lib/forms بروید متوجه میشوید که فایلی با نام login.php وجود دارد، این همان نامی است که ما در تابع فرم گذاشتیم و قبلش را با نقطه مشخص کردیم، دیگر شما یک گروه فرمی دارید که می توانید از آن استفاده کنید در ضمن اگر فرمی را در view تولید کردید می توانید با سه حالت نام خصوصی، دسترسی از طریق forms و دسترسی از طریق data->forms['login'] داشته باشید، همانند خط 2 مثال بالا. برای اطلاعات بیشتر اینجا را بخوانید ساخت گروه فرمی عمومی.

## چطور است یک حالت دیگر را تست کنیم

home/home/view.php config()

$myForm = $this->form("@login");

home/home/view.php

…

class forms extends forms\_lib{

function login(){

$this->input = $this->make('#hidden')->value('login');

$this->username = $this->make("#username");

$this->password = $this->make("password")->name("password")->label("گذرواژه");

$this->sumbit = $this->make("#submit")->value("ورود");

}

}

در این مثال شما در همان view که می خواهید صفحه را تنظیم کنید کلاسی را با نام forms می سازید و با نام forms\_lib بسط می دهید، هر تابع در این کلاس مشخص کننده نام فرمی است که می خواهید فراخوانی نمایید، که می توانید از هر سه حالت بالاتر آن استفاده کنید. برای اطلاعات بیشتر اینجا را بخوانید ساخت گروه فرمی خصوصی.

تفاوت حالت 3 و 4 این است که در حالت 3 شما زمانی استفاده می کنید که ممکن است یک فرم به طور کلی و یا بیشتر عضو های آن در بیشتر از یک فرم استفاده شود، همانند فرم login که دو عضو نام کاربری و گذرواژه آن در قسمت register نیز کارایی دارد.

درضمن در حالت های 3 و4 دیگر لازم نیست فرم را compile نموده و نامگذاری کنید بلکه در قسمت display می توانید نام فرمتان را بگذارید، ما compile و نامگذاری را به صورت پویا در این دو حالت انجام می دهیم:).

<form class="ajx" method="post">

{{forms.make(form.login)}}

</form>

## ارسال اطلاعات

خب حالا اگر دکمه ارسال را بزنید، شما به صفحه ای منتقل می شوید اما دارای خطا می باشید، چون نه فایل model.php را ساختید و نه تابعتان را مشخص نمودید.

برای رفع این مشکل کلاسی همانند کلاس های بالا می سازیم اما با نام model و با بسط دهنده main\_model.

<?php

class model extends main\_model{

function post\_login(){

$this->debug->msg("تست اطلاعات");

}

}

?>

در فرم شماره 4 اولین فرمی که ساخته شد یک فرم بود با نام #hidden برای اینکه فرم هایتان سمت سرور دارای اعتبار باشد باید تابعی با نام فرم وجود داشته باشد و نام فرمتان را هم داشته باشید نام فرم را در یک فرم hidden با نام \_post و با هر مقداری که خواستید می گذارید که ما در مثال نامش را login گذاشتیم، حال سمت model در کلاس model تابعی می سازیم که ابتدای نامش post\_ است و انتهایش نامی که در فرمhidden گذاشته بودیم. برای اطلاعات بیشتر به ساخت یک فرم استاندارد مراجعه کنید.

## ساخت عضو عمومی فرم

## ساخت عضو خصوصی فرم

# صفحه یاب ها

برای اینکه شما بتوانید آدرس های اضافی در آدرس بار مرورگر داشته باشین، و یا اصلا صفحه را بسازید که دارای هیچ ماژولی نمی باشد. باید در پوشه کنترلر خود در تابع config از تابع $this->listen استفاده نمایید. این تابع دارای دو مقدار می باشد که هر دو مقدار باید آرایه ای باشند.

## مشخصات قابل قبول در مقدار اول

|  |  |  |
| --- | --- | --- |
| **نام فارسی** | **توضیحات** | **نام انگلیسی** |
| حداکثر آدرس | حداکثر اسلش / که در آدرس بار معتبر است، عددی | max |
| حداقل آدرس | حداقل اسلش / که در آدرس بار معتبر است، عددی | min |
| آدرس ها | نوع آدرس ها که مقدار آرایه ای میگیرد اگر آرایه های شما داری اندیس نباشد می توانید پشت سر هم وارد کنید، و حتی می توانید از عبارات ویژه استفاده نمایید  اما اگر دارای اندیس بود می توانید مقدار اندیس را هم در شرط بگذارید | url |
| ایستا بودن آدرس | اگر این مقدار true باشد آدرس ها به ترتیب اعتبارسنجی می گردند، مقدار پیش فرض false، نوع مقدار بولین.  تنها موقعی استفاده می گردد که در آدرس علامت (=) داشته باشیم | static |

دو مقدار اول که نیاز به توضیح ندارد، اما با ما همراه باشید تا مقدار آخر را توضیح دهیم.

1. user/12 : array("user", "12");
2. user/1, …, user/14 : array("user", "/^\d+/$");
3. user/id=1, …, user/id=14 : array("user", "/^\d+/$");
4. user/id=1, …, user/id=14 : array("user", "id" => "/^\d+$/");
5. user/id=1, …, user/id=14 : array("user", "/^id=\d+$/");

تفاوت مثال 3 با مثال 4 این است که شما در مثال 3 نام اندیس برایتان مهم نیست و تنها میخواهید مقدارش برابر عددی باشد، پس در مثال 3 متن زیر نیز معتبر است.

user/name=5

user/type=8

تفاوت مثال 4 با مثال 5 این است که شما در مثال 4 برایتان مهم نیست که id در کدام خانه از اسلش های مرور آدرس قرار دارد اما در مثال 5 میگویید که id حتما باید در اسلش دوم باشد و اندیس دار باشد که اندیس آن id و مقدارش عددی است.البته اگر مقدار static برابر true باشد دیگر نیازی به مثال 5 نیست.

پس در مثال 4 متن زیر معتبر است.

user/id=14

user/name/id=124

user/name=ali/id=2

## مشخصات قابل قبول در مقدار دوم

توضیح ندادی!

# ساخت یک فرم استاندارد

برای ساخت یک فرم استاندارد تنها از دوحالت ساخت گروه فرمی عمومی و [ساخت گروه فرمی خصوصی](#_ساخت_گروه_فرمی) استفاده نمایید.

زیر فرم هایی همانند submit, hidden input, gender,… که قرار از در چندین فرم قرار بگیرد را به صورت ساخت عضو خصوصی فرم بنویسید.

حتما فرمتان باید دارای یک زیرفرم hidden با نام \_post و مقداری مشخص باشد که بتوانید در سمت مدل به آن دسترسی داشته باشید.

سعی کنید تا حد امکان از اعتبار سنجی ها استفاده کنید و خطاگیری را برای خودتان تنظیم نمایید.

## ساخت گروه فرمی عمومی

این نوع نگارش زمانی صورت می گیرد که شما می خواهید از یک فرم در چند جا استفاده نمایید.

برای این که بتوان یک گروه فرمی ساخت که همه جا در دسترس باشد باید در آدرس core/lib/forms یک فایل ایجاد کرد با نام یکتای فرم.

به عنوان مثال:

core/lib/forms/login.lib.php

<?php

class forms\_login\_lib extends forms\_lib{

function \_\_construct(){

$this->input = $this->make(“#hidden”)->value(“loginsend”);

$this->username = $this->make("text")->label("نام کاربری")->name("username")->pl(“نام کاربریات را این جا وارد کنید”);

$this->password = $this->make("password")->name("password")->label("گذرواژه");

$this->submit = $this->make("#submit")->value("ورود");

}

}

?>

یادتان باشد چه در این حالت و چه در حالت گروه فرمی خصوصی باید اعتبارسنجی را در همان تابع انجام دهید، تا در قسمت مدل قابل دریافت باشد.

در این حالت برای این که در view قابل دسترسی باشد می توانید نام فرم را با علامت . (نقطه) صدا بزنید

مثلا:

$myForm = $this->form(".login");

در خط 2 ما کلاس فرمی login را ایجاد نمودیم در خط 3 تابع ایجاد کننده کلاس را تشکیل دادیم و از خط 4 تا 7 سه مقدار برای فرممان اختصاص دادیم.

در خط 4 pl به معنای خصیصه (placeholder) می باشد.

توجه داشته باشید که اگر برای فرمتان id و placeholder تعریف نکنید به صورت اتوماتیک id را از name و placeholder را از label می گیرد.

شما می توانید از addClass, removeClass, className برای تنظیمات کلاس برروی تگتان استفاده کنید.

درضمن هر تابعی را می توانید به کار ببرید که نام تابع نام خصیصه شما می شود و مقدار ارسالی آن مقدار خصیصه.

به عنوان مثال:

$this->make(“text”)->datatype(“json”)->alt(“loading josn”);

در خط بالا ما دو خصیصه datatype, alt را به تگمان اضافه نمودیم که حالت html آن می شود:

<input type=”text” datatype=”json” alt=”loading json” \>

حال فرض کنید نام خصیصه شما دارای – (دش) و (\_) زیرخط بود:

$this->make(“text”)->data\_type(“json”)->data\_\_class(“text/json”);

که در حالت نمایش html می شود:

<input type=”text” data-type=“json” data\_class=”text/json” \>

پس اگر در نام خصیصه یک \_ (زیرخط) بود در html می شود – (دش) و اگر دو زیرخط یا بیشتر بود می شود \_ (زیرخط).

## ساخت گروه فرمی خصوصی

این نوع نگارش زمانی صورت می گیرد که شما می خواهید فقط در این ماژول از فرم استفاده نمایید

برای این که بتوان یک گروه فرمی خصوصی ساخت باید در همان فایل view.php ماژولتان یک کلاس با نام forms باز کرد.

به عنوان مثال:

login/home/view.php

<?php

class forms extends forms\_lib{

function loginform(){

$this->input = $this->make(“#hidden”)->value(“loginsend”);

$this->username = $this->make("text")->label("نام کاربری")->name("username")->pl(“نام کاربریات را این جا وارد کنید”);

$this->password = $this->make("password")->name("password")->label("گذرواژه");

$this->submit = $this->make("#submit")->value("ورود");

}

}

?>

[اعتبارسنجی](#_اعتبارسنجی) اعتبار سنجی فراموش نشود.

در این حالت برای این که در view قابل دسترسی باشد می توانید نام فرم را با علامت @ صدا بزنید

مثلا:

$myForm = $this->form("@loginform ");

# اعتبارسنجی

برای اعتبار سنجی در هر نوع تعریف از تعاریف چهارگانه فرم که هستید می توانید این کار را انجام بدهید.

ما دو نوع اعتبارسنجی داریم یکی این که جایی تعریف کنیم و در فرممان از آن استفاده نمیاییم. این حالت زمانی به کار می آید که ما از یک اعتبارسنجی چند جا نیاز داریم، مثلا اعتبارسنجی فرم های فارسی که شامل فرم های نام، نام خانوادگی، نام پدر، نام کلاس، نام صفحه ها و ... می باشد، پس بهتر است از اعتبارسنجی عمومی استفاده کنیم.

گاهی اوقات فقط قرار است که اعتبارسنجی در یک فرم لحاظ شود، خب اینگونه بهتر است که از اعتبارسنجی خصوصی استفاده شود.

و گاهی هم نیاز از از ترکیب این دو استفاده شود.

## اعتبارسنجی خصوصی

در این حالت شما فرم را فراخوانی کرده و تابع validate() را به انتهای آن اضافه می نمایید.

به عنوان مثال در حالت فرم سازی عمومی نگاه کنید:

$name = $this->make(“text”);

$name->validate()->reg(“/^\w+$/”)

->form(“set”, “این فرم تعریف نشده است”)

->form(“reg”, “مقدار فرم باید بیش از یک حرف باشد”)

->sql(“unique”,”این نام موجود می باشد”);

در مثال ما در خط 1 فرم را تعریف کردیم و از خط 2 اعتبارسنجی را مشخص نمودیم، توجه داشته باشید که حتما شبیه ما عمل کنید و در یک خط فرم را تعریف کنید و در خط دیگر اعتبار سنجی را چرا که شما زمانی که تابع validate را استفاده می کنید بازگشت شما تابع اعتبارسنج می باشد نه فرم و در این صورت اگه مستقیم در خط اول این کار را بکنید با مشکل مواجه خواهید شد.

در خط 2 ما گفتیم که فرممان باید بیش از یک حرف باشد.

در خط 3 گفتیم که اگر به طور محتویات ارسالی ما این فرم را نداشت چه خطایی تولید کند.

در خط 4 گفتیم که اگر مخالف خط 2 بود چه خطایی تولید کند.

شما هرگونه اعتبارسنجی که برای فرم لحاظ کردید را می توانید با تابع form (که دو ورودی می گیرد، یکی نام اعتبار سنج و دیگری خطای تولید شده) خطایش را تولید کنید.

توابع اعتبارسنج فعلی: reg, username, password, repassword, date, number, farsi و ... می باشد که اگر از این ها همانند خط 2 استفاده کردید موظفید برای تولید خطایش همانند خط 4 استفاده کنید، درضمن می توانید از چندین تابع نیز استفاده نمایید.

در خط 5 ما تابع sql را داریم که همانند form عمل می کند با این تفاوت که خطاهای پایگاه داده ای را نمایش می دهد، یعنی اگر یکتا بودن، ایندکس بودن و متصل بودن ها دچار مشکل شد، این تابع خطاسازی را انجام می دهد.

در خط 5 ما گفتیم که اگر یکتابودن مقدار این فرم دچار مشکل شد چه خطایی نمایش داده شود. شما می توانید همزمان از چندخطاساز استفاده نمایید.

## اعتبارسنجی عمومی

این نوع اعتبارسنجی زمانی به کار می آید که می خواهید برای فرم های متعددی اعتبارسنجی را صورت دهید. مثل همان مثال همیشگی: نام، نام خانوادگی، نام پدر، نام کلاس و ... که همگی این ها باید فارسی و بین 3 تا 32 حرف باشند.

برای این کار لازم است در پوشه core/lib/FormsValidate یک کلاس درست کنید.

مثال:

core/lib/FormsValidate/faname.lib.php

<?php

class FormsValidate\_faname\_lib extends FormsValidate\_lib{

public $farsi = [3, 32];

public $form = array(

"set" => "مقدار فرم فارسی اشتباه است",

"farsi" => "مقدار فرم فارسی باید بین 3 تا 32 حرف فارسی باشد"

);

}

?>

شما می توانید مقادیر خود را به صورت مستقیم به کلاس اضافه کنید همانند مثال بالا و یا این که در تابع config این مقادیر را تنظیم نمایید.

دو کلمه کلیدی این کلاس form, sql است که مقدار آرایه ای ایندکس دار می گیرند. اگر یادتان باشد این ها همان تولید کننده های خطاها هستند در قسمت قبلی.

و یک کلمه کلیدی دیگر هم رزرو شده است به نام extend که یا مقدار حرفی می گیرد یا آرایه ای که می توان قبل از اجرای این کلاس کلاس اعتبارسنج دیگری را در خود گشایش extend دهد.

بقیه مشخصه ها (property) هم اگر در تابع validate وجود داشته باشند اجرا می گردند و مقدارشان یا آرایه است یا غیر آن که یعنی آرگومان های ارسال به آن تابع مثلا در خط 2 ما تابع farsi در اعتبار سنج را با دو مقدار 3,32 فراخوانی کردیم، که در تابع اعتبار سنج این دو مقدار یعنی حداقل و حداکثر حرف فارسی، حال خیلی راحت می توانیم این تابع را به فرم اضافه نماییم.

مثال:

$fathername = $this->make(“text”);

$fathername ->validate(“faname”)->form(“farsi”,”نام پدر اشتباه است”);

$name = $this->make(“text”);

$name ->validate(“faname”)->form(“farsi”,”نام اشتباه است”);

همانگونه که می بینید، ما مقدار faname که همان اعتبارسنج عمومی بود را به فرم اضافه نمودیم و مقدار خطای فارسی را دستی وارد کردیم، شما می توانید بی نهایت اعتبارسنج را به فرم اضافه کنید که به صورت آرگومان به تابع validate ارسال می شود.

شما می توانید از تابع extend نیز استفاده کنید.

مثال$name = $this->make(“text”);

$name ->validate()->extend(“faname”, “text”)->form(“farsi”,”نام اشتباه است”);

در مثال بالا ما اول اعتبارسنج faname را اضافه نمودیم و بعد از آن اعتبارسنج text را اضافه کردیم و در نهایت رویداد form.farsi را اصلاح کردیم.

# دسترسی به پایگاه داده ها

در ساختار مهندسی MVC و به دلیل یکپارچه بودن سیستم تنها کانال انتقال و دریافت کلاس model می‌باشد.

پس ناگذیر باید ساختاری طراحی شود که شما در هرکجای سیستم که هستید بتوانید از model استفاده کنید و اطلاعات خود را ارسال و یا دریافت نمایید.

## حالت اول اتصال در کلاس مدل

در این حالت شما به راحتی می‌توانید در خود کلاس مدل از طریق تابع sql به دستورات mysql دسترسی داشته باشین.

این تابع یک آرگومان اختیاری می‌گیرد. این آرگومان شناسه کوئری شما می‌شود که به شما و توسعه دهنده ها کمک می‌کند تا هر موقعی که خواستید اطلاعات کوئری را با آن شناسه دریافت کنید.

model.php

$this->sql()->select(“history”);

$this->sql(“history”)->select(“history”);

## حالت دوم اتصال توسط تابع محلی

در این حالت، شما در هر سه کلاس model, view & controller می توانید از تابع sql استفاده نمایید و اطلاعات خود که در تابعی در مدل تعبیه شده است را دریافت و یا ارسال کنید.

تابع محلی که در مدل می سازید باید پیشوند sql\_ داشته باشد.

نحوه فراخوانی به این صورت است که اسم تابع را بدون پیشوند sql\_ و با علامت @ فراخوانی می کنید.

model.php

make => public function sql\_userLoginTime() {… return sql\_query or anythings}

call =>

model.php => $this->sql(“@userLoginTime”);

view.php => $this->sql(“@userLoginTime”);

controller.php => $this->sql(“@userLoginTime”);

query\_...\_cls => $this->sql(“@userLoginTime”);

توجه داشته باشید که در حین فراخوانی می توانید بی نهایت آرگومان به تابع sql\_userLoginTime ارسال کنید.

## حالت سوم استفاده از کلاس های عمومی

در این حالت فرض کنید که شما یک کوئری خاص و یا یک مجموعه کوئری مرتبط دارید که در اکثر مواقع قصد دارید به آن ها دسترسی داشته باشین، در این حالت قاعدتا باید خارج از محدوده محلی این کلاس ها تعریف شوند، شما می توانید در پوشه core/cls/query کلاس خود را ایجاد کنید و در توابع آن کلاس شبیه حالات یک و دو کوئری های خود را بنویسید.

ساخت یک کلاس برای یک کوئری:

core/cls/query/user.cls.php

<?php

class query\_user\_cls extends query\_cls{

function config($id){

return $this->sql()->select(“users”)->where(“user\_id”, $id)->limit(1)->assoc();

}

}

?>

ما یک کلاس ساختیم به نام user که زیرمجموعه کلاس query می باشد و توسط کلاس query\_cls بسط داده شده است.

تابع config یعنی: زمانی که مستقیما نام کلاس را فراخوانی کردیم منظورمان این تابع است، همان constructor ما می باشد البته زمانی که نام کلاس تنهایی فراخوانی شود.

حال در هر کجا (model, view, controller) که خواستید این تابع را فراخوانی کنید، کافیست در تابع sql نام کلاس را با پیشوند نقطه (.) صدا بزنید.

بیایید باهم کلاسمان را در یک view فراخوانی کنیم.

view.php => config()

$user = $this->sql(“.user”, 12);

در مثال بالا ما در یکی از view ها کلاس user را فراخوانی کردیم که اولین آرگومان درخواستی کلاس ما عدد 12 می باشد.

شما می توانید در mode,controller هم این کار را انجام دهید، و یا حتی در یکی از کلاسه‌های دیگر query\_cls.

حال فرض کنید شما یک مجموعه کوئری دارید که با هم مرتبط اند و نیاز دارند در یک دسته قرار گیرند.

core/cls/query/user.cls.php

<?php

class query\_user\_cls extends query\_cls{

function byId($id){

return $this->sql()->select(“users”)->where(“user\_id”, $id)->limit(1)->assoc();

}

function byUsername($usrname){

return $this->sql()->select(“users”)->where(“username”, $usrname)->limit(1)->assoc();

}

function byEmail($email){

return $this->sql()->select(“users”)->where(“email”, $email)->limit(1)->assoc();

}

}

?>

فرض کنید ما می خواهیم مشخصات کاربرانمان را داشته باشیم، گاهی از طریق id و گاهی هم از طریق username Or email پس این ها همگی می توانند در یک کلاس نوشته شوند.

حال بیایید نحوه فراخوانی را تمرین کنیم.

view.php => config()

$user = $this->sql(“user.byId”, 12);

$user = $this->sql(“user.byUsername”, “baravak”);

$user = $this->sql(“user.byEmail”, “itb.baravak@gmail.com”);

در این ساختار شما دیگر نیاز به پیشوند نقطه ندارید. نام کلاس را می نویسید یک نقطه (.) می گذارید و نام تابعی که قصد ورود به آن را دارید بعد از آن می نویسید، به همین راحتی :) .

# ساخت لیست دیتا

این کلاس به شما کمک می کند تا دیتاهایی را که از طریق کوئری های پایگاه داده ها می‌گرین را برایتان در ساختاری زیبا پیاده سازی کند و با یک ماکروی راحت سمت html آن ها را ترجمه و درون تگ ها قرار دهید.

## توابع

\_\_construct(array $title, array $query)

سازنده کلاس ما می باشد.

آرگومان اول: آرایه ای برای عنوان سلول ها که این آرایه اندیس دار است، اندیس آرایه نام یکتای سلول ها و مقدار آرایه عنوان سلول ها قرار می گیرد.

آرگومان دوم: آرایه ای از کوئری های گرفته شده از پایگاه داده ها.

باید توجه داشت که نام فیلد های کوئری باید برابر اندیس های آرگومان اول باشد.

addCol(int $index, string $name, string $label)

سلولی را به سطر های شما در مکانی مشخص اضافه می کند.

آرگومان اول: مکان قرار گیری سلول. از اندیس صفر (0) تا آخرین اندیس می توانید بگذارید.

آرگومان دوم: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان سوم: عنوان سلول.

addCol(string $name, string $label)

سلولی را به سطر های شما بعد از آخرین سلول اضافه می کند.

آرگومان اول: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان دوم: عنوان سلول.

addColBefore(string $before, string $name, string $label)

سلولی را قبل از سلول مشخص اضافه می کند، اگر سلول مشخص وجود نداشته باشد در اولین سلول ایجاد می شود.

آرگومان اول: سلولی که قرار است قبل از آن ایجاد شود.

آرگومان دوم: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان سوم: عنوان سلول.

addColAfter(string $after, string $name, string $label)

سلولی را بعد از سلول مشخص اضافه می کند، اگر سلول مشخص وجود نداشته باشد در آخرین سلول ایجاد می شود.

آرگومان اول: سلولی که قرار است بعد از آن ایجاد شود.

آرگومان دوم: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان سوم: عنوان سلول.

addColFirst(string $name, string $label)

سلولی را به اندیس اول اضافه می کند

آرگومان اول: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان دوم: عنوان سلول.

addColEnd(string $name, string $label)

سلولی را به اندیس آخر اضافه می کند

آرگومان اول: نام یکتای سلول، اگر این نام موجود باشد جایگزین قبلی می گردد.

آرگومان دوم: عنوان سلول.

removeCol(string $name)

سلولی را از طریق نام یکتای آن حذف می کند.

آرگومان اول: نام یکتایی که قرار است با آن، سلول حذف شود.

removeCol(int $index)

سلولی را از طریق موقعیت آن حذف می کند.

آرگومان اول: موقعیت سلولی که قرار است با آن، سلول حذف شود.

row(int $index)

سطری را انتخاب می‌کند.

اگر قرار باشد یک سطر تغییر کند، باید قاعدتا قبل از آن اتنخاب (select) شود.

آرگومان اول: موقعیت سطر،‌ اگر عدد منفی یک (-1) را وارد کنید،‌ یعنی همه سطرها.

col(string $name)

سلولی را از طریق نام یکتای آن انتخاب می‌کند.

برای اینکه بتوانیم در سلول ها نوشته و یا تگی اضافه و یا حذف کنیم باید از این راه استفاده کنیم.

آرگومان اول: نام یکتای سلول.

col(int $index)

سلولی را از طریق موقعیت آن انتخاب می‌کند.

برای اینکه بتوانیم در سلول ها نوشته و یا تگی اضافه و یا حذف کنیم باید از این راه استفاده کنیم.

آرگومان اول: موقعیت سلول.

select(int $rowIndex, int $colIndex || string $colName)

سطر و سلول را انتخاب می کند.

آرگومان اول: موقعیت سطر را مشخص می کند،‌ اگر عدد منفی یک (-1) را وارد کنید،‌ یعنی همه سطرها.

آرگومان دوم: نام یکتا و یا موقعیت سلول را مشخص می کند.

html(string $string)

مقداردهی داخل سلول ها از طریق متن.

آرگومان اول: متنی که قرار است در سلول یا سلول های انتخاب شده قرار گیرد.

شما می توانید در این حالت به صورت پویا از یکتاهای سلول ها در متون داخل این تابع استفاده کنید مثلا:

$show->html(“<b>%username%</b>”);

اگر نوشته شما بین دو درصد (%) قرار گیرد، به همان سطر رجوع می کند و از یکتای username مقدار آن را بر می گرداند.

html(object $tags)

مقداردهی داخل سلول ها از طریق شی tags\_lib.

در این شی شما می توانید یک ساختار تگ با خصیصه ها و فرزندانش بسازید و می تواند از %colname% مثل حالت بالا مقدار یکتای سلول ها را داخل تگ ها بگنجانید.

آرگومان اول: شی کلاس tags\_lib.

مقدار یکتای سلول هایی که از طریق درصد ٪ مشخص می شوند. می توانند در tagName، اندیس attr و مقدار attr قرار گیرند.

compile()

مقدار آرایه ای و نهایی لیست شما را بر می گرداند و شما می توانید به راحتی از آن در ماکرو ها استفاده کنید.

## مثال

فرض کنید می خواهید لیستی از کاربرانتان را از سمت پایگاه داده ها بگیرین، فلید های user\_id, password را حذف کنید و به جای آن در خانه ای از لیستتان تنظیمات و حذف را بگذارید، این کار کمتر از چند دقیقه طول می کشد.

view.php => config()

$users = $this->sql(“.users”, 100);

$usersTitle = array(“username” => “نام کاربری”, “email”=> “نامه برقی”);

$list = $this->show($userTitle, $users)

->addColEnd(“delete”, “حذف”)

->select(-1, “delete”)

->html(“<a href=’user/delete/id=%user\_id%’>حذف %username%</a>”)

->compile();

خط 1: درخواستی از پایگاه داده ها گرفتیم.

خط 2: عنوان سلول ها را همراه با یکتای آن ها مشخص کردیم.

خط 3: آرگومان اول که عنوان سلول ها و آرگومان دوم که آرایه کوئری ها بود را به کلاس فرستادیم.

خط 4: یک سلول با نام یکتای delete و عنوان حذف در آخرین سلول ساختیم.

خط 5: همه سطر ها و سلول delete را انتخاب کردیم.

خط 6: در سلول انتخاب شده متنی را نوشتیم که تگ html است و از علامت درصد % برای جایگزاری استفاده کردیم.

خط 7: لیست را به صورت آرایه ای ترجمه کردیم.

# دریافت اطلاعات در کلاس مدل

فرض کنید فرممان را در view ساختیم، و کاربر برروی دکمه submit کلید کرده است، حال ما باید در قسمت مدل اعتبارسنجی و آنالیز را انجام دهیم.

نحوه اعتبارسنجی بستگی به نحوه ایجاد فرم می باشد، باید بگویم اگر از سه حالت .,@,# برای ساختن فرمتان استفاده کردید کارتان راحت است. ما تک تک نحوه اعتبارسنجی ها را برایتان توضیح می دهیم.

## اعتبارسنجی گروه فرم ها (عمومی، خصوصی)

اگر از دو حالت .,@ استفاده کردید، کافیست به صورت زیر عمل کنید.

$forms = $this->validate(“@login”); //$forms = $this->validate(“.login”);

$chckeLogin = $this->sql(“checkLogin”)->select(“users”)->filed->(array(

“username” => $forms->username,

“password” => $forms->password

))->num();

خط 1: نام گروه فرمی را به تابع validate سپردیم تا اعتبارسنجی را انجام دهد، بازگشت گروه فرمی یک شی است که اعضایش نام فرم هایی است که ساخته شده. و تک تک اعضا یک کلاس validate\_lib می باشند.

خط 2: یک کوئری از دیتابیس ساختیم و در قسمت فیلد ها مشخص کردیم که هر شی برای کدام فیلد از دیتابیس می باشد، حال کلاس sql خودش قبل از ارسال شی ها را تبدیل به کاراکتر می کند و دیتا را ارسال می نماید.

## اعتبارسنجی فرم های عمومی

اگر از حالت # برای ساختن فرم ها در قسمت view استفاده کردید به صورت زیر عمل کنید

$username = $this->validate(“#username”);

$password = $this->validate(“#password”);

$chckeLogin = $this->sql(“checkLogin”)->select(“users”)->filed->(array(

“username” => $username,

“password” => $password

))->num();

## اعتبارسنجی دستی

اگر از هیچ یک از سه حالت بالا برای ساخت فرم استفاده نکرده اید، یا می خواهید آدرس صفحه خود را اعتبارسنجی کنید از حالت زیر استفاده کنید.

فرض کنید می خواهیم از آدرس صفحه کد یکتای کاربر را دریافت کنیم و اعتبارسنجی نماییم.

url: profile/user/edit/id=160

$idValidate= $this->validate()->reg(“/^\d+$/”)->form(“set”, ‘کد کاربری وارد نشده است’)->set(“reg”, ‘کد کاربری اشتباه است’);

$id = $this->url(‘id’, $idValidate);

خط 1: در خط یک ما یک اعتباسنج ایجاد می کنیم. که تمام دستورات اعتبارسنجی مو به مو اینجا اجرا می شود.

خط 2: در تابع url آرگومان اول می تواند عدد یا کاراکتر باشد که موقعیت آدرس را مشخص می کند. و آرگومان دوم همان اعتبارسنج ما است.

باید توجه داشت که اگر قصد اعتبارسنجی یک فرم را داشتیم باید از $this->post به جای $this->url استفاده کنیم.

# انتقال دهنده صفحه

ریداریکتور یا همان انتقال دهنده صفحه به ما کمک می کند که صفحه خودمان را به صفحه ای دیگر که مورد نیاز است انتقاد دهیم. این کار به صورت پیشفرض در model ها به کار می رود، تا صفحه بعد از آنالیز به مبدا اولی منتهی شود.

اما برای تغییر دستی و یا ساخت یک انتقال دهنده در model, view & controller می توانید از تابع $this->redirect() استفاده کنید. که این تابع بازگشت یک کلاس انتقال دهنده است و می توانید از افراد آن استفاده کنید.

$this->redirect(string $redirec, boolean $exit = true, boolean $php = false)

سازنده تابع انتقال دهنده در model, view & controller.

آرگومان اول: (پیشفرض false) مشخص می کند که می خواهید بدون چون و چرا به این آدرس منتقل شوید. اگر مقدار این آرگومان false باشد، به این معنی است که می خواهید از ساختار همین هسته استفاده کنید، یعنی class, method, child, urls. یعنی شما می خواهید یک یا چند آدرس را از url فعلی ویرایش و یا حذف نمایید.

آرگومان دوم: (پیشفرض true) مشخص می کند که آیا بعد از ارسال دستور انتقال دهنده کد را ببند یا خیر. بهتر است true باشد.

آرگومان سوم: (پیشفرض false)مشخص می کند که آیا دستور انتقال دهنده یک کد php باشد یا یک کد Html. بهتر است false باشد.

->classChange(string $str = false, boolean $toEnd = false)

یکی از توابع انتقال دهنده که توسط این می توانید نام کلاس فعلی را تغییر دهید.

آرگومان اول: (پیشفرض false) نام کلاس را مشخص می کند، اگر false باشد یعنی کلاس home.

آرگومان دوم: (پیشفرض false) مشخص می کند که آیا مابقی آدرس فعلی را حذف کن یا خیر.

->methodChange(string $str = false, boolean $toEnd = false)

یکی از توابع انتقال دهنده که توسط این می توانید نام متد فعلی را تغییر دهید.

آرگومان اول: (پیشفرض false) نام متد را مشخص می کند، اگر false باشد یعنی متد home.

آرگومان دوم: (پیشفرض false) مشخص می کند که آیا مابقی آدرس فعلی را حذف کن یا خیر.

->childChange(string $str = false, boolean $toEnd = false)

یکی از توابع انتقال دهنده که توسط این می توانید نام فرزند فعلی را تغییر دهید.

آرگومان اول: (پیشفرض false) نام کلاس را مشخص می کند، اگر false باشد یعنی بدون فرزند.

آرگومان دوم: (پیشفرض false) مشخص می کند که آیا مابقی آدرس فعلی را حذف کن یا خیر.

->urlChange(string $str = false, string $replace)

یکی از توابع انتقال دهنده که توسط این می توانید مقدار مابقی آدرس ها را تغییر دهید یا حذف کنید.

آرگومان اول: (پیشفرض false) نام کلاس را مشخص می کند، اگر false باشد یعنی آدرس های اضافه بر کلاس، متد و فرزند را حذف کن. می تواند از نوع عددی و یا کاراکتری باشد.

آرگومان دوم: اگر آرگومان اول وجود داشت با این آرگومان تغییر می کند، درغیر اینصورت با این آرگومان ایجاد می شود.

## مثال

view.php => config()

$this->redirect()->classChange(“profile”)->methodChange(“edit”)->urlChange(0, 12)->urlChange(“name”, “baravak”);

باید توجه داشته باشید هربار که از $this->redirect() استفاده می کنید، اگر وجود داشته باشد، جایگزین می شود.

برای اینکه انتقال دهنده را ویرایش کنید نه ایجاد می توانید از $this->redirect استفاده کنید.

# ساخت فرزندان مشترک بین کلاس های ماژول

## ساخت تابع مشترک

فرض کنید در حالتی نیاز است که شما یک پروسه را هم در view و هم در model و یا در هر سه کلاس model, view & controller انجام دهید. خب برای این کار فقط کافیست تابع خود را در کلاس controller فراخوانی کنید. به لیست رزروی های کنترلر اضافه کنید.

لیست رزروی های کنترلر به این معنا است که اگر متد یا متغییری در دو کلاس model or view صدا زده شد و وجود نداشت، اگر در لیست رزروی های کنترلر باشد، آن تابع یا متغییر را در کلاس controller جستجو می کند.

به عنوان مثال فرض کنید ما می خواهیم از آدرس صفحه یک مقداری را هم در view و هم در model بررسی کنیم:

controller.php

function statusChecker($status){

if(isset(config\_lib::$aurl[‘status’]) && config\_lib::$aurl[‘status’] == $status ){

return true;

}

return false;

}

در کلاس کنترلر ماژولمان یک تابع نوشتیم به نام statusChecker تا مقدار status آدرس بار را با مقداری که به او می دهیم چک کنید و درستی و نادرسی تساوی را برایمان بازگرداند.

در مرحله بعد باید این تابع را به لیست رزروی های تابع معرفی کنیم.

controller.php -> config()

$this->addMethod(“statusChecker”);

در این خط ما به لیست رزروی های کنترلر یک متد به نام statusChecker اضافه می کنیم، این همان نام تابعی است که در مرحله قبل انجام دادیم.

حالا کافیست چه در model و چه در view آن ها را فراخوانی کنیم، مثلا:

view.php => config()

$status = $this->statusChecker(‘edit’);

## ساخت متغییر مشترک

همه توضیحات ساخت تابع مشترک در این عنوان هم می آید با این تفاوت که ما یک متغییر مشترک ایجام می کنیم و رزرو می نماییم، و اینکه تابع addMethod جایگزین تابع addPeroperty می شود.