Python入门二高级数据类型

List，tupel，dict，set

1. 有序集合：list，tuple，str和unicode；

2. 无序集合：set

3. 无序集合并且具有 key-value 对：dict

1. 1、List
   * 1. list申明：

L = ['Adam', 'Lisa', 'Bart']

* + 1. list索引：

需要特别注意的是，索引从 0 开始，也就是说，第一个元素的索引是0，第二个元素的索引是1，以此类推。

因此，要打印第一名同学的名字，用 L[0]:

>>> print L[0]

Adam

要打印第四名同学的名字，用 L[3]:

>>> print L[3]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

报错了！IndexError意思就是索引超出了范围，因为上面的list只有3个元素，有效的索引是 0，1，2。

所以，使用索引时，千万注意不要越界。

* + 1. 倒序访问list：

Bart同学是最后一名，俗称倒数第一，所以，我们可以用 -1 这个索引来表示最后一个元素：

>>> print L[-1]

Bart

Bart同学表示躺枪。

类似的，倒数第二用 -2 表示，倒数第三用 -3 表示，倒数第四用 -4 表示：

>>> print L[-2]

Lisa

>>> print L[-3]

Adam

>>> print L[-4]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

L[-4] 报错了，因为倒数第四不存在，一共只有3个元素。

使用倒序索引时，也要注意不要越界。

对List切片

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

取前三个：

>>> L[0:3]

['Adam', 'Lisa', 'Bart']

也可以从索引1开始，取出2个元素出来：

>>> L[1:3]

['Lisa', 'Bart']

只用一个 : ，表示从头到尾：

>>> L[:]

['Adam', 'Lisa', 'Bart', 'Paul']

切片操作还可以指定第三个参数：

>>> L[::2]

['Adam', 'Bart']

第三个参数表示每N个取一个，上面的 L[::2] 会每两个元素取出一个来，也就是隔一个取一个。

把list换成tuple，切片操作完全相同，只是切片的结果也变成了tuple。

倒序切片

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> L[-2:]

['Bart', 'Paul']

>>> L[:-2]

['Adam', 'Lisa']

>>> L[-3:-1]

['Lisa', 'Bart']

>>> L[-4:-1:2]

['Adam', 'Bart']

* + 1. 添加新元素：

用 list 的append()方法，向list中添加新元素

>>> L.append('Paul')

>>> print L

['Adam', 'Lisa', 'Bart', 'Paul']

append()总是把新的元素添加到 list 的尾部。

用list的insert()方法，它接受两个参数，第一个参数是索引号，第二个参数是待添加的新元素：

>>> L.insert(0, 'Paul')

>>> print L

['Paul', 'Adam', 'Lisa', 'Bart']

L.insert(0, 'Paul')的意思是，'Paul'将被添加到索引为 0 的位置上（也就是第一个），而原来索引为 0 的Adam同学，以及后面的所有同学，都自动向后移动一位。

* + 1. 删除元素：

list的pop()方法删除

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> L.pop()

'Paul'

>>> print L

['Adam', 'Lisa', 'Bart']

pop()方法总是**删掉list的最后一个元素**，并且它还返回这个元素，所以我们执行 L.pop() 后，会打印出 'Paul'。

如果Paul同学不是排在最后一个怎么办？比如Paul同学排在第三：

>>> L = ['Adam', 'Lisa', 'Paul', 'Bart']

要把Paul踢出list，我们就必须先定位Paul的位置。由于Paul的索引是2，因此，用pop(2)把Paul删掉：

>>> L.pop(2)

'Paul'

>>> print L

['Adam', 'Lisa', 'Bart']

任务：

注意右边编辑器代码中 list 如下：

L = ['Adam', 'Lisa', 'Paul', 'Bart']

Paul的索引是2，Bart的索引是3，如果我们要把Paul和Bart都删掉，请解释下面的代码为什么不能正确运行：

L.pop(2)  
L.pop(3)

怎样调整代码可以把Paul和Bart都正确删除掉？

L = ['Adam', 'Lisa', 'Paul', 'Bart']

L.pop(2)

L.pop(3)

print L

* + 1. 替换：

使用Paul替换Bart

>>> L = ['Adam', 'Lisa', 'Bart']

>>> L[2] = 'Paul'

>>> print L

L = ['Adam', 'Lisa', 'Paul']

对list中的某一个索引赋值，就可以直接用新的元素替换掉原来的元素，list包含的元素个数保持不变。

由于Bart还可以用 -1 做索引，因此，下面的代码也可以完成同样的替换工作：

>>> L[-1] = 'Paul'

1. 2、Tupel

tuple是另一种有序的列表，中文翻译为“ 元组 ”。tuple 和 list 非常类似，但是，tuple一旦创建完毕，就不能修改了。

同样是表示班里同学的名称，用tuple表示如下：

>>> t = ('Adam', 'Lisa', 'Bart')

创建tuple和创建list唯一不同之处是用( )替代了[ ]。

现在，这个 t 就不能改变了，tuple没有 append()方法，也没有insert()和pop()方法。所以，新同学没法直接往 tuple 中添加，老同学想退出 tuple 也不行。

获取 tuple 元素的方式和 list 是一模一样的，我们可以正常使用 t[0]，t[-1]等索引方式访问元素，但是不能赋值成别的元素，不信可以试试：

>>> t[0] = 'Paul'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'tuple' object does not support item assignment

创建单元素tupel ：

创建包含1个元素的 tuple 呢？来试试：

>>> t = (1)

>>> print t

1

好像哪里不对！t 不是 tuple ，而是整数1。为什么呢？

因为()既可以表示tuple，又可以作为括号表示运算时的优先级，结果 (1) 被Python解释器计算出结果 1，导致我们得到的不是tuple，而是整数 1。

正是因为用()定义单元素的tuple有歧义，所以 Python 规定，单元素 tuple 要多加一个逗号”,”，这样就避免了歧义：

>>> t = (1,)

>>> print t

(1,)

Python在打印单元素tuple时，也自动添加了一个“,”，为了更明确地告诉你这是一个tuple。

“可变”的tupel：

创建可变的tupel

>>> t = ('a', 'b', ['A', 'B'])

注意到 t 有 3 个元素：'a'，'b'和一个list：['A', 'B']。list作为一个整体是tuple的第3个元素。list对象可以通过 t[2] 拿到：

>>> L = t[2]

然后，我们把list的两个元素改一改：

>>> L[0] = 'X'

>>> L[1] = 'Y'

再看看tuple的内容：

>>> print t

('a', 'b', ['X', 'Y'])

不是说tuple一旦定义后就不可变了吗？怎么现在又变了？（解释为何tupel可变了）

别急，我们先看看定义的时候tuple包含的3个元素：
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当我们把list的元素'A'和'B'修改为'X'和'Y'后，tuple变为：

![](data:image/png;base64,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)

表面上看，tuple的元素确实变了，但其实变的不是 tuple 的元素，而是list的元素。

tuple一开始指向的list并没有改成别的list，所以，tuple所谓的“不变”是说，tuple的每个元素，指向永远不变。即指向'a'，就不能改成指向'b'，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

理解了“指向不变”后，要创建一个内容也不变的tuple怎么做？那就必须保证tuple的每一个元素本身也不能变。

测试：

a='jie test 1'

t = (a, 'b', ['A', 'B'])

print t

a='jie test2'

t = (a, 'b', ['A', 'B'])

print t

结果：

('jie test 1', 'b', ['A', 'B'])

('jie test2', 'b', ['A', 'B'])

3、dict

创建dict

如果把名字和分数关联起来，组成类似的查找表：

'Adam' ==> 95

'Lisa' ==> 85

'Bart' ==> 59

给定一个名字，就可以直接查到分数。

Python的 dict 就是专门干这件事的。用 dict 表示“名字”-“成绩”的查找表如下：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

我们把名字称为key，对应的成绩称为value，dict就是通过 key 来查找 value。

花括号{}表示这是一个dict，然后按照key: value, 写出来即可。最后一个 key: value 的逗号可以省略。

由于dict也是集合，len()函数可以计算任意集合的大小：

>>> len(d)

3

注意:一个 key-value 算一个，因此，dict大小为3

访问dict

可以简单地使用d[key]的形式来查找对应的 value，这和 list 很像，不同之处是，list 必须使用索引返回对应的元素，而dict使用key：

>>> print d['Adam']

95

>>> print d['Paul']

Traceback (most recent call last):

File "index.py", line 11, in <module>

print d['Paul']

KeyError: 'Paul'

注意:通过 key 访问 dict 的value，只要 key 存在，dict就返回对应的value。如果key不存在，会直接报错：KeyError。

要避免 KeyError 发生，有两个办法：

一是先判断一下 key 是否存在，用 in 操作符：

if 'Paul' in d:

print d['Paul']

如果 'Paul' 不存在，if语句判断为False，自然不会执行 print d['Paul'] ，从而避免了错误。

二是使用dict本身提供的一个 get 方法，在Key不存在的时候，返回None：

>>> print d.get('Bart')

59

>>> print d.get('Paul')

None

dict特点

dict的第一个特点是查找速度快，无论dict有10个元素还是10万个元素，查找速度都一样。而list的查找速度随着元素增加而逐渐下降。

不过dict的查找速度快不是没有代价的，dict的缺点是占用内存大，还会浪费很多内容，list正好相反，占用内存小，但是查找速度慢。

由于dict是按 key 查找，所以，在一个dict中，key不能重复。

dict的第二个特点就是存储的key-value序对是没有顺序的！这和list不一样：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

当我们试图打印这个dict时：

>>> print d

{'Lisa': 85, 'Adam': 95, 'Bart': 59}

打印的顺序不一定是我们创建时的顺序，而且，不同的机器打印的顺序都可能不同，这说明dict内部是无序的，不能用dict存储有序的集合。

dict的第三个特点是作为 key 的元素必须不可变，Python的基本类型如字符串、整数、浮点数都是不可变的，都可以作为 key。但是list是可变的，就不能作为 key。

更新dict

将新同学'Paul'的成绩 72 添加进去，用赋值语句：

>>> d['Paul'] = 72

如果 key 已经存在，则赋值会用新的 value 替换掉原来的 value：

>>> d['Bart'] = 60

>>> print d

{'Lisa': 85, 'Paul': 72, 'Adam': 95, 'Bart': 60}

遍历dict

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

for key in d:

print key

4、set

创建set

dict的作用是建立一组 key 和一组 value 的映射关系，dict的key是不能重复的。

有的时候，我们只想要 dict 的 key，不关心 key 对应的 value，目的就是保证这个集合的元素不会重复，这时，set就派上用场了。

set 持有一系列元素，这一点和 list 很像，但是set的元素没有重复，而且是无序的，这点和 dict 的 key很像。

创建 set 的方式是调用 set() 并传入一个 list，list的元素将作为set的元素：

>>> s = set(['A', 'B', 'C'])

可以查看 set 的内容：

>>> print s

set(['A', 'C', 'B'])

请注意，上述打印的形式类似 list， 但它不是 list，仔细看还可以发现，打印的顺序和原始 list 的顺序有可能是不同的，因为set内部存储的元素是无序的。

因为set不能包含重复的元素，所以，当我们传入包含重复元素的 list 会怎么样呢？

>>> s = set(['A', 'B', 'C', 'C'])

>>> print s

set(['A', 'C', 'B'])

>>> len(s)

3

访问set元素

Bart是该班的同学吗？

>>> 'Bart' in s

True

bart是该班的同学吗？

>>> 'bart' in s

False

看来大小写很重要，'Bart' 和 'bart'被认为是两个不同的元素。

set特点

set的内部结构和dict很像，唯一区别是不存储value，因此，判断一个元素是否在set中速度很快。

set存储的元素和dict的key类似，必须是不变对象，因此，任何可变对象是不能放入set中的。

最后，set存储的元素也是没有顺序的。

set用处：

如果事先创建好一个set，包含'MON' ~ 'SUN'：

weekdays = set(['MON', 'TUE', 'WED', 'THU', 'FRI', 'SAT', 'SUN'])

再判断输入是否有效，只需要判断该字符串是否在set中：

x = '???' # 用户输入的字符串

if x in weekdays:

print 'input ok'

else:

print 'input error'

这样一来，代码就简单多了。

遍历set

示例：

s = set([('Adam', 95), ('Lisa', 85), ('Bart', 59)])

for x in s:

print x[0],':',x[1]

更新set

由于set存储的是一组不重复的无序元素，因此，更新set主要做两件事：

一是把新的元素添加到set中，二是把已有元素从set中删除。

**添加**元素时，用set的add()方法：

>>> s = set([1, 2, 3])

>>> s.add(4)

>>> print s

set([1, 2, 3, 4])

如果添加的元素已经存在于set中，add()不会报错，但是不会加进去了：

>>> s = set([1, 2, 3])

>>> s.add(3)

>>> print s

set([1, 2, 3])

**删除**set中的元素时，用set的remove()方法：

>>> s = set([1, 2, 3, 4])

>>> s.remove(4)

>>> print s

set([1, 2, 3])

如果删除的元素不存在set中，remove()会报错：

>>> s = set([1, 2, 3])

>>> s.remove(4)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

KeyError: 4

所以用add()可以直接添加，而remove()前需要判断。