第一部分

Python 3.x

Django1.8.2

目标：

* 1个投票应用

包含两部分：

* 一个公开的网站，可以让访客查看投票的结果并让他们进行投票
* 一个后台管理网站，你可以添加、修改和删除选票

**$** python -c "import django; print(django.get\_version())"

如果Django已经安装，可以看一下安装的版本号。如果没有安装，你会看到一个“No module named django”的错误。

创建一个项目

初始化设置，一个Django框架开发的网站，创建项目后我们需要的配置的东西，包括数据库的配置、针对Django的配置选项和APP的配置选项。

在命令终端中，用c 到你想要用来保存代码的目录。

**$** django-admin startproject mysite

运行以后生成一个mysite目录。

注意：

给项目命名的时候，不能和python或Django的内部组件名称相同。

代码应该放在哪里？

你可能习惯于将代码放在Web服务器的文档根目录下（例如**/var/www**）。但是对于Django，你不该这么做。将Python代码放在你的Web服务器的根目录不是个好主意，因为它可能会有让别人在网上看到你的代码的风险。这样不安全。将你的代码放置在Web服务器根目录**以外**的地方，例如**/home/mycode**。

生成了什么：
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* 外层的mysite/根目录仅仅是一个容器，它的命名对Django无关紧要；可以换成任何名字。
* Manage.py：一个命令行工具，可以使用多种方式对Django项目进行交互。
* 内层的mysite/目录是你的项目中的真正的python包。它是你导入任何东西时需使用的Python包的名字（如：mysite.urls）。
* Mysite/\_\_init\_\_.py：一个空文件，他告诉Python这个目录应该被看做一个Python包。
* Mysite/settings.py：该Django项目的设置/配置。
* Mysite/urls.py：该Django项目的URL声明；你的Django站点的“目录”。
* Mysite/wsgi.py：用于你的项目的与WSGI兼容的web服务器入口。

数据库的建立

现在编辑mysite/settings.py。它是一个用模块级别变量表示Django配置的普通Python模块。

默认数据库是SQLite。SQLite包含在Python中，所以使用的时候不需要安装其它的东西来支持数据库。

当你编辑**mysite/settings.py**时，请设置[**TIME\_ZONE**](http://python.usyiyi.cn/documents/django_182/ref/settings.html#std:setting-TIME_ZONE)为你自己的时区

另外，请注意文件顶端的**[INSTALLED\_APPS](http://python.usyiyi.cn/documents/django_182/ref/settings.html" \l "std:setting-INSTALLED_APPS)**设置。它保存这个Django实例中激活的所有的Django应用的名字。 应用可以在多个项目中使用，而且你可以将这些应用打包和分发给其他人在他们的项目中使用。

默认情况下，[**INSTALLED\_APPS**](http://python.usyiyi.cn/documents/django_182/ref/settings.html#std:setting-INSTALLED_APPS)包含下面的应用，它们都是Django 与生俱来的：

* [**django.contrib.admin**](http://python.usyiyi.cn/documents/django_182/ref/contrib/admin/index.html#module-django.contrib.admin) —— 管理站点。你将在[本教程的第2部分](http://python.usyiyi.cn/documents/django_182/intro/tutorial02.html)使用到它。
* [**django.contrib.auth**](http://python.usyiyi.cn/documents/django_182/topics/auth/index.html#module-django.contrib.auth) —— 认证系统。
* [**django.contrib.contenttypes**](http://python.usyiyi.cn/documents/django_182/ref/contrib/contenttypes.html#module-django.contrib.contenttypes) —— 用于内容类型的框架。
* [**django.contrib.sessions**](http://python.usyiyi.cn/documents/django_182/topics/http/sessions.html#module-django.contrib.sessions) —— 会话框架。
* [**django.contrib.messages**](http://python.usyiyi.cn/documents/django_182/ref/contrib/messages.html#module-django.contrib.messages) —— 消息框架。
* [**django.contrib.staticfiles**](http://python.usyiyi.cn/documents/django_182/ref/contrib/staticfiles.html#module-django.contrib.staticfiles) —— 管理静态文件的框架。

这些应用，默认包含在Django中，以方便通用场合下使用。

然而上面的部分应用至少需要使用一个数据库表，因此我们需要在使用它们之前先在数据库中创建相应的表。要做到这一点，请运行以下命令：

**$** python manage.py migrate

migrate查看INSTALLED\_APPS设置并根据mysite/settings.py文件中的数据库设置创建任何必要的数据库表，数据库的迁移还会跟踪应用的变化（我们稍后会讲到）。user如果你有兴趣，可以运行你的数据库的命令行客户端并输入dt (PostgreSQL), SHOW TABLES; (MySQL)或.schema (SQLite)来显示Django创建的表。

对于极简主义者来说

就像我们上面说到的，以上包含的默认应用用于常见的场景，但并不是每个人都需要它们。 如果你不需要它们中的任何一个或所有应用，可以在运行[**migrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-migrate)之前从[**INSTALLED\_APPS**](http://python.usyiyi.cn/documents/django_182/ref/settings.html#std:setting-INSTALLED_APPS)中自由地注释或删除相应的行。[**migrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-migrate) 命令将只为[**INSTALLED\_APPS**](http://python.usyiyi.cn/documents/django_182/ref/settings.html#std:setting-INSTALLED_APPS)中的应用运行数据库的迁移。

**开发服务器[¶](http://python.usyiyi.cn/documents/django_182/intro/tutorial01.html" \l "the-development-server" \o "Permalink to this headline)**

让我们验证一下你的Django项目是否工作。 如果你不在外层的**mysite**目录下，那么进入这个目录，然后运行以下命令：

**$** python manage.py runserver

你将看到命令行下输出了以下内容：
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这表明你已经启动了Django开发服务器，一个用纯Python写的轻量级Web服务器。 我们在Django中内置了它，这样你就可以在不配置用于生产环境的服务器 —— 例如Apache —— 的情况下快速开发出产品，直到你准备好上线。

请注意：**不要**在任何生产环境使用这个服务器。它仅仅是用于在开发中使用。（我们的重点是编写Web框架，非Web服务器。）

既然服务器已经运行，请用你的浏览器访问 <http://127.0.0.1:8000/>。在淡蓝色背景下，你将看到一个“Welcome to Django”的页面。 它运行成功了！

更改端口

默认情况下，[**runserver**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-runserver)命令在内部IP的8000端口启动开发服务器。

如果你需改变服务器的端口，把要使用的端口作为一个命令行参数传递给它。 例如，这个命令在8080端口启动服务器：

**$** python manage.py runserver 8080

如果你需改变服务器的IP地址，把IP地址和端口号放到一起。 因此若要监听所有的外网IP，请使用（如果你想在另外一台电脑上展示你的工作，会非常有用）：

**$** python manage.py runserver 0.0.0.0:8000

开发服务器会根据需要自动重新载入Python代码。 你不必为了使更改的代码生效而重启服务器。 然而，一些行为比如添加文件，不会触发服务器的重启，所以在这种情况下你需要手动重启服务器。

## 创建模型[¶](http://python.usyiyi.cn/documents/django_182/intro/tutorial01.html#creating-models)

现在，你的开发环境 —— 一个“项目” —— 已经建立起来，你将开始在上面做一些东西。

你编写的每个Django应用都是遵循特定约定且包含一个Python包。 Django自带一个工具，它可以自动生成应用的基本目录结构，这样你就能专心于书写代码而不是创建目录。

项目和应用之间有什么不同？ 应用是一个Web应用程序，它完成具体的事项 —— 比如一个博客系统、一个存储公共档案的数据库或者一个简单的投票应用。 项目是一个特定网站中相关配置和应用的集合。一个项目可以包含多个应用。一个应用可以运用到多个项目中去。

你的应用可以放在Python path上的任何位置。在本教程中，我们将在你的manage.py文件同级目录创建我们的投票应用，以便可以将它作为顶层模块导入，而不是mysite的子模块。

这将创建一个目录**polls**，它的结构如下：

![](data:image/png;base64,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)

我们的polls应用将基于这个目录结构。

当编写一个数据库驱动的Web应用时，第一步就是定义该应用的模型 —— 本质上，就是定义该模型所对应的数据库设计及其附带的元数据。

原理

模型指出了数据的唯一、明确的真实来源。 它包含了正在存储的数据的基本字段和行为。 Django遵循[DRY (Don't repeat yourself)原则](http://python.usyiyi.cn/documents/django_182/misc/design-philosophies.html#dry)。这个原则的目标是在一个地方定义你的数据模型，并自动从它获得需要的信息。

迁移工具也符合以上哲学 —— 这不同于Ruby On Rails中的迁移；例如，迁移完全依照于你的模型文件且本质上只是一个历史记录，Django通过这个历史记录更新你的数据库模式使它与你现在的模型文件保持一致。

在这个简单的投票应用中，我们将创建两个模型： **Question**和**Choice**。**Question**对象具有一个question\_text（问题）属性和一个publish\_date（发布时间）属性。 **Choice**有两个字段：选择的内容和选择的得票统计。 每个**Choice**与一个**Question**关联。

这些概念通过简单的Python类来表示。 编辑**polls/models.py**文件，并让它看起来像这样：

**from** django.db **import** models  
**class** Question(models.Model):  
 question\_text = models.CharField(max\_length = 20)  
 pub\_date = models.DateTimeField(**'date published'**)  
*# Create your models here.***class** Choice(models.Model):  
 question = models.ForeignKey(Question)  
 choice\_text = models.CharField(max\_length = 200)  
 votes = models.IntegerField(default=0)

上述代码非常直观。每个模型都用一个类表示，该类继承自[**django.db.models.Model**](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html#django.db.models.Model)。每个模型都有一些类变量，在模型中每个类变量都代表了数据库中的一个字段。

每个字段通过[**Field**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.Field)类的一个实例表示 —— 例如字符字段[**CharField**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.CharField)和日期字段[**DateTimeField**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.DateTimeField)。这种方法告诉Django，每个字段中保存着什么类型的数据。

每个**[Field](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html" \l "django.db.models.Field" \o "django.db.models.Field)** 实例的名字（例如**question\_text** 或 **pub\_date**）就是字段的名字，并且是机器可读的格式。你将在Python代码中使用到它的值，并且你的数据库将把它用作表的列名。

你可以使用[**Field**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.Field)的第一个参数来指定一个人类可读的名字，这是可选的。它在Django的内省机制中有使用，而且可以兼作文档。 如果没有提供这个参数，Django将使用那个机器可读的名字（实例名）。 在这个例子中，我们只为**Question.pub\_date**定义一个人类可读的名字。 对于这个模型中其他的字段，机器可读的名字（实例名）足以充分地表达出它的含义。

某些**[Field](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html" \l "django.db.models.Field" \o "django.db.models.Field)** 类具有必选的参数。例如，CharField要求您给它一个max\_length。 这个参数不仅用于数据库模式，而且数据验证中也会用到，我们稍后会看到。[**Field**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.Field) 还具有各种可选参数。在这个例子中，我们设置**votes**字段的[**默认值**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.Field.default) 为0。

最后，注意我们使用[**ForeignKey**](http://python.usyiyi.cn/documents/django_182/ref/models/fields.html#django.db.models.ForeignKey)定义了一个关联。它告诉Django每个**Choice**都只关联一个**Question**。Django支持所有常见的数据库关联：多对一、多对多和一对一。

## 激活模型[¶](http://python.usyiyi.cn/documents/django_182/intro/tutorial01.html#activating-models)

上面那段简短的模型代码给了Django很多信息。 有了这些代码，Django就能够自动完成以下两个功能：

* 为该应用创建数据库表（**CREATE TABLE** 语句）。
* 为**Question**对象和**Choice**对象创建一个访问数据库的python API。

但是，我们首先得告诉项目：**polls**应用已经安装。

原理:

Django 应用是可以“热插拔”的，即可以在多个项目中使用同一个应用，也可以分发这些应用， 因为它们不需要与某个特定的Django安装绑定。

再次编辑**mysite/settings.py**文件，并修改[**INSTALLED\_APPS**](http://python.usyiyi.cn/documents/django_182/ref/settings.html#std:setting-INSTALLED_APPS)设置以包含字符串**'polls'**。所以它现在是这样的：

mysite/settings.py

INSTALLED\_APPS **=** (

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

'polls',

)

现在Django知道要包含**polls**应用。 让我们运行另外一个命令：

**$** python manage.py makemigrations polls

你应该看到类似下面的内容：

Migrations for 'polls':

0001\_initial.py:

- Create model Question

- Create model Choice

- Add field question to choice

通过运行**makemigrations**告诉Django，已经对模型做了一些更改（在这个例子中，你创建了一个新的模型）并且会将这些更改记录为迁移文件。

迁移是 Django 如何储存模型的变化（以及您的数据库模式），它们只是磁盘上的文件。如果愿意，你可以阅读这些为新模型建立的迁移文件；这个迁移文件就是  **polls/migrations/0001\_initial.py**。不用担心，Django不要求你在每次Django生成迁移文件之后都要阅读这些文件，但是它们被设计成可人为编辑的形式，以便你可以手工稍微修改一下Django的某些具体行为。

有一个命令可以运行这些迁移文件并自动管理你的数据库模式 —— 它叫做**[migrate](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html" \l "django-admin-migrate)**，我们一会儿会用到它 —— 但是首先，让我们看一下迁移行为将会执行哪些SQL语句。**[sqlmigrate](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html" \l "django-admin-sqlmigrate)**命令接收迁移文件的名字并返回它们的SQL语句：

**$** python manage.py sqlmigrate polls 0001

你应该会看到类似如下的内容（为了便于阅读我们对它重新编排了格式）：

**BEGIN**;

**CREATE** **TABLE** "polls\_choice" (

"id" serial **NOT** **NULL** **PRIMARY** **KEY**,

"choice\_text" varchar(200) **NOT** **NULL**,

"votes" integer **NOT** **NULL**

);

**CREATE** **TABLE** "polls\_question" (

"id" serial **NOT** **NULL** **PRIMARY** **KEY**,

"question\_text" varchar(200) **NOT** **NULL**,

"pub\_date" **timestamp** **with** time **zone** **NOT** **NULL**

);

**ALTER** **TABLE** "polls\_choice" **ADD** **COLUMN** "question\_id" integer **NOT** **NULL**;

**ALTER** **TABLE** "polls\_choice" **ALTER** **COLUMN** "question\_id" **DROP** **DEFAULT**;

**CREATE** **INDEX** "polls\_choice\_7aa0f6ee" **ON** "polls\_choice" ("question\_id");

**ALTER** **TABLE** "polls\_choice"

**ADD** **CONSTRAINT** "polls\_choice\_question\_id\_246c99a640fbbd72\_fk\_polls\_question\_id"

**FOREIGN** **KEY** ("question\_id")

**REFERENCES** "polls\_question" ("id")

**DEFERRABLE** **INITIALLY** **DEFERRED**;

**COMMIT**;

请注意以下几点：

* 输出的具体内容会依据你使用的数据库而不同。 以上例子使用的数据库是PostgreSQL。
* 表名是自动生成的，由app的名字（**polls**）和模型名字的小写字母组合而成 —— **question**和**choice**。（你可以重写这个行为。)
* 主键（id）是自动添加的。（你也可以重写这个行为。)
* 按照惯例，Django会在外键的字段名后面添加 **"\_id"**。（是的，你依然可以重写这个行为。）
* 外键关系由**FOREIGN KEY**约束显式声明。不用在意**DEFERRABLE**部分；它只是告诉PostgreSQL直到事务的最后再执行外键关联。
* 这些SQL语句是针对你所使用的数据库定制的，所以会为你自动处理某些数据库所特有的字段例如**auto\_increment** (MySQL)、 **serial** (PostgreSQL)或**integer primary key autoincrement** (SQLite) 。在处理字段名的引号时也是如此 —— 例如，使用双引号还是单引号。
* [**sqlmigrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-sqlmigrate)命令并不会在你的数据库上真正运行迁移文件 —— 它只是把Django 认为需要的SQL打印在屏幕上以让你能够看到。 这对于检查Django将要进行的数据库操作或者你的数据库管理员需要这些SQL脚本是非常有用的。

如果有兴趣，你还可以运行[**python manage.py check**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-check)；它会检查你的项目中的模型是否存在问题，而不用执行迁移或者接触数据库。

现在，再次运行[**migrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-migrate)以在你的数据库中创建模型所对应的表：

**$** python manage.py migrate

Operations to perform:

Synchronize unmigrated apps: staticfiles, messages

Apply all migrations: admin, contenttypes, polls, auth, sessions

Synchronizing apps without migrations:

Creating tables...

Running deferred SQL...

Installing custom SQL...

Running migrations:

Rendering model states... DONE

Applying <migration name>... OK

[**migrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-migrate)命令会找出所有还没有被应用的迁移文件（Django使用数据库中一个叫做**django\_migrations**的特殊表来追踪哪些迁移文件已经被应用过），并且在你的数据库上运行它们 —— 本质上来讲，就是使你的数据库模式和你改动后的模型进行同步。

迁移功能非常强大，可以让你在开发过程中不断修改你的模型而不用删除数据库或者表然后再重新生成一个新的 —— 它专注于升级你的数据库且不丢失数据。 我们将在本教程的后续章节对迁移进行深入地讲解，但是现在，请记住实现模型变更的三个步骤：

* 修改你的模型（在**models.py**文件中）。
* 运行[**python manage.py makemigrations**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-makemigrations) ，为这些修改创建迁移文件
* 运行[**python manage.py migrate**](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html#django-admin-migrate) ，将这些改变更新到数据库中。

将生成和应用迁移文件的命令分成几个命令来执行，是因为你可能需要将迁移文件提交到你的版本控制系统中并跟随你的应用一起变化； 这样做不仅可以使开发变得更加简单，而且对其他开发者以及上线生产非常有用。

阅读[django-admin 的文档](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html)来了解**manage.py** 工具能做的所有事情。

## 玩转API[¶](http://python.usyiyi.cn/documents/django_182/intro/tutorial01.html#playing-with-the-api)

现在，让我们进入Python的交互式shell，玩转这些Django提供给你的API。 使用如下命令来调用Python shell：

**$** python manage.py shell

我们使用上述命令而不是简单地键入“python”进入python环境，是因为**manage.py** 设置了**DJANGO\_SETTINGS\_MODULE** 环境变量，该环境变量告诉Django导入**mysite/settings.py**文件的路径。

绕开 manage.py

如果你不想使用**manage.py**，也没问题。只要设置[**DJANGO\_SETTINGS\_MODULE**](http://python.usyiyi.cn/documents/django_182/topics/settings.html#envvar-DJANGO_SETTINGS_MODULE) 环境变量为 **mysite.settings**，启动一个普通的Python shell，然后建立Django：

**>>> import** **django**

**>>>** django**.**setup()

如果以上命令引发了一个[**AttributeError**](https://docs.python.org/3/library/exceptions.html#AttributeError)，可能是你使用了一个和本教程不匹配的Django版本。 也许你应该切换到新一点或者旧一点的Django版本中去

您必须在与**manage.py**同一级目录中运行**python**，或确保该目录在Python Path中，以便**import mysite**能运行。

所有这些信息，请参见[django-admin 的文档](http://python.usyiyi.cn/documents/django_182/ref/django-admin.html)。

一旦你进入shell，请浏览[数据库API](http://python.usyiyi.cn/documents/django_182/topics/db/queries.html)：

**>>> from** **polls.models** **import** Question, Choice *# Import the model classes we just wrote.*

# No questions are in the system yet.

**>>>** Question**.**objects**.**all()

[]

# Create a new Question.

# Support for time zones is enabled in the default settings file, so

# Django expects a datetime with tzinfo for pub\_date. Use timezone.now()

# instead of datetime.datetime.now() and it will do the right thing.

**>>> from** **django.utils** **import** timezone

**>>>** q **=** Question(question\_text**=**"What's new?", pub\_date**=**timezone**.**now())

# Save the object into the database. You have to call save() explicitly.

**>>>** q**.**save()

# Now it has an ID. Note that this might say "1L" instead of "1", depending

# on which database you're using. That's no biggie; it just means your

# database backend prefers to return integers as Python long integer

# objects.

**>>>** q**.**id

1

# Access model field values via Python attributes.

**>>>** q**.**question\_text

"What's new?"

**>>>** q**.**pub\_date

datetime.datetime(2012, 2, 26, 13, 0, 0, 775217, tzinfo=<UTC>)

# Change values by changing the attributes, then calling save().

**>>>** q**.**question\_text **=** "What's up?"

**>>>** q**.**save()

# objects.all() displays all the questions in the database.

**>>>** Question**.**objects**.**all()

[<Question: Question object>]

先等一下。**<Question: Question object>**对于这个对象是一个完全没有意义的表示。 让我们来修复这个问题，编辑**Question**模型（在**polls/models.py**文件中）并添加一个[**\_\_str\_\_()**](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html#django.db.models.Model.__str__)方法给**Question**和**Choice**：

polls/models.py

**from** **django.db** **import** models

**class** **Question**(models**.**Model):

*# ...*

**def** **\_\_str\_\_**(self): *# \_\_unicode\_\_ on Python 2*

**return** self**.**question\_text

**class** **Choice**(models**.**Model):

*# ...*

**def** **\_\_str\_\_**(self): *# \_\_unicode\_\_ on Python 2*

**return** self**.**choice\_text

给你的模型添加[**\_\_str\_\_()**](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html#django.db.models.Model.__str__)方法很重要，不仅会使你自己在使用交互式命令行时看得更加方便，而且会在Django自动生成的管理界面中使用对象的这种表示。

**\_\_str\_\_** 还是 **\_\_unicode\_\_**?

对于Python 3来说，这很简单，只需使用[**\_\_str\_\_()**](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html#django.db.models.Model.__str__)。

对于Python 2来说，你应该定义**[\_\_unicode\_\_()](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html" \l "django.db.models.Model.__unicode__" \o "django.db.models.Model.__unicode__)**方法并返回**unicode** 值。Django 模型具有一个默认的**[\_\_str\_\_()](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html" \l "django.db.models.Model.__str__" \o "django.db.models.Model.__str__)** 方法，它会调用**[\_\_unicode\_\_()](http://python.usyiyi.cn/documents/django_182/ref/models/instances.html" \l "django.db.models.Model.__unicode__" \o "django.db.models.Model.__unicode__)**并将结果转换为UTF-8 字节字符串。这意味着**unicode(p)**将返回一个Unicode 字符串，而**str(p)**将返回一个字节字符串，其字符以UTF-8编码。Python 的行为则相反：**对象**的**\_\_unicode\_\_**方法调用 **\_\_str\_\_**方法并将结果理解为ASCII 字节字符串。这个不同点可能会产生困惑。

如果以上这些令你费解的话，那就使用Python 3吧。

请注意这些都是普通的Python方法。 让我们演示一下如何添加一个自定义的方法：

polls/models.py

**import** **datetime**

**from** **django.db** **import** models

**from** **django.utils** **import** timezone

**class** **Question**(models**.**Model):

*# ...*

**def** **was\_published\_recently**(self):

**return** self**.**pub\_date **>=** timezone**.**now() **-** datetime**.**timedelta(days**=**1)

注意**import datetime** 和**from django.utils import timezone**分别引用Python 的标准[**datetime**](https://docs.python.org/3/library/datetime.html#module-datetime) 模块和Django **[django.utils.timezone](http://python.usyiyi.cn/documents/django_182/ref/utils.html" \l "module-django.utils.timezone" \o "django.utils.timezone: Timezone support.)**中时区相关的工具。如果你不了解Python中时区的处理方法，你可以在[时区支持的文档](http://python.usyiyi.cn/documents/django_182/topics/i18n/timezones.html) 中了解更多的知识。

保存这些改动，然后通过**python manage.py shell**再次打开一个新的Python 交互式shell：

**>>> from** **polls.models** **import** Question, Choice

# Make sure our \_\_str\_\_() addition worked.

**>>>** Question**.**objects**.**all()

[<Question: What's up?>]

# Django provides a rich database lookup API that's entirely driven by

# keyword arguments.

**>>>** Question**.**objects**.**filter(id**=**1)

[<Question: What's up?>]

**>>>** Question**.**objects**.**filter(question\_text\_\_startswith**=**'What')

[<Question: What's up?>]

# Get the question that was published this year.

**>>> from** **django.utils** **import** timezone

**>>>** current\_year **=** timezone**.**now()**.**year

**>>>** Question**.**objects**.**get(pub\_date\_\_year**=**current\_year)

<Question: What's up?>

# Request an ID that doesn't exist, this will raise an exception.

**>>>** Question**.**objects**.**get(id**=**2)

Traceback (most recent call last):

**...**

DoesNotExist: Question matching query does not exist.

# Lookup by a primary key is the most common case, so Django provides a

# shortcut for primary-key exact lookups.

# The following is identical to Question.objects.get(id=1).

**>>>** Question**.**objects**.**get(pk**=**1)

<Question: What's up?>

# Make sure our custom method worked.

**>>>** q **=** Question**.**objects**.**get(pk**=**1)

**>>>** q**.**was\_published\_recently()

True

# Give the Question a couple of Choices. The create call constructs a new

# Choice object, does the INSERT statement, adds the choice to the set

# of available choices and returns the new Choice object. Django creates

# a set to hold the "other side" of a ForeignKey relation

# (e.g. a question's choice) which can be accessed via the API.

**>>>** q **=** Question**.**objects**.**get(pk**=**1)

# Display any choices from the related object set -- none so far.

**>>>** q**.**choice\_set**.**all()

[]

# Create three choices.

**>>>** q**.**choice\_set**.**create(choice\_text**=**'Not much', votes**=**0)

<Choice: Not much>

**>>>** q**.**choice\_set**.**create(choice\_text**=**'The sky', votes**=**0)

<Choice: The sky>

**>>>** c **=** q**.**choice\_set**.**create(choice\_text**=**'Just hacking again', votes**=**0)

# Choice objects have API access to their related Question objects.

**>>>** c**.**question

<Question: What's up?>

# And vice versa: Question objects get access to Choice objects.

**>>>** q**.**choice\_set**.**all()

[<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]

**>>>** q**.**choice\_set**.**count()

3

# The API automatically follows relationships as far as you need.

# Use double underscores to separate relationships.

# This works as many levels deep as you want; there's no limit.

# Find all Choices for any question whose pub\_date is in this year

# (reusing the 'current\_year' variable we created above).

**>>>** Choice**.**objects**.**filter(question\_\_pub\_date\_\_year**=**current\_year)

[<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]

# Let's delete one of the choices. Use delete() for that.

**>>>** c **=** q**.**choice\_set**.**filter(choice\_text\_\_startswith**=**'Just hacking')

**>>>** c**.**delete()

For more information on model relations, see [Accessing related objects](http://python.usyiyi.cn/documents/django_182/ref/models/relations.html).更多关于如何在这些API中使用双下划线来执行字段查询的信息，请查看 [字段查询](http://python.usyiyi.cn/documents/django_182/topics/db/queries.html#field-lookups-intro)。更多关于数据库API的信息，请查看我们的 [数据库API参考](http://python.usyiyi.cn/documents/django_182/topics/db/queries.html)。

如果你适应了这些API，可以阅读[本教程的第2部分](http://python.usyiyi.cn/documents/django_182/intro/tutorial02.html)来让Django的自动管理界面工作起来。
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