Test\_example\_CNN:

* 1设置CNN的基本参数规格，如卷积、降采样层的数量，卷积核的大小、降采样的降幅
* 2 cnnsetup函数 初始化卷积核、偏置等
* 3 cnntrain函数 训练cnn，把训练数据分成batch，然后调用   
  + 3.1cnnff 完成训练的前向过程
  + 3.2 cnnbp计算并传递神经网络的error，并计算梯度（权重的修改量）
  + 3.3 cnnapplygrads 把计算出来的梯度加到原始模型上去
* 4 cnntest 函数，测试当前模型的准确率

主要工作：

设置网络结构及训练参数

初始化网络，对数据进行批训练，验证模型准确率。

绘制均方误差曲线

Cnnsetup.m

该函数用于初始化CNN的参数。   
**设置各层的mapsize大小，   
初始化卷积层的卷积核、bias**   
**尾部单层感知机的参数设置\*（输出层）**

bias统一初始化为0

权重设置为：![](data:image/png;base64,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)

对于卷积核权重，输入输出为fan\_in, fan\_out   
fan\_out = net.layers{l}.outputmaps \* net.layers{l}.kernelsize ^ 2;

卷积核初始化，1层卷积为1\*6个卷积核，2层卷积一共6\*12=72个卷积核。对于每个卷积输出featuremap

fan\_in = 表示该层的一个输出map，所对应的所有卷积核，包含的神经元的总数。1\*25,6\*25   
fan\_in = numInputmaps \* net.layers{l}.kernelsize ^ 2;   
fin =1\*25 or 6\*25   
fout=1\*6\*25 or 6\*12\*25

net.layers{l}.k{i}{j} = (rand(net.layers{l}.kernelsize) - 0.5) \* 2 \* sqrt(6 / (fan\_in + fan\_out));

**卷积降采样的参数初始化**

**尾部单层感知机的参数（权重和偏量）设置**

cnntrain.m

该函数用于训练CNN。   
**生成随机序列**，每次选取一个batch（50）个样本进行训练。   
**批训练**：计算50个随机样本的梯度，求和之后一次性更新到模型权重中。   
在批训练过程中调用：   
Cnnff.m 完成前向过程   
Cnnbp.m 完成误差传导和梯度计算过程   
Cnnapplygrads.m 把计算出来的梯度加到原始模型上去

## cnnff.m

## 取得CNN的输入 输入map，是一个的矩阵（矩阵维度随情况变化）

## 两次卷积核降采样层处理

## 尾部单层感知机的数据处理需要把subFeatureMap2连接成为一个(4\*4)\*12=192的向量，但是由于采用了50样本批训练的方法，subFeatureMap2被拼合成为一个192\*50的特征向量fv； fv作为单层感知机的输入，全连接的方式得到输出层

## cnnbp.m

该函数实现2部分功能，计算并传递误差，计算梯度

**计算误差和LossFunction**

**计算尾部单层感知机的误差**

**改变误差矩阵形状**,把单层感知机的输入层featureVector的误差矩阵，恢复为subFeatureMap2的4\*4二维矩阵形式

**误差在特征提取网络【卷积降采样层】的传播？？？**

如果本层是卷积层，它的误差是从后一层（降采样层）传过来，*误差传播实际上是用降采样的反向过程，也就是降采样层的误差复制为2\*2=4份。卷积层的输入是经过sigmoid处理的，所以，从降采样层扩充来的误差要经过sigmoid求导处理。*

如果本层是降采样层，他的误差是从后一层（卷积层）传过来，*误差传播实际是用卷积的反向过程，也就是卷积层的误差，反卷积（卷积核转180度）卷积层的误差，*

**计算特征抽取层（**卷积+降采样**）和尾部单层感知机的梯度**

## cnnapplygrads.m

该函数完成权重修改，更新模型的功能   
1更新特征抽取层的权重 weight+bias   
2 更新末尾单层感知机的权重 weight+bias

## cnntest.m

验证测试样本的准确率

计算预测错误的样本数量

计算错误率