1. **你所熟悉(用过)的前端开发工具有哪些(写在简历)?**

Editplus：EditPlus是一款的小巧但是功能强大的可处理文本、HTML和程序语言的Windows编辑器，你甚至可以通过设置用户工具将其作为C,Java,Php等等语言的一个简单的IDE。

Notepad++：Notepad++是Windows操作系统下的一套文本编辑器，有完整的中文化接口及支持多国语言编写的功能。

Adobe Dreamweaver：DW是集网页制作和管理网站于一身的所见即所得网页代码编辑器。利用对 HTML、CSS、JavaScript等内容的支持，设计师和程序员可以在几乎任何地方快速制作和进行网站建设。

**HBuilder**：HBuilder是DCloud（数字天堂）推出的一款支持HTML5的Web开发IDE。 HBuilder的编写用到了Java、C、Web和Ruby。HBuilder本身主体是由Java编写，它基于Eclipse，所以顺其自然地兼容了Eclipse的插件。

HBuilderX：当前最快的HTML开发工具,强大的代码助手帮你快速完成开发,最全的语法库和浏览器兼容性数据让浏览器碎片化不再头痛。

**Sublime Text**：一个代码编辑器，也是HTML和散文先进的文本编辑器。器！轻量级IDE，神器神在可扩展性，工具包含大量实用插件，我们可以通过安装自己领域的插件来提高工作效率。支持VIM模式（LINUX推荐）、支持宏（批处理）。

**WebStorm**：jetbrains公司旗下一款JavaScript 开发工具。目前已经被广大中国JS开发者誉为“Web前端开发神器”、“最强大的HTML5编辑器”、“最智能的JavaScript IDE”等。与IntelliJ IDEA同源，继承了IntelliJ IDEA强大的JS部分的功能。优秀的代码定位能力，能轻松将光标定位到变量/属性/方法的定义处，对阅读代码非常有用。nodejs 最好的开发工具。

**Visual Studio Code**：微软推出的良心之作。是一款免费开源的现代化轻量级代码编辑器，支持几乎所有主流的开发语言的语法高亮、智能代码补全、自定义快捷键、括号匹配和颜色区分。

1. **世界五大主流浏览器?**

目前最为主流浏览器有五大款，分别是IE、Firefox、Google Chrome、Safari、Opera。

1. **浏览器内核的作用（\*）?**

浏览器最重要或者说核心的部分是“Rendering Engine”，可大概译为“渲染引擎”，不过我们一般习惯将之称为“浏览器内核”。**负责对网页语法的解释（如标准通用标记语言下的一个应用HTML、JavaScript）并渲染（显示）网页。** 所以，通常所谓的浏览器内核也就是浏览器所采用的渲染引擎，渲染引擎决定了浏览器如何显示网页的内容以及页面的格式信息。**不同的浏览器内核对网页编写语法的解释也有不同，因此同一网页在不同的内核的浏览器里的渲染（显示）效果也可能不同，这也是网页编写者需要在不同内核的浏览器中测试网页显示效果的原因。**

1. **四大内核以及对应浏览器（\*）?**

四大内核分别是：Trident（也称IE内核）、webkit、Blink、Gecko。

五大浏览器采用的都是单内核，而是随着浏览器的发展现在也出现了双内核。像360浏览器、QQ浏览器都是采用双内核。

1、IE浏览器内核：Trident内核，也是俗称的IE内核；

2、Chrome浏览器内核：统称为Chromium内核或Chrome内核，以前是Webkit内核，现在是Blink内核；

3、Firefox浏览器内核：Gecko内核，俗称Firefox内核；

4、Safari浏览器内核：Webkit内核；

5、Opera浏览器内核：最初是自己的Presto内核，后来是Webkit，现在是Blink内核；

6、360浏览器、猎豹浏览器内核：IE+Chrome双内核；

7、搜狗、遨游、QQ浏览器内核：Trident（兼容模式）+Webkit（高速模式）；

8、百度浏览器、世界之窗内核：IE内核；

9、2345浏览器内核：以前是IE内核，现在也是IE+Chrome双内核；

1. **HTML概念?**

HTML 指的是超文本标记语言 (Hyper Text Markup Language)，“超文本”就是指页面内可以包含图片、链接，甚至音乐、视频等非文字元素。

1. **HTML5之前都在使用什么版本?**

HTML4.01 XHTML1.0

1. **前端页面三层构成（\*）?**

页面的构成被分为三个主要部分：结构(Structure)、表现(Presentation)和行为(Behavior)。

结构层：HTML/XHTML/HTML5等超文本标记语言，通过使用标记标签来描述网页，定义网页结构；

表现层：层叠样式表（Cascading Style Sheets）,是用于（增强）控制网页样式并允许将样式信息与网页内容分离的一种标记性语言。

行为层：JavaScript脚本语言，用来给页面添加动态效果和动态交互。

1. **url的概念以及组成部分（\*）?**

Uniform Resource Locator; 统一资源定位器（URL）指的是Internet文件在网上的地址。

它从左到右由下述部分组成：

协议：http通信协议。

服务器地址（host）：指出WWW页所在的服务器域名。

端口（port）：有时（并非总是这样），对某些资源的访问来说，需给出相应的服务器提供端口号。

路径（path）：指明服务器上某资源的位置（其格式与DOS系统中的格式一样，通常有目录/子目录/文件名这样结构组成）。与端口一样，路径并非总是需要的。

1. **DOCTYPE 的作用是什么（\*）？**

**<!DOCTYPE> 声明一般位于文档的第一行，它的作用主要是告诉浏览器以什么样的模式来解析文档。**一般指定了之后会以标准模式来 进行文档解析，否则就以兼容模式进行解析。

1. **标准模式与兼容模式各有什么区别（\*）？**

标准模式的渲染方式和 JS 引擎的解析方式都是以该浏览器支持的最高标准运行。

兼容模式中，页面以宽松的向后兼容的方式显示 ，模拟老式浏览器的行为以防止站点无法工作。

1. **DTD 介绍（\*）？**

DTD（ Document Type Definition 文档类型定义）是一组机器可读的规则，它们定义 XML 或 HTML 的特定版本中所有允许元 素及它们的属性和层次关系的定义。在解析网页时，浏览器将使用这些规则检查页面的有效性并且采取相应的措施。

DTD 是对 HTML 文档的声明，还会影响浏览器的渲染模式（工作模式）。

1. **为什么HTML5不需要dtd约束（\*）?**

HTML5 不基于 SGML，因此不需要对 DTD 进行引用，但是需要 DOCTYPE 来规范浏览器的行为（让浏览器按照它们应该的方式来运 行）。

而 HTML4.01 基于 SGML ，所以需要对 DTD 进行引用，才能告知浏览器文档所使用的文档类型。

1. **SGML 、 HTML 、XML 和 XHTML 的区别（\*）？**

SGML 是标准通用标记语言，是一种定义电子文档结构和描述其内容的国际标准语言，是所有电子文档标记语言的起源。

HTML 是超文本标记语言，主要是用于规定怎么显示网页。

XML 是可扩展标记语言是未来网页语言的发展方向，XML 和 HTML 的最大区别就在于 XML 的标签是可以自己创建的，数量无限多， 而 HTML 的标签都是固定的而且数量有限。

XHTML 也是现在基本上所有网页都在用的标记语言，他其实和 HTML 没什么本质的区别，标签都一样，用法也都一样，就是比 HTML 更严格，比如标签必须都用小写，标签都必须有闭合标签等。

1. **HTML5的新特性有哪些（\*）?**

用以绘画的 canvas 元素

用以媒介播放的 video 和 audio 元素

对本地离线存储的更好的支持

新的语义化标签 例如:article footer header nav section

新的表单控件 例如:date time email url search

1. **HTML标签的分类及其特点（\*）?**

html标签又叫做html元素，它分为块级元素、行内块元素和行内元素。

块级元素是指本身样式属性为display:block;的元素。其特点是：独占一行,可以设置宽高。

行内(内联)元素是指本身属性为display:inline;的元素。其特点是:有多大占多大,不可以设置宽高。

行内块元素是指本身属性为display:inline-block;的元素。其特点是:有多大占多大,可以设置宽高。

1. **HTML和CSS里面常用的长度单位,分别介绍（\*）?**

**px**：像素或许被认为是最好的“设备像素”，而这种像素长度和你在显示器上看到的文字屏幕像素无关。在web上，像素仍然是典型的度量单位，很多其他长度单位直接映射成像素，最终，他们被按照像素处理，javascript语言里的单位就是使用的像素。

in：英寸是一个物理度量单位，但是在CSS领域，英寸只不过被直接映射成像素罢了。但是，到目前为止我还没有见过哪个实例用的是英寸，当然也没见过使用下面那些物理度量单位的实例。1in == 96px

cm：对于世界上大多数的人来说，厘米是比较熟悉有用的物理度量单位。它也映射成像素。1cm == 37.8px

mm：毫米是个小数量级的物理度量单位。1mm == 0.1cm == 3.78px

**em**：em 是一个相对单位。起初排版度量时是基于当前字体大写字母”M”的尺寸的。当改变font-family时，它的尺寸不会发生改变，但在改变font-size的大小时，它的尺寸就会发生变化。

**rem**：rem和em一样也是一个相对单位，但是和em不同的是rem总是相对于根元素(如:root{})，而不像em一样使用级联的方式来计算尺寸。这种相对单位使用起来更简单。

**vw**：vw是可视区宽度单位。1vw等于可视区宽度的百分之一。

**vh**：vh和vw（viewport widht）单位一样，不同的是vh是相对于可视区的高度。

**百分比**：以百分比为单位的长度值是基于具有相同属性的父元素的长度值。

1. **em和rem单位的区别（\*）?**

Em图解:
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em和rem都是相对单位。

em和rem相对于px更具有灵活性，他们是相对长度单位，意思是长度不是定死了的，更适用于响应式布局。

对于em和rem的区别一句话概括：em相对于父元素，rem相对于根元素。

1. **CSS中能不能实现合并单元格?为什么（\*）?**

不能。

CSS是层叠样式表，是一种用来控制HTML元素样式的代码；通过CSS控制，你可以改变页面上任何元素的样式，同样也要知道，它所能做的，也仅仅是改变元素的样式，样式以外的东西是没法改变的；因为合并单元格，要删除多余的单元格，那么对于改变元素的结构，CSS是心有余而力不足的。

1. **现实生活中,那么操作是向服务器发送请求呢?而且是什么方式的请求?**
2. 表单提交；可以是get方式也可以是post方式，有method决定。
3. 点击超链接；get方式
4. 地址栏输入地址回车；get方式
5. 异步请求，ajax
6. **form表单的常用属性有哪些，分别做什么?**

action 指定表单的发送地址(服务器地址)

method 表单数据发送至服务器的方法,常用的有两种 get(默认)/post

注：

**表单控件的常用属性?** type、name、required、placeholder等

**常见的表单控件类型有哪些? 下拉框、密码框、文本框等**

1. **表单常见提交方式是什么?有什么区别（\*）?**

get提交:用户输入的信息,显示在地址栏中,不安全,请求内容长度有限制,请求速度快

post提交:用户输入的信息,不会显示在地址栏，安全,请求内容长度无限制(重要数据)，请求速度慢。

1. **label标签的作用以及用法（\*）?**

label 元素不会向用户呈现任何特殊效果。不过，它为鼠标用户改进了可用性。如果您在 label 元素内点击文本，就会触发此控件。就是说，当用户选择该标签时，浏览器就会自动将焦点转到和label标签相关的表单控件上。

方式一:

for属性,让标签和指点的input元素建立关联,多数使用在单选或复选

,给单选或复选后面的文字加入label标签,for属性值是input的id值

方式二:

将input元素包含在lable标签中；如果将input放置在label标签之间,那么for属性就可以不用

注:和单选、复选结合使用,提高用户体验

1. **表单的执行原理解析?**
2. 用户在客户端填写表单数据；
3. 通过客户端浏览器把数据提交给服务端

表单的action属性

异步ajax

1. 服务端解析请求对象获取表单提交的数据并处理
2. 根据提交的请求给客户端一个响应.

**请求/响应模式:客户端浏览器发送请求给服务器;服务器给予客户端浏览器响应;**

1. **<img>的title和alt有什么区别（\*）？**

title是全局属性之一，用于为元素提供附加的额外信息。通常当鼠标滑动到元素上的时候显示。

alt是<img>的特有属性，是图片内容的等价描述，用于图片无法加载时显示、读屏器阅读图片。可提图片高可访问性，除了纯装饰图片外都必须设置有意义的值，搜索引擎会重点分析。

1. **超链接target属性的值有哪些?**

target：超链接的打开方式

\_blank 新窗口打开

\_self 当前窗口打开(默认)

\_parent 父窗口打开

\_top 顶层窗口打开

iframeName 在指定的ifranem框架打开

1. **iframe的优缺点（\*）？**

优点：

a. 解决加载缓慢的第三方内容如图标和广告等的加载问题

b. iframe无刷新文件上传

c. iframe跨域通信

缺点：

a. iframe会阻塞主页面的Onload事件

b. 无法被一些搜索引擎索引到

c. 页面会增加服务器的http请求

d. 会产生很多页面，不容易管理。

1. **b和strong的区别（\*）?**

b和strong在效果上都是呈现加粗文本。

b没有任何语义，strong代表语气更强烈的强调文本。

我们通常标签 <strong>替换加粗标签<b>来使用。

1. **i和em的区别（\*）?**

i和em在效果上都是呈现斜体文本。

i没有任何语义，em代表强调文本。

我们通常标签<em>替换<i>标签使用。

1. **常用的特殊符号?**

空格： &nbsp;

小于号：&lt;

大于号：&gt;

&：&amp;

双引号：&quot;

版权：&copy;

注册：&reg;

1. **H5 是什么？**

H5是HTML5的简称，就是“HTML”的第5个版本，也就是第5个版本的超文本标记语言。

1. **你是如何理解语义化的（\*）？**

语义化，顾名思义，就是你写的HTML结构，是用相对应的有一定语义的英文字母（标签）表示的，标记的，因为HTML本身就是标记语言。不仅对自己来说，容易阅读，书写。别人看你的代码和结构也容易理解，甚至对一些不是做网页开发的人来说，也容易阅读。那么，我们以后再开发的过程中，一定要注意了，尽量使用官方的有语义的标签，不要再使用一堆无意义的标签去堆你的结构。

语义化，也无非就是自己在使用标签的时候多使用有英文语义的标签，比如h标签，在HTML中就是就是用来定义标题，还有p标签，英文是paragraph段落，table表格标签,等等。

1. **HTML5有哪些新的布局标签?好处是什么（\*）?**

<header>：标签描述了文档的头部区域

<nav>：标签定义导航链接的部分。

<article>：标签定义独立的内容。

<section>：标签定义文档中的节（section、区段）。

<aside>：标签定义页面主区域内容之外的内容（比如侧边栏）。

<footer>：标签描述了文档的底部区域.

HTML5新增的还有article、nav、header、footer.....等等等，其实现效果都是和div一样没有效果，但是合理使用却能让页面结构更加清晰有逻辑。一方面程序可读性和维护性加强，另一方面，可以用下级选择器来写样式，减少了class和id的命名，可以精简网页的结构；而且语义化结构 有条理才能让搜索引擎更加友好。

1. **HTML5新的语义化标签有哪些（\*）？**

|  |  |
| --- | --- |
| <article> | 定义独立的内容 |
| <aside> | 定义页面内容之外的内容 |
| <audio> | 定义声音内容 |
| <bdi> | 定义文本的文本方向，使其脱离其周围文本的方向设置 |
| <canvas> | 定义图形 |
| <command> | 定义命令按钮 |
| <datalist> | 定义数据列表 |
| <details> | 定义元素的细节 |
| <embed> | 定义外部交互内容或插件 |
| <figcaption> | 定义figure元素的标题 |
| <figure> | 定义媒介内容的分组，以及他们的标题 |
| <footer> | 定义section或page的页脚 |
| <header> | 定义section或page的页眉 |
| <hgroup> | 定义有关文档中的section信息 |
| <keygen> | 定义生成密钥 |
| <mark> | 定义有记号的文本 |
| <meter> | 定义预定义范围内的度量 |
| <nav> | 定义导航链接 |
| <output> | 定义输出的一些类型 |
| <progress> | 定义任何类型的任务的进度 |
| <rp> | 定义若浏览器不支持ruby元素显示的内容 |
| <rt> | 定义ruby注释的解释 |
| <ruby> | 定义ruby注释 |
| <section> | 定义section |
| <source> | 定义媒介源 |
| <summary> | 定义details元素的标题 |
| <time> | 定义日期/时间 |
| <track> | 定义用在媒体播放器中的文本轨道 |
| <video> | 定义视频 |

1. **HTML5新增表单控件有哪些?分别做什么（\*）?**

input[type=email] 表示输入一个电子邮箱(有校验)

input[type=color] 用于规定颜色框

input[type=date/datetime-local/month/week/time] 用于规定日期/日期时间/年月/年中周数/时间

input[type=number] 用于包含数字值的输入字段

input[type=range] 用于应该包含指定范围值的输入字段

input[type=search] 用于搜索字段

input[type=tel] 用于应该包含电话号码的输入字段,但是不会进行校验

input[type=url] 用于包含 URL 地址的输入字段

<datalist>：元素规定输入域的选项列表。

1. **HTML5新增表单控件属性（\*）?**

input **placeholder** 属性:提供一种提示（hint），描述输入域所期待的值。

input **required** 属性:规定必须在提交之前填写输入域

input step 属性:step 属性为输入域规定合法的数字间隔。

input **autofocus** 属性:autofocus 属性规定在页面加载时，域自动地获得焦点。

input form 属性:form 属性规定输入域所属的一个或多个表单。

input **list** 属性:list 属性规定输入域的 datalist。datalist 是输入域的选项列表。

input **multiple** 属性:规定<input>元素中可选择多个值。

1. **HTML5规范对于哪些音频和视频格式支持好?哪些好的图片格式?**

视频格式:

**WebM由Google提出，是一个开放、免费的媒体文件格式。**WebM标准的网络视频更加偏向于开源并且是**基于HTML5标准的**，WebM 项目旨在为对每个人都开放的网络开发高质量、开放的视频格式，其重点是解决视频服务这一核心的网络用户体验。

音频格式:

Ogg全称是OGGVobis(oggVorbis)是一种音频压缩格式，类似于MP3等的音乐格式。Ogg是完全免费、开放和没有专利限制的。OggVorbis文件的扩展名是".ogg"。Ogg文件格式可以不断地进行大小和音质的改良，而不影响旧有的编码器或播放器。

图片格式：

WebP (发音"weppy")，是一种同时提供了有损压缩与无损压缩的图片文件格式，派生自图像编码格式VP8 。

与JPEG相同，WebP是一种有损压缩利用预测编码技术。但谷歌表示，这种格式的主要优势在于高效率。他们发现，“在质量相同的情况下，WebP格式图像的体积要比JPEG格式图像小40%。

1. **H5已经弃用的标签（\*）?(5种)**

<basefont> 规定页面上的默认字体颜色和字号

<big> 让文本比常规的字体大一号

<center> 将 HTML 网页中的文本进行水平居中处理

<dir> 定义目录列表。

<font> 规定文本的字体、字体尺寸、字体颜色。

<frame> 定义 frameset 中的一个特定的窗口（框架）。

<frameset> 可定义一个框架集。它被用来组织多个窗口（框架）。

<strike> 可定义加删除线文本定义。

<tt> 呈现类似打字机或者等宽的文本效果。

1. **SVG 与 Canvas两者间的区别（\*）?**

SVG 是一种使用 XML 描述 2D 图形的语言。Canvas 通过 JavaScript 来绘制 2D 图形。

SVG不依赖分辨率。Canvas依赖分辨率。

SVG支持事件处理器。Canvas 不支持事件处理器。

SVG不适合游戏应用。Canvas适合图像密集型的游戏。

1. **CSS样式的三种来源,分别代表什么（\*）?**

CSS中的样式一共有三种来源：创作人员、读者和用户代理，来源的不同会影响到样式的层叠方式。

创作人员（author's+style）样式应该是我们最熟悉的，如果你是一个前端开发者，那么你写的那些样式就叫做创作人员样式。

用户代理样式（agent's+style），用户代理也就是我们通常所说的浏览器（IE、Firefox等等），这些浏览器会提供一些默认的样式。

读者样式（reader's+style），所谓读者自然就是浏览网页的用户，有些时候这些用户里可能会有人不满意网页的配色，或者字体大小，这时候他们就是通过浏览器提供的接口为网站添加读者样式。

1. **CSS三大机制?分别解释（\*）+ 优先级算法?**

CSS的三大机制是：特殊性[冲突]、继承、层叠。

所谓的特殊性，其实是CSS样式一种计算声明权重的规则。特殊性是由规则的选择器确定的，然后用户代理会将计算出来的特殊性附加给相应的每一个声明上。

继承机制，即样式不仅会应用到指定的样式，而且会应用到其后代的元素。并不是所有的属性都可以继承，一般的，大多数框模型属性（包括外边距、内边距、背景、边框）都不能继承。

文档中的一个元素可能同时被多个css选择器选中，每个选择器都有一些css规则，这就是层叠;

1. **页面导入样式时，使用 link 和 @import 有什么区别（\*）？**

从属关系区别。@import是CSS提供的语法规则，只有导入样式表的作用；link是HTML提供的标签，不仅可以加载CSS文件，还可以定义RSS、rel连接属性、引入网站图标等。

加载顺序区别。加载页面时，link标签引入的CSS文件被同时加载；而@import引入的CSS文件将在页面加载完毕后被加载。

兼容性区别。@import时CSS 2.1才有的语法，故只可在IE5+才能识别；link标签作为HTML标签，不存在兼容性问题。

DOM可控性区别。可以通过JS操作DOM，插入link标签来改变样式；由于DOM方法是基于文档的，无法使用@import的方法插入样式。

<https://blog.csdn.net/Dora_5537/article/details/92792949>

1. **CSS盒模型的组成部分,以及相关样式（\*）?**

所有HTML元素可以看作盒子，在CSS中，"box model"这一术语是用来设计和布局时使用。CSS盒模型本质上是一个盒子，封装周围的HTML元素，它包括：边距，边框，填充，和实际内容 。

实际内容：width 设置宽度、height 设置高度

填充(内边距)：padding

边框：border

外边距：margin

1. **CSS盒模型padding和margin不同值代表的含义（选择题 \*）?**

margin : 10px 5px 8px; 左外边距是多少? 5px

元素在页面中最终占据的大小是由盒模型来决定的,不是由宽高;

\* 表示四周的内/外边距

\*\* 表示上下、左右的内/外边距

\*\*\* 表示上、左右、下的内/外边距

\*\*\*\* 表示上、右、下、左的内/外边距

1. **IE盒模型和W3C盒模型的概念（\*）?**

w3c盒子模型的范围包括margin、border、padding、content,并且content部分不包含其他部分。

IE盒子模型的范围包括margin、border、padding、content,和w3c盒子模型不同的是，IE盒子模型的content部分包含了padding和border。

在标准兼容模式下使用的是W3C的盒模型标准。

css3的box-sizing属性给了开发者选择盒模型解析方式的权利。W3C的盒模型方式被称为“content-box”，IE的被称为“border-box”，使用box-sizing: border-box;就是为了在设置有padding值和border值的时候不把宽度撑开。

1. **设置超链接的四种状态,但是效果不正确,怎么解决（\*）?**

通过选择器按照顺序设置超链接的四种状态、

顺序是：

a:link - 正常，未访问过的链接

a:visited - 用户已访问过的链接

a:hover - 当用户鼠标放在链接上时

a:active - 链接被点击的那一刻

1. **CSS清除浮动影响的方式有哪些?以及他们的原理（\*\*\*）?**
2. 给父级元素单独定义高度（height）；

原理：如果父级元素没有定义高度，父元素的高度完全由子元素撑开时，父级div手动定义height，就解决了父级div无法自动获取到高度的问题。

优点：简单、代码少、容易掌握。

缺点：只适合高度固定的布局，要给出精确的高度，如果高度和父级div不一样时，会产生问题。对于响应式布局会有很大影响。

1. 在标签结尾处前加空div标签 clear:both

原理：添加一个空div，利用css提供的clear:both清除浮动，让父级div能自动获取到高度。

优点：简单、代码少、浏览器支持好、不容易出现怪问题

缺点：不少初学者不理解原理；如果页面浮动布局多，就要增加很多空div，不利于页面的优化。

1. 父级div定义 伪元素:after 和 zoom

原理：元素生成伪类的作用和效果相当于方法2中的原理，但是IE8以上和非IE浏览器才支持:after，zoom(IE专有属性)可解决ie6,ie7浮动问题。

优点：浏览器支持好、不容易出现怪问题，写法是固定的，不理解也可以直接复制使用；（推荐使用此种方法，简单便捷，只需添加一个class即可解决问题）

缺点：css代码多、不少初学者不理解原理，要两句代码结合使用才能让主流浏览器都支持。

1. 父级div定义 overflow:hidden

原理: 当添加overflow:hidden的时候,父元素会去适配所有子元素,即使脱离文档流的子元素,那么适配之后,父元素就有了高度;

优点：简单、代码少、浏览器支持好

缺点：不能和position配合使用，因为超出的尺寸的会被隐藏。

1. **display:none和visibility:hidden两者的区别（\*）？**

给一个元素设置了display: none，那么该元素以及它的所有后代元素都会隐藏。

给元素设置visibility: hidden也可以隐藏这个元素，但是隐藏元素仍需占用与未隐藏时一样的空间，也就是说虽然元素不可见了，但是仍然会影响页面布局。

1. **rgba()设置透明度和opacity设置透明度的区别?**

rgba()设置的透明度只是针对于元素本身,不会作用于内容

opacity设置透明度不仅作用于元素本身,还作用于内容

1. **如何在页面中设置元素不可见?**

visibility:hidden 隐藏元素,但是还在页面中占据位置

display:none 隐藏元素,不在页面中占据位置

opacity:0 隐藏元素,但是还在页面中占据位置

1. **请阐述CSS精灵截图技术(图片拼合技术)概念以及实现（应用题 \*）?**

css sprites直译过来就是CSS精灵。通常被解释为“CSS图像拼合”或“CSS贴图定位”。其实就是通过将多个图片融合到一张图里面，然后通过CSS background背景定位技术技巧布局网页背景。这样做的好处也是显而易见的，因为图片多的话，会增加http的请求，无疑促使了网站性能的减低，特别是图片特别多的网站，如果能用css sprites降低图片数量，带来的将是速度的提升。

css sprites是什么通俗解释：**CSS Sprites其实就是把网页中一些背景图片整合拼合成一张图片中，再利用DIV CSS的“background-image”，“background- repeat”，“background-position”的组合进行背景定位，background-position可以用数字能精确的定位出背景图片在布局盒子对象位置。**

1. **在开发过程中,有哪些方法可以提高网站的性能?**
2. 使用新的语义化标签,有利于浏览器抓取和解析
3. 使用小体积的图片格式,比如webp
4. 使用基于H5标准的音频和使用,比如ogg和webm
5. 提高CSS代码复用性
6. 图片拼合技术
7. **CSS3新增选择器有哪些（至少5种 \*）?**

属性选择器：

attribute^=value 选择具有指定属性并且属性值以特定字符开头的元素。

attribute$=value 选择具有指定属性并且属性值以特定字符结尾的元素。

attribute\*=value 选择具有指定属性并且属性值以包含特点字符的元素。

结构伪类选择器：

:only-child(number/odd/even/表达式) 选择父元素的第n个子元素

:last-child 选择父元素的最后一个子元素

伪元素选择器：

::selection 匹配元素中被用户选中或处于高亮状态的部分

表单选择器：

:enabled 选择每一个已启用的输入元素

:disabled 选择每一个禁用的输入元素

:checked 选择每个选中的输入元素

其他选择器：

:empty 选择没有任何子级的元素

:not(selector) 选择非指定参数选择器元素

1. **CSS3新增样式有哪些(至少5种 \*)?**

border-radius 用于创建圆角。

box-shadow 设置一个或多个下拉阴影的框

border-image 设置图片边框

background-size 指定背景图像的大小

background-image: linear-gradient(direction/degree ,color-stop1, color-stop2, ...); 设置线性渐变

background-image: radial-gradient(shape size at position, start-color, ..., last-color); 设置径向渐变

text-shadow 设置文本阴影。

text-overflow 指定应向用户如何显示溢出内容。

transform 用于设置2D或3D转换的元素

transition 用于设置过渡效果。

@keyframes 用于设置关键帧动画

1. **牢记border-radius定义不同值代表的含义?**

border-radius: 10px 5px 6px;

\* 设置四个角圆角

\*\* 设置左上右下、左下右上的圆角

\*\*\* 设置左上、左下右上、右下的圆角

\*\*\*\* 设置左上、右上、右下、左下的圆角

1. **display:flex 和 display: inline-flex的区别?**

display:flex： 将对象作为弹性伸缩盒显示

display:inline-flex：将对象作为内联块级弹性伸缩盒显示

1. **请详细阐述Flex布局（\*\*\*）?**

Flex 是 Flexible Box 的缩写，意为"弹性布局"，用来为盒状模型提供最大的灵活性。

采用 Flex 布局的元素，称为 Flex 容器（flex container），简称"容器"。它的所有子元素自动成为容器成员，称为 Flex 项目（flex item），简称"项目"。

容器默认存在两根轴：水平的主轴（main axis）和垂直的交叉轴（cross axis）。

容器样式属性：

flex-direction：决定主轴的方向（即项目的排列方向）

row（默认值）：主轴为水平方向，起点在左端。

row-reverse：主轴为水平方向，起点在右端。

column：主轴为垂直方向，起点在上沿。

column-reverse：主轴为垂直方向，起点在下沿。

flex-wrap：定义如果一条轴线排不下，如何换行。

nowrap（默认）：不换行。

wrap：换行，第一行在上方。

wrap-reverse：换行，第一行在下方。

flex-flow：flex-direction属性和flex-wrap属性的简写形式，默认值为row nowrap。

justify-content：定义了项目在主轴上的对齐方式

flex-start（默认值）：左对齐

flex-end：右对齐

center： 居中

space-between：两端对齐，项目之间的间隔都相等。

space-around：每个项目两侧的间隔相等。所以，项目之间的间隔比项目与边框的间隔大一倍。

align-items：定义项目在交叉轴上如何对齐。

flex-start：交叉轴的起点对齐。

flex-end：交叉轴的终点对齐。

center：交叉轴的中点对齐。

baseline: 项目的第一行文字的基线对齐。

stretch（默认值）：如果项目未设置高度或设为auto，将占满整个容器的高度。

align-content：定义了多根轴线的对齐方式。

flex-start：与交叉轴的起点对齐。

flex-end：与交叉轴的终点对齐。

center：与交叉轴的中点对齐。

space-between：与交叉轴两端对齐，轴线之间的间隔平均分布。

space-around：每根轴线两侧的间隔都相等。所以，轴线之间的间隔比轴线与边框的间隔大一倍。

stretch（默认值）：轴线占满整个交叉轴。

项目样式属性：

order：定义项目的排列顺序。数值越小，排列越靠前，默认为0。

flex-grow：定义项目的放大比例，默认为0，即如果存在剩余空间，也不放大。

flex-shrink：定义了项目的缩小比例，默认为1，即如果空间不足，该项目将缩小

flex-basis：定义了在分配多余空间之前，项目占据的主轴空间（main size）。

flex:flex属性是flex-grow, flex-shrink 和 flex-basis的简写，默认值为0 1 auto。后两个属性可选。

align-self:允许单个项目有与其他项目不一样的对齐方式.

1. **什么是CSS Reset（\*），为什么使用?**

**HTML标签在浏览器中都有默认的样式，不同的浏览器的默认样式之间存在差别。**例如ul默认带有缩进样式，在IE下，它的缩进是由margin实现的，而在Firefox下却是由padding实现的。**开发时浏览器的默认样式可能会给我们带来多浏览器兼容性问题，影响开发效率。所以解决的方法就是一开始就将浏览器的默认样式全部去掉，更准确说就是通过重新定义标签样式。**“覆盖”浏览器的CSS默认属性。最最简单的说法就是**把浏览器提供的默认样式覆盖掉！这就是CSS reset。**

1. **你能描述一下渐进增强和优雅降级之间的不同吗（\*）?**

|  |
| --- |
| //渐进增强  .transition{  -webkit-transition: all .5s;  -moz-transition: all .5s;  -o-transition: all .5s;  transition: all .5s;  }  //优雅降级  .transition{  　　 transition: all .5s;  　　 -o-transition: all .5s;  　-moz-transition: all .5s;  -webkit-transition: all .5s;  } |

渐进增强（progressive enhancement）：针对低版本浏览器进行构建页面，保证最基本的功能，然后再针对高级浏览器进行效果、交互等改进和追加功能达到更好的用户体验。（从被所有浏览器支持的基本功能开始，逐步地添加那些只有新式浏览器才支持的功能，向页面添加无害于基础浏览器的额外样式和功能。当浏览器支持时，它们会自动地呈现出来并发挥作用。）

　　优雅降级（graceful degradation）：一开始就构建完整的功能，然后再针对低版本浏览器进行兼容。（Web站点在所有新式浏览器中都能正常工作，如果用户使用的是老式浏览器，则代码会检查以确认它们是否能正常工作。由于IE独特的盒模型布局问题，针对不同版本的IE的hack实践过优雅降级了，为那些无法支持功能的浏览器增加候选方案，使之在旧式浏览器上以某种形式降级体验却不至于完全失效。）

　　区别：优雅降级是从复杂的现状开始，并试图减少用户体验的供给，而渐进增强则是从一个非常基础的、能够起作用的版本开始，并不断扩充，以适应未来环境的需要。

1. **什么是弱类型语言，什么是强类型语言?**

强类型: 定义变量,必须指明其类型;

byte b = 10; String str = “1”; char=’1’

弱类型: 定义变量,无序指明其类型,统一使用var来定义变量;

var b = 10; var str = “abc”;

1. **JavaScript的组成部分（\*）?**

JavaScript是ECMAScript、文档对象模型（document object model:DOM）、浏览器对象模型（brower object model:BOM）由三部分构成。

ECMAScript，描述了该语言的语法和基本对象(内置对象)。

文档对象模型（DOM），描述处理网页内容的方法和接口。通过 DOM，可以访问所有的 HTML 元素，连同它们所包含的文本和属性，可以对其中的内容进行修改和删除，同时也可以创建新的元素；

浏览器对象模型（BOM），描述与浏览器进行交互的方法和接口。BOM提供了独立于内容而与浏览器窗口进行交互的对象，例如可以移动，调整浏览器大小的window对象，可以用于导航的location对象与history对象，可以获取浏览器，操作系统与用户屏幕信息的navigator与screen对象。

1. **JavaScript特点或特性?**

JavaScript是一种属于网络的脚本语言,已经被广泛用于Web应用开发,常用来为网页添加各式各样的动态功能,为用户提供更流畅美观的浏览效果。

脚本语言。JavaScript是一种解释型的脚本语言,C、C++等语言先编译后执行,而JavaScript是在程序的运行过程中逐行进行解释。

基于对象。JavaScript是一种基于对象的脚本语言,它不仅可以创建对象,也能使用现有的对象(内置对象)。

简单性。JavaScript语言中采用的是弱类型的变量类型,对使用的数据类型未做出严格的要求,是基于Java基本语句和控制的脚本语言,其设计简单紧凑。

动态性。JavaScript是一种采用事件驱动的脚本语言,它不需要经过Web服务器就可以对用户的输入做出响应。在访问一个网页时,鼠标在网页中进行鼠标点击或上下移、窗口移动等操作JavaScript都可直接对这些事件给出相应的响应（针对于用户在页面中的操作,都是基于事件驱动）。

跨平台性：JavaScript脚本语言不依赖于操作系统,仅需要浏览器的支持。因此一个JavaScript脚本在编写后可以带到任意机器上使用,前提上机器上的浏览器支 持JavaScript脚本语言,目前JavaScript已被大多数的浏览器所支持。

1. **JavaScript ECMAScript包含什么内容?**

基础语法和内置对象

基础语法：变量、数据类型、运算符和表达式、流程控制语句

内置对象：Date、String、Array、Global、Boolean、Number等

1. **JavaScript数据类型有哪些（\*）?**

值类型（原始类型）：数字Number、字符串String、布尔Boolean、空类型Null、未定义Undefined

引用类型（对象类型）：Object、Array等内置对象、Function函数对象

1. **JavaScript里面的NaN代表什么意思?属于什么类型（\*）?**

NaN：Not a Number,不是一个数值

在JS里面属于Number类型。

1. **JavaScript 中的强制转型是指什么（\*）？**

在 JavaScript 中，两种不同的内置类型间的转换被称为强制转型。强制转型在 JavaScript 中有两种形式：显式和隐式。

这是一个显式强制转型的例子：

var a = "42";

var b = Number( a );

这是一个隐式强制转型的例子：

var a = "42";

var b = a - 1; // "42" 隐式转型成 42

1. **以下两条语法,分别表示的是什么?**

var arr2 = new Array(5); 定义长度为5的JS数组

var arr6 = [5]; 定义数组并给其下标0赋值为5

1. **Null和Undefined的区别（\*）?**

JavaScript 中有两种原始类型：null 和 undefined。

Null 已定义，并初始化值为null;

Undefined:未定义，或者未初始化 。

null和undefined是两个不同的对象, 有图为证:

![](data:image/png;base64,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)

1. **在JS里面== 和 ===的区别（\*）?**

相等运算符 == ：判断两个操作数是否相等。不同的数据类型会自动转换为相等的数据类型再做比较。

等同(恒等)运算符=== ：全等（值和类型），严格意义的相等，两个操作数的值和他们的类型必须完全一致。

1. **如下语句得到的结果分别是什么(js里面的特殊比较 选择题)?**

null == undefined true

NaN == NaN false

undefined == 0 false

null == 0 false

1. **Switch语句和if多分支语句的区别（\*）?**

相同点：他们都是用来处理多分支条件的结构。

不同点：switch语句只能处理等值条件判断的情况，而且条件只能是整型变量或字符型变量。多重if选择结构的限制，特别适合某个变量处于某个连续区间时的情况。

1. **While 和 do while的区别（\*）?**

while语句和 do…while语句类似，都是要判断循环条件是否为真。如果为真，则执行循环体，否则退出循环。

while语句和 do…while语句的区别在于：do…while语句是先执行一次循环体，然后再判断。因此 do…while语句至少要执行一次循环体。而 while是先判断后执行，如果条件不成立或不满足，则一次循环体也不执行。

1. **JavaScrip的一些编写原则（\* - 开发中的细节）?**

1、不要在同一行声明多个变量

2、使用===或!==来比较

3、使用字面量的方式来创建对象、数组，替代new Array这种形式

4、switch语句必须要带default分支

5、fon-in循环中的变量，用var关键字说明作用域，防止变量污染

6、三元表达式可以替代if双分支语句

7、比较数据类型以下6中情况是false，其他都是true------false、""、0、null、undefined、NaN

8、数据类型检测用typeof，对象类型检测用instanceof

9、异步加载第三方的内容

10、单行注释//，多行注释/\*\*/

1. **循环的使用场合?**

已知循环次数用for循环

不知道循环次数且可能一次都不循环用while循环

不知道循环次数且至少循环一次用do-while循环

1. **怎么通过break结束指定的循环（\*）?**

|  |
| --- |
| //给for循环定义标记,然后在break后面指明要结束的循环标记  tt:for(var i = 0;i < 10;i++){  for(var j = 0;i < 10;j++){   if(j == 5){   break tt; //结束外层for循环                   }                    document.write("Hell0<br>");              }                  document.write("<hr>");   } |

1. **break和continue的区别（\*）?**

break将直接跳出并结束当前循环结构。

continue用于跳过循环中的一个迭代。

continue 语句只能用在循环中；break只能用在循环或 switch 中。

1. **形参和实参的区别（\*）?**

1、出现的地方不一样，形参是在函数的声明中，实参出现在函数的调用中。

2、代表的意义不一样，形参是声明一个变量，实参是该变量的值。

1. **JS局部变量和全局变量的区别（\*）?**

在JavaScript函数内部声明的变量是局部变量，所以只能在函数内部访问它，该变量的作用域是局部的。只要函数运行完毕，局部变量就会被删除。

在函数外声明的变量是全局变量，网页上的所有脚本和函数都能访问它。 全局变量会在页面关闭后被删除。

1. **匿名函数的五种用法?**

方式一：把它放进一个变量里，这个变量就相当于一个函数名了。没有名字的匿名函数，变成有“名”函数了，我们把这种方式称之为函数字面量。

|  |
| --- |
| var myFun = function( a,b ){  console.info( a+b);  };  myFun( 10,30 ); |

方式二：干脆不要名字，直接执行~！-- 这么做可以在内部形成局部变量和局部函数，防止全局污染。

|  |
| --- |
| (function(a,b){  console.info( a+b );  }(10,30)); |

方式三：利用事件去调用。

|  |
| --- |
| var btn = document.getElementById("btn"); // 找到页面某个标签  // 添加事件  btn.onclick = function(){  console.info("你点了我！");  } |

方法四：作为对象的方法调用

|  |
| --- |
| var myObj = {  name : "John",  sayHello:function(){  console.info("Hello,"+ this.name );  }  };  myObj.sayHello(); |

方法五：作为另一个函数的参数。

函数也可以作为另一个函数的参数的。当然有名函数也可以做参数。

|  |
| --- |
| function myFun(fn){  fn();  }  myFun( function(){  console.info("这个匿名函数是个参数");  }); |

1. **值传递和引用传递的区别（\*）?**

值传递和引用传递都是发生在函数调用中；

**值传递：**实参传递给形参的是值，形参和实参在内存上是两个独立的变量，对形参做任何修改不会影响实参

**引用传递：**实参传递给形参的是参数对于内存上的引用地址，实参和 形参在内存上指向了同一块区域，对形参的修改会影响实参

1. **介绍js有哪些常用内置对象（\*）?**

1.String(字符串对象),

2.Number(数值对象),

3.Boolean（布尔对象）,

4.Function(函数对象),

5.Array(数组),

6.Math(数学运算对象),

7.Object(Object根对象,所有对象的父对象),

8.RegExp（正则表达式对象）,

9.Date(日期对象)，

10.Error(异常对象)

1. **JS中,如何把数组转换为指定字符串,如何把指定字符串拆分成一个数组（\*）?**

Array对象里面的join() 可以把数组转换为指定字符串

String对象里面的split() 可以把字符串转换为数组

1. **Array里面push()和concat()的区别?**

push() 向原数组里面添加元素;如果参数是一个数组,那么会把数组当成一个整体;

concat() 不修改原数组,生成一个新的数组;如果参数是一个数组,那么会把数组里面的元素单独提取出来;

1. **pop()、push()、shift()、unshift()分别做什么的（\*）?**

pop() 删除数组的最后一个元素

push() 添加元素到数组的末尾

shift() 删除数组的第一个元素

unshift() 添加元素到数组的开头

1. **Array对象里面哪些方法可以删除数组的元素（\*）?**

pop() 删除数组的最后一个元素

shift() 删除数组的第一个元素

splice() 删除数组任意下标，任意个数的元素

1. **Array对象里面的哪些方法是添加数组的元素（\*）?**

push() 添加元素到数组的末尾

unshift() 添加元素到数组的开头

splice() 添加元素到数组的任意位置

1. **Array对象里面splice()和slice()的区别（\*）?**

slice() 从原数组截取出来一个新的数组,可以传递开始下标和结束下标

splice() 可以添加数组元素、删除数组元素和替换数组元素；

1. **如下代码的执行结果：**

var arr8 = ["xx", "yy", "zz", "kk", "jj"];

var sliceArr4 = arr8.slice(-4, 3); // ["yy", "zz"]

1. **Math对象里面ceil()、floor()、random()、round()分别做什么使用（\*）?**

ceil()：向上取整

floor()：向下取整

random()：随机0-1的伪随机数

round()：四舍五入

1. **在JS里面如何把字符转换为Unicode编码；如果把Unicode编码转换为字符？**

str.charCodeAt(1) 字符转换为Unicode

String.fromCharCode(97) Unicode转换为字符

1. **JS String对象里面slice()、substr()、substring()有什么区别（\*）?**

都是用来截取字符串的

如果三个方法都是传递一个参数,那么都表示开始下标;表示从开始下标截取到末尾；

如果有第二个参数,slice第二个参数表示结束下标;substr第二个参数表示截取长度;substring它的两个参数谁大谁就是结束下标;

1. **Number()、parseInt()、parseFloat()的区别（\*）?**

Number() 当参数为数值类型字符串的时候,才能正确转换为数值,否则都是NaN

parseInt() 把字符串转换为整数数值,哪怕参数是一个浮点类型;如果字符串前面是数值后面是其他字符,那么会对数值部分进行转换

parseFloat() 把字符串转换为浮点数值;如果字符串前面是数值后面是其他字符,那么会对数值部分进行转换

1. **如何把字符串进行翻转?**

1、从后到前遍历字符串,获取每一个字符,然后拼接到一个新的字符串上面;

2、折半交换,交换的次数是字符串长度/2向下取整；两两交换即可

3、把字符串通过split()拆分成数组,通过reverse()进行数组翻转,然后通过join()把数组转换为字符串

1. **URL 如何编码解码？为什么要编码（\*）？**

URL 只能使用 ASCII 字符集来通过因特网进行发送。也就是说URL只能使用英文字母、阿拉伯数字和某些标点符号，不能使用其他文字和符号。这意味着如果URL存在汉字，就必须编码后使用。

例如说我们有这样一条 URL ：www.hahaha.com/你好?a=1&b=2，我们如何可以把它合法的在因特网中传播呢？

使用 encodeURIComponent(str) 这个方法来将 utf-8 的字符编码为合法的 URL 。

使用decodeURIComponent(str)这个方法就可以解码你所得到的URL。

<https://www.jianshu.com/p/cfd3c8abb2c4>

1. **什么是 IIFE（立即调用函数表达式）（知道IIFE代表啥意思）？**

它是立即调用函数表达式（Immediately-Invoked Function Expression），简称 IIFE。函数被创建后立即被执行：

|  |
| --- |
| (function IIFE(){  console.log( "Hello!" );  })();  // "Hello!" |

在避免污染全局命名空间时经常使用这种模式，因为 IIFE（与任何其他正常函数一样）内部的所有变量在其作用域之外都是不可见的。

1. **解释什么是回调函数，并提供一个简单的例子（\*）。**

回调函数是可以作为参数传递给另一个函数的函数，并在某些操作完成后执行。下面是一个简单的回调函数示例，这个函数在某些操作完成后打印消息到控制台。

|  |
| --- |
| function modifyArray(arr, callback) {  // 对 arr 做一些操作  arr.push(100);  // 执行传进来的 callback 函数  callback();  }  var arr = [1, 2, 3, 4, 5];  modifyArray(arr, function() {  console.log("array has been modified", arr);  }); |

1. **BOM由哪些对象组成（\*）?**

1.window(核心)

2.document对象 (文档对象)

3.location对象（地址栏对象）

4.navigation对象（浏览器本身相关信息）

5.screen对象（屏幕相关）

6.history对象（浏览器历史相关）

7.frames对象 (内嵌框架集)

1. **JS定时器有哪些?**

延时型定时器: 延迟指定时间后,执行一次

setTimeout()

间隔型定时器: 每隔指定时间后,指向一次

setInterval()

注：定时器都是异步的,不会阻塞后续代码都的执行

1. **如何获取当前窗口文档显示区域的宽高（\*）?**

window.innerWidth 返回窗口的文档显示区的宽度

window.innerHeigt 返回窗口的文档显示区的高度。

1. **请分别阐述Location对象的assign()和replace()的区别（\*）？**

两者共同点都是可以实现页面跳转。

window.location.assign(url) ： 加载 URL 指定的新的 HTML 文档。就相当于一个链接，跳转到指定的url，当前页面会转为新页面内容，可以点击后退返回上一个页面。

​ window.location.replace(url) ： 通过加载 URL 指定的文档来替换当前文档，这个方法是替换当前窗口页面，前后两个页面共用一个窗口，所以是没有后退返回上一页的。

1. **innerText和innerHTML的区别（\*）?**

innerText：用来获取或设置标签的文本内容,不会解析标签。

InnerHTML：用来获取或设置标签的HTML内容,可以解析标签。

1. **获取页面元素的方法有哪些?**

getElementById() 根据id获取页面唯一元素

getElementsByName() 根据name获取页面指定元素

getElementsByTagName() 根据标签名获取页面指定元素

getElementsByClassName() 根据类名获取页面元素

querySelector() 根据选择器选择页面的第一个元素

querySelectorAll() 根据选择器选择页面的指定所有元素

children 获取当前元素的所有子元素

nextElementSibling 获取后一个兄弟元素节点

previousElementSibling 获取前一个兄弟元素节点

firstElementChild 获取第一个子元素

lastElementChild 获取最后一个子元素

**.....**

1. **nodeList和HTMLCollection的区别（\*）?**

nodeList,节点列表;节点列表里面会存在各种节点;

HTMLCollection,HTML集合;集合列表里面之后存在元素节点;

1. **常见节点类型有哪些?nodeName、nodeType、nodeValue分别得到什么（\*）?**

节点类型 nodeName nodeType nodeValue

元素 元素名称 1 null

属性​ 属性名称​ 2​ 属性值

文本​ #text​ 3​ 文本内容

注释​ #comment​ 8 ​ 注释内容

1. **onmouseover、onmouseout、onmouseenter、onmouseleave的作用及区别（\*）** onmouseover和onmouseenter都是鼠标移入元素的时候触发

onmouseout和onmouseleave都是鼠标移除元素的时候触发

onmouseover和onmouseout支持事件冒泡;onmouseenter和onmouseleave不支持冒泡

1. **keydown 和 keypress的区别（\*）?**

两者都是键盘按下未释放的时候触发;

1. keydown按任意键都可以触发;keypress按字符键可以触发;

2. keydown优先于keypress触发;

3. keydown获取的键码不区分大小写; keypress获取的键码区分大小写

1. **常见的事件类型有哪些（\*）？**

鼠标事件:

click 鼠标单击事件,举例:点击显示/隐藏百度登录窗口、点击回到顶部、点击切换登录方式...

dblclick 鼠标双击事件

mouseover 鼠标移入事件

mouseout 鼠标移出事件

案例: 移入显示/移除隐藏、移入停止轮播/移出继续轮播

mouseenter 鼠标移入事件

mouseleave 鼠标移出事件

mouseover/mouseout可以实现的动态效果,它都可以实现;

mousemove 鼠标移动事件

案例: 放大镜

mousedown 鼠标按下事件

案例: 拖拽 - 百度登录窗口

mouseup 鼠标弹起事件

案例: 拖拽 - 百度登录窗口

键盘事件:

keydown 键盘按下事件

keypress 键盘按下事件

keyup 键盘弹起事件

案例: 页面小游戏、输入框的强控制

keydown->所有键可以触发,获取得到的键码不区分大小写

keypress->字符键可以触发,获取得到的键码区分大小写

keydown先于keypress触发

框架/对象事件:

load 页面加载完毕事件

unload 页面卸载事件

beforeunload 页面卸载之前的时间

hashchange URL锚链接改变事件

resize 窗口尺寸改变事件

scroll 内容滚动事件

懒加载

表单事件:

change 内容改变事件;修改了输入框的内容并且失去焦点的时候触发

案例: 级联操作

select 内容字符选择事件,选择了输入框的内容并释放鼠标按键触发

submit 表单提交事件

案例: 客户端校验; 输入的数据不符合要求,阻止表单提交

reset 表单重置事件

focus 获取焦点事件

案例: 获取焦点提示规则

blur 失去焦点事件

案例: 失去焦点验证输入数据

input 输入事件

案例: 百度密码

1. **什么是事件冒泡和事件捕获(捕捉)（\*）?**

事件冒泡：是指嵌套最深的元素触发一个事件，然后这个事件顺着嵌套顺序在父元素上触发。

事件的捕获：与事件冒泡相反，事件会从最外层开始发生，直到最具体的元素。

1. **事件的三个阶段?**

事件的处理过程主要有三个阶段：捕获阶段，目标阶段，冒泡阶段；

捕获阶段：当我们在 DOM 树的某个节点发生了一些操作（例如单击、鼠标移动上去），就会有一个事件发射过去。这个事件从 Window 发出，不断经过下级节点直到触发的目标节点。在到达目标节点之前的过程，就是捕获阶段（Capture Phase）。事件由页面元素接收，逐级向下，到具体的元素。

目标阶段：当事件不断的传递直到目标节点的时候，最终在目标节点上触发这个事件，就是目标阶段。具体的元素本身。

冒泡阶段：事件冒泡即事件开始时，由最具体的元素接收（也就是事件发生所在的节点），然后逐级传播到较为不具体的节点。跟捕获相反，具体元素本身，逐级向上，到页面元素（我们平时用的事件绑定就是利用的事件冒泡的原理）。

1. **什么时候产生事件对象?**

当事件函数触发的时候,该函数的形参接收一个event对象.Event 对象代表事件的状态，比如事件在其中发生的元素、键盘按键的状态、鼠标的位置、鼠标按钮的状态。

1. **事件对象的属性（\*）？**

event.eventPhase 返回事件传播的当前阶段。

**event.target || event.srcElement** 返回触发此事件的元素（事件的目标节点）。

**event.currentTarget** 返回其事件监听器触发该事件的元素

event.bubbles 返回布尔值，指示事件是否是冒泡事件类型

event.cancelable 返回布尔值，指示事件是否可拥可取消的默认动作。

**event.type 获取事件类型**

event.timeStamp 返回事件生成的日期和时间。

**event.clientX/clientY** 所有浏览器都支持，窗口位置

**event.pageX/pageY** IE9以前不支持，页面位置

1. **说明如何使用JavaScript提交表单（\*）？**

要使用JavaScript提交表单，请使用

document.form [0] .submit();

1. **DOM里面哪些API需要进行兼容性处理?**

innerText

|  |
| --- |
| // 设置文本内容兼容性函数  function setInnerText(ele, text) {  if (ele.innerText) { // 如果没有innerText属性,返回undefined  ele.innerText = text;  } else {  ele.textContent = text;  }  }  // 获取文本内容兼容性函数  function getInnerText(ele) {  if (ele.innerText) { // 如果没有innerText属性,返回undefined  return ele.innerText;  } else {  return ele.textContent;  }  } |

firstElementChild/lastElementChild

|  |
| --- |
| // firstElementChild兼容性处理  function getFirstElementChild(element) {  var node, nodes = element.childNodes,  i = 0;  while (node = nodes[i++]) {  if (node.nodeType === 1) {  return node;  }  }  return null;  }  // lastElementChild兼容性处理  function getLastElementChild(element) {  var node, nodes = element.childNodes,  i = nodes.length - 1;  while (node = nodes[i--]) {  if (node.nodeType === 1) {  return node;  }  }  return null;  } |

nextElementSibling/previousElementSibling

|  |
| --- |
| // nextElementSibling兼容性处理  function getNextElementSibling(element) {  var el = element;  while (el = el.nextSibling) {  if (el.nodeType === 1) {  return el;  }  }  return null;  }  // previousElementSibling兼容性处理  function getPreviousElementSibling(element) {  var el = element;  while (el = el.previousSibling) {  if (el.nodeType === 1) {  return el;  }  }  return null;  } |

addEventListener/removeEventListener

|  |
| --- |
| // 添加事件的兼容性处理  function addEventListener(element, type, fn) {  if (element.addEventListener) {  element.addEventListener(type, fn);  } else if (element.attachEvent) {  element.attachEvent("on" + type, fn)  } else {  element["on" + type] = fn;  }  }  // 移除事件的兼容性处理  function removeEventListener(element, type, fn) {  if (element.removeEventListener) {  element.removeEventListener(type, fn);  } else if (element.detachEvent) {  element.detachEvent("on" + type, fn)  } else {  element["on" + type] = null;  }  } |

pageX/pageY

|  |
| --- |
| // 封装获取滚动出去的距离的函数  function getScroll() {  var scrollLeft = document.body.scrollLeft || document.documentElement.scrollLeft;  var scrollTop = document.body.scrollTop || document.documentElement.scrollTop;  return {  scrollLeft: scrollLeft,  scrollTop: scrollTop  }  }  // 封装获取页面坐标的函数,必须用在事件函数里面,依赖于event对象  function getPage(e) {  e = e || window.event;  var pageX = e.pageX || getScroll().scrollLeft + e.clientX;  var pageY = e.pageY || getScroll().scrollTop + e.clientY;  return {  pageX: pageX,  pageY: pageY  }  } |

1. **什么是事件委托（\*）?**

事件委托就是利用事件冒泡，只指定一个事件处理程序，就可以管理某一类型的所有事件。

1. **为什么要用事件委托（\*\*\*）？**

在JavaScript中，添加到页面上的事件处理程序数量将直接关系到页面的整体运行性能，因为需要不断的与dom节点进行交互，访问dom的次数越多，引起浏览器重绘与重排的次数也就越多，就会延长整个页面的交互就绪时间，这就是为什么性能优化的主要思想之一就是减少DOM操作的原因；如果要用事件委托，就会将所有的操作放到js程序里面，与dom的操作就只需要交互一次，这样就能大大的减少与dom的交互次数，提高性能；

1. **事件委托的原理（\*）?**

事件委托是利用事件的冒泡原理来实现的

1. **如何阻止事件传播（冒泡）（\*）?**

event.stopPropagation()

1. **阻止浏览器的默认行为（\*）?**

event.preventDefault();

事件函数return false;

1. **offsetParent和parentNode的区别（\*）?**

parentNode就是父节点

offsetParent是具有定位的父级节点

1. **offset、client、scroll三大家对比（\*\*\*）?**

offset获取位置和大小:

offsetLeft/offsetTop是相对于offsetParent的位置,前提是父元素必须具有定位属性;否则继续向上查找,直到body

offsetWidth/offsetHeight是获取元素在页面中占据的实际大小

offsetWidth/offsetHeight = width/height + padding + border

client获取位置和大小:

clientLeft/clientTop是获取左边框和上边框的宽度

clientWidth/clientHeight是获取元素的宽高 + 内边距

clientWidth/clientHeight = width/height + padding

scroll获取位置和大小:

scrollLeft/scrollTop是获取左侧和顶部滚动隐藏进去的距离

scrollWidth/scrollHeight是获取元素的宽高 + 内边距 + 未显示的内容,不包含滚动条

scrollWidth/scrollHeight = width/height + padding + 未显示内容 - 滚动条宽度

1. **请分别解释JavaScript内核和JavaScript引擎（\*）?**

JavaScript内核，主要指渲染引擎，负责对网页语法的解释并渲染（显示）网页。

JavaScript引擎用来解释并执行嵌入在网页中的JavaScript（又称ECMAScript）代码

1. **请阐述浏览器渲染过程?**

1. 解析HTML，生成DOM树，解析CSS，生成CSSOM树

2. 将DOM树和CSSOM树结合，生成渲染树(Render Tree)

3. Layout(回流):根据生成的渲染树，进行回流(Layout)，得到节点的几何信息（位置，大小）

4. Painting(重绘):根据渲染树以及回流得到的几何信息，得到节点的绝对像素

5. Display:将像素发送给GPU，展示在页面上。

1. **回流和重绘概念（\*）?**

可见DOM节点以及它对应的样式结合起来生成渲染树,计算它们在设备视口(viewport)内的确切位置和大小，这个计算的阶段就是回流。

通过构造渲染树和回流阶段，我们知道了哪些节点是可见的，以及可见节点的样式和具体的几何信息(位置、大小)，那么我们就可以将渲染树的每个节点都转换为屏幕上的实际像素，这个阶段就叫做重绘节点

1. **如何减少回流和重绘（\*）?**
2. 合并多次对DOM和样式的修改，然后一次处理掉
3. 元素脱离文档流,进行修改,然后带回文档流

隐藏元素，应用修改，重新显示

使用文档片段(document fragment)在当前DOM之外构建一个子树，再把它拷贝回文档

将原始元素拷贝到一个脱离文档的节点中，修改节点后，再替换原始的元素

1. css3硬件加速
2. **原型和原型链的理解（\*）?**

每创建一个函数，该函数都会自动带有一个prototype属性。该属性是一个指针，指向一个对象，该对象称之为原型对象；原型对象定义的所有属性和方法都会被函数所拥有；

1、构造函数的prototype属性指向 原型对象

2、通过new调用构造函数得到 实例对象

3、实例对象的\_\_proto\_\_属性指向 原型对象

4、实例对象的constructor指向 构造函数

5、原型对象的constructor指向 构造函数

当对象访问属性和方法的时候，会往自身查找，如果没有才会去原型中找。（一级一级传递 形成了原型链）

1. **JS实现继承（\*）?**

|  |
| --- |
| function Person(name, age) {  this.type = 'human'  this.name = name  this.age = age  }  Person.prototype.sayName = function () {  console.log('hello ' + this.name)  }  function Student(name, age) {  Person.call(this, name, age)  }  // 利用原型的特性实现继承  Student.prototype = new Person();  Student.prototype.constructor = Student; |

https://www.cnblogs.com/ranyonsue/p/11201730.html

1. **call、apply、bind的区别（\*\*\*）?**

call 和 apply 特性一样

都是用来调用函数，而且是立即调用

但是可以在调用函数的同时，通过第一个参数指定函数内部 `this` 的指向

call 调用的时候，参数必须以参数列表的形式进行传递，也就是以逗号分隔的方式依次传递即可

apply 调用的时候，参数必须是一个数组，然后在执行的时候，会将数组内部的元素一个一个拿出来，与形参一一对应进行传递

如果第一个参数指定了 `null` 或者 `undefined` 则内部 this 指向 window

bind

可以用来指定内部 this 的指向，然后生成一个改变了 this 指向的新的函数

它和 call、apply 最大的区别是：bind 不会调用

bind 支持传递参数，它的传参方式比较特殊，一共有两个位置可以传递

在 bind 的同时，以参数列表的形式进行传递

在调用的时候，以参数列表的形式进行传递

到底以谁 bind 的时候传递的参数为准呢还是以调用的时候传递的参数为准

两者合并：bind 的时候传递的参数和调用的时候传递的参数会合并到一起，传递到函数内部

1. **XMLHttpRequest的理解?**

- XMLHttpRequest是Ajax的基础。

- 所有现代浏览器均支持XMLHttpRequest对象（IE5和IE6使用ActiveXObject）。

- XMLHttpRequest用于在后台与服务器交换数据。这意味着可以在不重新加载整个网页的情况下，对网页的某部分进行更新

XMLHttpRequest 对象属性:

onreadystatechange 属性存有处理服务器响应的函数。

readyState 属性存有服务器响应的状态信息。每当 readyState 改变时，onreadystatechange 函数就会被执行。

readyState 属性可能的值：

1. 请求未初始化（在调用 open() 之前）
2. 请求已提出（调用 send() 之前）
3. 请求已发送（这里通常可以从响应得到内容头部）
4. 请求处理中（响应中通常有部分数据可用，但是服务器还没有完成响应）
5. 请求已完成（可以访问服务器响应并使用它）

responseText 属性来取回由服务器返回的数据。

XMLHttpRequest 对象方法:

open() 方法:open() 有三个参数。第一个参数定义发送请求所使用的方法，第二个参数规定服务器端脚本的URL，第三个参数规定应当对请求进行异步地处理。

send() 方法将请求送往服务器。

abort() 方法停止当前请求

1. **如何理解隐式迭代和链式编程（\*）?**

在方法的内部会为匹配到的所有元素进行循环遍历，执行相应的方法，而不用我们再进行循环，简化我们的操作，方便我们调用,这就叫做隐式迭代。

链式编程，是将多个操作（多行代码）通过点号"."链接在一起成为一句代码。链式编程的原理是：函数返回的就是调用对象;

1. **$(document).ready() 是个什么函数？为什么要用它（\*）？**

**ready() 函数用于在文档进入ready状态时执行代码**。当DOM 完全加载（例如HTML被完全解析DOM树构建完成时），jQuery允许你执行代码。使用**$(document).ready()的最大好处在于它适用于所有浏览器，jQuery帮你解决了跨浏览器的难题。**

1. **Window.onload和$(document).ready()的区别（\*）?**

JavaScript window.onload 事件和 jQuery ready 函数之间的主要区别是，前者除了要等待 DOM 被创建还要等到包括大型图片、音频、视频在内的所有外部资源都完全加载。如果加载图片和媒体内容花费了大量时间，用户就会感受到定义在 window.onload 事件上的代码在执行时有明显的延迟。

另一方面，jQuery ready() 函数只需对 DOM 树的等待，而无需对图像或外部资源加载的等待，从而执行起来更快。使用 jQuery $(document).ready() 的另一个优势是你可以在网页里多次使用它，浏览器会按它们在 HTML 页面里出现的顺序执行它们，相反对于 onload 技术而言，只能在单一函数里使用。鉴于这个好处，用 jQuery ready() 函数比用 JavaScript window.onload 事件要更好

1. **jQuery 库中的 $() 是什么（\*）？**

**$() 函数是 jQuery() 函数的别称，$() 函数用于将任何对象包裹成 jQuery 对象，接着你就被允许调用定义在 jQuery 对象上的多个不同方法。**你甚至可以将一个选择器字符串传入 $() 函数，它会返回一个包含所有匹配的 DOM 元素数组的 jQuery 对象。

1. **jQuery对象和DOM对象的相互转换（\*）?**

jQuery对象转换为DOM对象: jQuery对象[下标] / jQuery对象.get(下标)

DOM对象转换为jQuery对象: $(DOM对象)

1. **jQuery中width()/height()、innerWidth()/innerHeight()、outerWidth()/outerHeight分别代表什么意思?**

width()/height() 设置或获取内容区域的宽/高

innerWidth()/innerHeight() 获取内部区域(内容+内边距)的宽/高

outerWidth()/outerHeight() 获取外部区域(内容+内边距+边框)的宽/高,如果参数设置为true,也会包含外边距

1. **jQuery里面的attr()和prop()的区别（\*）?**

两者都是用来操作属性的;

1、attr()可以操作标签的自定义属性和固有属性,一般用来操作自定义属性;prop()只能操作标签的固有属性,一般用来操作固有属性;

2、attr()是操作标签的属性; prop()是操作的jQuery对象的属性

3、对于无需设定属性值的属性,比如disabled、selected、checked等; attr()获取的是和属性名一样的值;但是prop()获取布尔值

4、对于标签没有定义的属性,attr()获取的是undefined;prop()获取的是""

1. **分别使用JS和jQuery设置标签属性，以及操作样式、CSS类?**

JS操作:

Element.属性名 获取或设置标签属性

Element.setAttribute() 给标签设置属性

Element.getAttribute() 获取标签属性值

Element.removeAttribute() 移除标签属性值

Element.className 获取或设置标签的css类

Element.style.样式名 获取或设置样式

jQuery操作:

jQuery对象.attr()/prop() 获取或设置标签属性

jQuery对象.addClass() 给标签添加css类

jQuery对象.removeClass() 移除标签css类

jQuery对象.toggleClass() 添加或移除css类

jQuery对象.css() 获取或设置样式

1. **$(this) 和 this 关键字在 jQuery 中有何不同（\*）？**

$(this) 返回一个 jQuery 对象，你可以对它调用多个 jQuery 方法，比如用 text() 获取文本，用val() 获取值等等。

而 this 代表当前元素，它是 JavaScript 关键词中的一个，表示上下文中的当前 DOM 元素。你不能对它调用 jQuery 方法，直到它被 $() 函数包裹，例如 $(this)。

1. **jQuery中remove()和detach()的区别（\*）?**

共同点: 都是从从DOM中删除所有匹配的元素。

区别点:

remove方法不会把匹配的元素从jQuery对象中删除，因而可以在将来再使用这些匹配的元素。但除了这个元素本身得以保留之外，其他的比如绑定的事件，附加的数据等都会被移除。

detach方法不会把匹配的元素从jQuery对象中删除，因而可以在将来再使用这些匹配的元素。与remove()不同的是，所有绑定的事件、附加的数据等都会保留下来。

1. **jQuery 筛选包含哪些?**

过滤、查找、串联

1. **jQuery过滤和查找的区别?**

过滤得到的元素都是当前jQuery对象的子集

查找得到的元素可能是当前jQuery对象的子集也可以不是;

1. **jQuery的on()和bind()的区别?**

两者都可以用来绑定事件及事件处理函数

on()还可以实现事件委托,但是bind()不行

1. **jQuery中trigger和triggerHandler的区别?**

trigger和triggerHandler都是用来触发事件;

Trigger会触发浏览器的默认行为，会执行事件冒泡

triggerHandler不会触发浏览器的默认行为，不会执行事件冒泡

1. **如何定义jQuery插件（\*）?**

|  |
| --- |
| /基于jQuery插件机制定义的插件              $.fn.extend({                  setRedColor:function(){                      this.css("background","red");                  },                  setColor:function(e){                      this.css("background",e);                  }              })              // $("#div1").setRedColor();              $("#div1").setColor("yellow");  jQuery.fn.extend({  // 注意:如果我们定义的插件没有写return,那么就没有办法继续调用其他的jQuery方法了  // 为了更好的使用jQuery的链式编程,我们定义的插件最好也把jQuery对象给return  check: function () {  return this.each(function () {  this.checked = true;  });  },  uncheck: function () {  return this.each(function () {  this.checked = false;  });  },  invert: function () {  return this.each(function () {  this.checked = !this.checked;  });  }  }); |

1. **$.get() 和 $.ajax() 方法之间的区别是什么（\*）?**

$.ajax() 方法更强大，更具可配置性, 让你可以指定等待多久，以及如何处理错误。$.get()/$.post() 方法是一个只获取一些数据的专门化方法。

1. **HTTP请求方式（\*）？**

GET是最常用的方法，通常用于请求服务器发送某个资源。

POST 方法，常用来创建一个新资源。

PUT 方法，常用来更新已有资源，若资源不存在，它也会进行创建。

PATCH是一个新方法，可以当作是PUT方法的补充，主要用来做局部更新。

DELETE 方法，常用来删除已有资源

1. **meta viewport 是做什么的？怎么写（\*）?**

移动端浏览器通常都在一个比屏幕更宽的虚拟窗口中渲染页面，这个虚拟窗口就是viewport，目的是正常展示没有做移动端适配的网页，可以让他们完整的展现给用户。我们有时用移动设备访问桌面版网页就会看到一个横向滚动条，这里可显示区域的宽度就是viewport的宽度。

<meta name="viewport" content="width=device-width, initial-scale=1, maximum-scale=1">

该meta标签的作用是让当前viewport的宽度等于设备的宽度，同时不允许用户手动缩放。当然maximum-scale=1.0, user-scalable=0不是必需的，是否允许用户手动播放根据网站的需求来定，但把width设为width-device基本是必须的，这样能保证不会出现横向滚动条。

meta viewport 的6个属性：

|  |  |
| --- | --- |
| width | 设置layout viewport 的宽度，为一个正整数，或字符串”width-device” |
| initial-scale | 设置页面的初始缩放值，为一个数字，可以带小数 |
| minimum-scale | 允许用户的最小缩放值，为一个数字，可以带小数 |
| maximum-scale | 允许用户的最大缩放值，为一个数字，可以带小数 |
| height | 设置layout viewport 的高度，这个属性并不重要，很少使用 |
| user-scalable | 是否允许用户进行缩放，值为”no”或”yes”, no 代表不允许，yes代表允许 |

1. **在做响应式页面的时候,有哪几种设备,分别的阀值是什么（\*）？**

四种设备:

超大屏幕,阀值大于等于1200px

中等屏幕,阀值大于等于992px和小于1200px

小屏幕,阀值大于等于768px和小于992px

超小屏幕,阀值小于768px

1. **Bootstrap .container容器的阈值以及固定宽度是?**

阈值 固定宽度

>=1200 1170

>=992&<1200 970

>=768 750

<768 100%

1. **什么是Bootstrap？以及为什么要使Bootstrap？**

Bootstrap 是一个用于快速开发 Web 应用程序和网站的前端框架。 Bootstrap 是基于 HTML、CSS、JAVASCRIPT 的。Bootstrap具有移动设备优先、浏览器支持良好、容易上手、响应式设计等优点，所以Bootstrap被广泛应用。

1. **使用Bootstrap时，要声明的文档类型是什么？以及为什么要这样声明？**

**使用Bootstrap时，需要使用 HTML5 文档类型（Doctype）**。<!DOCTYPE html>因为Bootstrap 使用了一些 HTML5 元素和 CSS 属性，如果在 Bootstrap 创建的网页开头不使用 HTML5 的文档类型（Doctype），可能会面临一些浏览器显示不一致的问题，甚至可能面临一些特定情境下的不一致，以致于代码不能通过 W3C 标准的验证。

1. **.container 和 .container-fluid区别（\*）？**

.container 类用于固定宽度并支持响应式布局的容器。

.container-fluid 类用于 100% 宽度，占据全部视口（viewport）的容器。

1. **Bootstrap 网格系统（Grid System）的工作原理？**

（1）行必须放置在 .container class 内，以便获得适当的对齐（alignment）和内边距（padding）。

（2）使用行来创建列的水平组。

（3）内容应该放置在列内，且唯有列可以是行的直接子元素。

（4）预定义的网格类，比如 .row 和 .col-xs-4，可用于快速创建网格布局。LESS 混合类可用于更多语义布局。

（5）列通过内边距（padding）来创建列内容之间的间隙。该内边距是通过 .rows 上的外边距（margin）取负，表示第一列和最后一列的行偏移。

（6）网格系统是通过指定您想要横跨的十二个可用的列来创建的。例如，要创建三个相等的列，则使用三个 .col-xs-4。

1. **Bootstrap 网格系统列与列之间的间隙宽度是多少（\*）？**

间隙宽度为30px（一个列的每边分别是15px）。

1. **如果通过CSS实现三角符号?**

|  |
| --- |
| /\* 三角符号的实现 \*/  span {  display: inline-block;  width: 0;  height: 0;  /\* 下三角 \*/  /\* border-top: 5px solid black; \*/  /\* 上三角 \*/  border-bottom: 5px solid black;  border-left: 5px solid transparent;  border-right: 5px solid transparent;  }  /\*具备兼容性的三角符号实现\*/  #wrap .triangle {  width: 0;  height: 0;  border-width: 20px;  border-style: dashed dashed solid dashed;  border-color: transparent transparent red transparent;  /\* 大部分ie的布局拉伸问题,都直接添加overflow:hidden \*/  overflow: hidden;  } |

1. **layui 与 layuiAdmin 有什么区别？**

layui 是一款开源免费的前端 UI 框架，遵循 MIT 协议，可随意使用。

layuiAdmin 是完全基于 layui 搭建的一款通用型后台管理模板系统，由 layui 官方出品，需购买授权使用。

1. **Layui数据表格的用法（\*）？**

1、使用layui.use()加载table模块

2、使用table.render()渲染，render()中需要指定一系列参数：

2.1 elem: '绑定的表格元素'

2.2 height: 表格的高度

2.3 url： 请求数据的url

2.4 page： 分页相关设置（对象写法），每页显示的条目数limit，每页显示条目数列表limits，首页链接的的名称first，尾页链接的名称last，分页布局的顺序layout

2.5 toolbar: 是否开启工具条

2.6 cols: 表头设置

2.7 parseData：对响应数据的解析

2.8 request： 请求名称的变更

3、监听工具条

table.on('tool(数据表格id)', function(){})

1. **你用过Layui吗？都是怎么用的（\*）**

用过，直接使用开源的后端管理系统进行修改使用

1. **原生js实现图片懒加载原理（\*）?**

背景：页面图片多，加载的图片就多。服务器压力就会很大。不仅影响渲染速度还会浪费带宽。比如一个1M大小的图片，并发情况下，达到1000并发，即同时有1000个人访问，就会产生1个G的带宽。为了解决以上问题，提高用户体验，就出现了懒加载方式来减轻服务器的压力，优先加载可视区域的内容，其他部分等进入了可视区域再加载，从而提高性能。

懒加载原理

一张图片就是一个<img>标签，浏览器是否发起请求图片是根据<img>的src属性，所以实现懒加载的关键就是：

在图片没有进入可视区域时，先不给<img>的src赋值，这样浏览器就不会发送请求了，等到图片进入可视区域再给src赋值。

懒加载思路及实现

实现懒加载有四个步骤，如下：

1.加载loading图片

2.判断哪些图片要加载【重点】

3.隐形加载图片

4.替换真图片

More:<https://www.cnblogs.com/cat-eol/p/11747362.html>

1. **什么是版本控制?**

版本控制是指对软件开发过程中各种程序代码、配置文件及说明文档等文件变更的管理，是软件配置管理的核心思想之一。

简而言之：版本控制是一种记录一个或若干文件内容变化，以便将来查阅特定版本修订情况的系统.

1. **版本控制工具的两大核心作用（\*）?**

追踪文件的变更(历史记录)

并行开发

检入检出控制

1. **什么是单点故障?**

单点故障（英语：single point of failure，缩写SPOF）是指系统中一点失效，就会让整个系统无法运作的部件，换句话说，单点故障即会整体故障。

1. **集中式版本控制工具的缺点（\*）?**

服务器宕机,代码没有办法提交,代码没有办法得到保障

服务器挂了（硬盘坏了）,所有的历史记录和代码都没了，代码在客户端可以拿到，但是历史记录肯定是没了;

1. **分布式版本控制工具的优点（\*）?**

可以解决集中式版本控制工具的缺点

分布式版本控制工具可以完美解决上述的两个问题;

因为存在本地仓库,所以服务器宕机,也可以正常提交代码

因为本地仓库是中央仓库的完整备份,所以服务器挂了,本地仓库即包含了代码,也包含了历史记录;

1. **Git三大分区（\*）?**

Git 本地数据管理，大概可以分为三个区，工作区,暂存区和版本库。

工作区（Working Directory）:直接编辑的地方，肉眼可见，直接操作。

暂存区（Stage）:数据暂时存放的区域。在项目目录下使用指令“git add fileName”就可以把代码存入缓存区，这里的fileName是指的要往缓存区添加的文件名，当然也可以使用“.”代表当前的整个目录。

版本库（commit History）:存放已经提交的数据，push 的时候，就是把这个区的数据 push 到远程git仓库了。而.git这个目录就是本地仓库区，你commit的一切更改都会存储到本地仓库中

1. **Git本地库与远程库（\*）？**

git本地库，适合个人在本地使用版本管理工具来管理自己的资料

git远程库，适合团队的协作，成员之间共享资料

1. **Git三种状态(已跟踪文件的三种状态)（\*）?**

工作目录下面的所有文件都不外乎这两种状态：已跟踪或未跟踪。

已跟踪的文件是指本来就被纳入版本控制管理的文件，在上次快照中有它们的记录，工作一段时间后，它们的状态可能是**已提交，已修改或者已暂存**。

已提交（committed）：已提交表示数据已经安全的保存在本地数据库中。

已修改（modified）：已修改表示修改了文件，但还没保存到数据库中。

已暂存（staged）： 已暂存表示对一个已修改文件的当前版本做了标记，使之包含在下次提交的快照中。

1. **Git三大对象（\*）?**

git对象：代表的是文件的内容 （blob）

tree对象：代表的是项目版本的快照 （tree）

commit对象：代表的是对tree的简单包装,里面包含了tree对象、父提交对象、以及作者、提交者、提交时间、注释信息等 （commit）

1. **git add 命令到底做了什么事情（\*）?**

简单来说：把文件或目录下面的所有文件都放到暂存区

底层：把文件内容以键值的方式存储在本地库中，键是hash，值是git对象；然后把对应的git对象拉到暂存区以指定文件来存储;

1. **Git快进合并和典型合并（\*）?**

快进合并：当你试图合并两个分支时，如果顺着一个分支走下去能够到达另一个分支，那么 Git在合并两者的时候，只会简单的将指针向前推进（指针右移），因为这种情况下的合并操作没有需要解决的分歧——这就叫做 “快进（fast-forward）。【如果可以从一条线顺下来,就是快进合并】

典型合并：你的开发历史从一个更早的地方开始分叉开来（diverged ），分支A所在提交并不是分支B所在提交的直接祖先，Git不得不做一些额外的工作。出现这种情况的时候，Git会使用两个分支的末端所指的快照以及这两个分支的工作祖先，做一个简单的三方合并。【如果不可以从一条线顺下来,就是典型合并】

1. **分支的本质（\*）?**

Git的分支，其实本质上仅仅是**指向提交对象的可变指针**。

1. **git checkout [branch]与运行 git reset --hard [commithash]（\*\*\*）?**

首先不同于 reset --hard，checkout对工作目录是安全的，它会通过检查来确保不会将已更改的文件弄丢。而 reset --hard则会不做检查就全面地替换所有东西。

第二个重要的区别是如何更新 HEAD。reset会移动HEAD分支的指向，而checkout只会移动HEAD自身来指向另一个分支。

1. **Git特点(比如：git存储版本的方式)（\*）?**

直接记录项目快照，而非差异比较

近乎所有操作都是本地执行

时刻保持数据完整性

多数操作仅添加数据

文件的三种状态

1. **列举工作中常用的几个git命令（\*\*\*）？**

新增文件的命令：git add file或者git add ./

提交文件的命令：git commit –m或者git commit –a

查看工作区状况：git status

拉取合并远程分支的操作：git fetch/git merge或者git pull

查看提交记录命令：git reflog

切换分支: git checkout 分支名

创建分支: git branch 分支名

创建分支并切换: git checkout -b 分支名

提交文件到远程库：git push 库别名 分支

1. **如果本次提交误操作，如何撤销 - reset三部曲（\*\*\*）？**

如果想撤销提交到索引（暂存）区的文件，可以通过git restore --staged 文件名 或 git reset HEAD file；

如果想撤销提交到本地仓库的文件，可以通过git reset –soft HEAD~[^n]恢复当前分支的版本库至上一次提交的状态，索引区和工作空间不变更；

可以通过git reset –mixed HEAD~[^n]恢复当前分支的版本库和索引区至上一次提交的状态，工作区不变更；

可以通过git reset –hard HEAD~[^n]恢复当前分支的版本库、索引区和工作空间至上一次提交的状态。

1. **提交时发生冲突，你能解释冲突是如何产生的吗？你是如何解决的（\*\*\*）？**

开发过程中，我们都有自己的特性分支，所以冲突发生的并不多，但也碰到过。诸如公共类的公共方法，我和别人同时修改同一个文件，他提交后我再提交就会报冲突的错误。

发生冲突，在IDE里面一般都是对比本地文件和远程分支的文件，然后把远程分支上文件的内容手工修改到本地文件，然后再提交冲突的文件使其保证与远程分支的文件一致，这样才会消除冲突，然后再提交自己修改的部分。特别要注意下，修改本地冲突文件使其与远程仓库的文件保持一致后，需要提交后才能消除冲突，否则无法继续提交。必要时可与同事交流，消除冲突。

发生冲突，也可以使用命令。

通过git stash命令，把工作区的修改提交到栈区，目的是保存工作区的修改；

通过git pull命令，拉取远程分支上的代码并合并到本地分支，目的是消除冲突；

通过git stash pop命令，把保存在栈区的修改部分合并到最新的工作空间中；

1. **如果我想修改提交的历史信息，应该用什么命令？**

如果修改最近一次提交的历史记录，就可以用git commit –amend命令；vim编辑的方式；

1. **使用过git merge和git rebase吗？它们之间有什么区别（\*\*\*）？**

git merge和git rebase都是合并分支的命令。

git merge branch会把branch分支的差异内容pull到本地，然后与本地分支的内容一并形成一个committer对象提交到主分支上，合并后的分支与主分支一致；

git rebase branch会把branch分支优先合并到主分支，然后把本地分支的commit放到主分支后面，合并后的分支就好像从合并后主分支又拉了一个分支一样，本地分支本身不会保留提交历史。

1. **你使用过git stash命令吗？你一般什么情况下会使用它（\*\*\*）？**

命令git stash是把工作区修改的内容存储在栈区。

以下几种情况会使用到它：

解决冲突文件时，会先执行git stash，然后解决冲突；

遇到紧急开发任务但目前任务不能提交时，会先执行git stash，然后进行紧急任务的开发，然后通过git stash pop取出栈区的内容继续开发；

切换分支时，当前工作空间内容不能提交时，会先执行git stash再进行分支切换；

1. **能不能说一下git fetch和git pull命令之间的区别（\*\*\*）？**

git fetch branch是把名为branch的远程分支拉取到本地；而git pull branch是在fetch的基础上，把branch分支与当前分支进行merge；因此pull = fetch + merge。

1. **能说一下git系统中HEAD、工作树和索引之间的区别吗（\*）？**

HEAD文件包含当前分支的引用（指针）；

工作树是把当前分支检出到工作空间后形成的目录树，一般的开发工作都会基于工作树进行；

索引index文件是对工作树进行代码修改后，通过add命令更新索引文件；GIT系统通过索引index文件生成tree对象；

1. **Git和SVN有什么区别（\*）？**

| ****Git**** | ****SVN**** |
| --- | --- |
| 1. Git是一个分布式的版本控制工具 | 1. SVN 是集中版本控制工具 |
| 2.它属于第3代版本控制工具 | 2.它属于第2代版本控制工具 |
| 3.客户端可以在其本地系统上克隆整个存储库 | 3.版本历史记录存储在服务器端存储库中 |
| 4.即使离线也可以提交 | 4.只允许在线提交 |
| 5.Push/pull 操作更快 | 5.Push/pull 操作较慢 |
| 6.工程可以用 commit 自动共享 | 6.没有任何东西自动共享 |

1. **我们在本地工程常会修改一些配置文件，这些文件不需要被提交，而我们又不想每次执行git status时都让这些文件显示出来，我们该如何操作（\*\*\*）？**

在.git/info/创建.gitignore(目前自带有exclude文件)

然后往文件中添加需要忽略哪些文件夹下的什么类型的文件

1. **提交对象包含什么（\*）？**

Commit 对象包含以下组件，你应该提到以下这三点：

一组文件(树对象)，表示给定时间点的项目状态

引用父提交对象

SHAI 名称，一个40个字符的字符串，提交对象的唯一标识。

作者、提交者、提交注释

1. **如果分支是否已合并为master，你可以通过什么手段知道(\*)？**

要知道某个分支是否已合并为master，你可以使用以下命令：

git branch --merged 它列出了已合并到当前分支的分支。

git branch --no--merged 它列出了尚未合并的分支。

1. **cookies，sessionStorage和localStorage的区别（\*\*\*）？**

共同点：都是保存在浏览器端，且是同源的。

区别：

cookies是为了标识用户身份而存储在用户本地终端上的数据，始终在同源http请求中携带，即cookies在浏览器和服务器间来回传递，而sessionstorage和localstorage不会自动把数据发给服务器，仅在本地保存。

存储大小的限制不同。cookie保存的数据很小，不能超过4k，而sessionstorage和localstorage保存的数据大，可达到5M。

数据的有效期不同。cookie在设置的cookie过期时间之前一直有效，即使窗口或者浏览器关闭。sessionstorage仅在浏览器窗口关闭之前有效。localstorage始终有效，窗口和浏览器关闭也一直保存，用作长久数据保存。

作用域不同。cookie在所有的同源窗口都是共享；sessionstorage不在不同的浏览器共享，即使同一页面；localstorage在所有同源窗口都是共享

1. **如何实现浏览器内多个标签页之间的通信(\*)？**

调用localstorge、cookies等本地存储方式

1. **简单阐述jsonServer（\*）？**

一个在前端本地运行，可以存储json数据的server。

1. **ajax概述以及ajax语法（\*\*\*）？**

Ajax 即“Asynchronous Javascript And XML”（异步 JavaScript 和 XML），是指一种创建交互式网页应用的网页开发技术。

Ajax 是一种在无需重新加载整个网页的情况下，能够更新部分网页的技术。

**$.ajax([settings]) 通过 HTTP 请求加载远程数据。jQuery 底层 AJAX 实现。简单易用的高层实现见 $.get, $.post 等**。

**url:一个用来包含发送请求的URL字符串。**

settings:AJAX 请求设置。所有选项都是可选的。

async: (默认: true) 默认设置下，所有请求均为异步请求。如果需要发送同步请求，请将此选项设置为 false。

contentType: (默认: "application/x-www-form-urlencoded") 发送信息至服务器时内容编码类型。

**data: Object,String;发送到服务器的数据。**

**dataType:预期服务器返回的数据类型。**

"json": 返回 JSON 数据 。

"jsonp": JSONP 格式。使用 JSONP 形式调用函数时

**success(data):求成功后的回调函数。**

**type:(默认: "GET") 请求方式 ("POST" 或 "GET")， 默认为 "GET"。注意：其它 HTTP 请求方法，如 PUT 和 DELETE 也可以使用，但仅部分浏览器支持**。

**url:(默认: 当前页地址) 发送请求的地址。**

**语法:**

**$.ajax({**

**url:”http://localhost:3004/friues”,**

**type:”GET”,**

**data:{key:value}**

**dataType:”jsonp”,**

**success:function(res){**

**}**

**})**

1. **如何解决跨域问题（\*\*\*）？**

跨域是指一个域下的文档或脚本试图去请求另一个域下的资源，这里跨域是广义的。

Jsonp方式：

jsonp的原理就是利用<script>标签没有跨域限制，通过<script>标签src属性，发送带有callback参数的GET请求，服务端将接口返回数据拼凑到callback函数中，返回给浏览器，浏览器解析执行，从而前端拿到callback函数返回的数据。

使用Access-Control-Allow-Origin解决跨域:

在服务器端设置响应头:

response.setHeader("Access-Control-Allow-Origin",允许跨域的资源);

nginx代理跨域：

nginx代理跨域，实质和CORS跨域原理一样，通过配置文件设置请求响应头Access-Control-Allow-Origin…等字段。

<https://www.jianshu.com/p/ad799a7801e1>

<https://segmentfault.com/a/1190000011145364>

<https://www.cnblogs.com/sdcs/p/8484905.html>

<https://www.cnblogs.com/itmacy/p/6958181.html>

1. **什么是同源策略（\*）？**

同源策略/SOP（Same origin policy）是一种约定，由Netscape公司1995年引入浏览器，它是浏览器最核心也最基本的安全功能，如果缺少了同源策略，浏览器很容易受到XSS、CSFR等攻击。所谓同源是指"协议+域名+端口"三者相同，即便两个不同的域名指向同一个ip地址，也非同源。

1. **如何进行网站性能优化？**

减少 HTTP 请求：CSS 精灵、inline Image

减少 DOM 元素数量

减少 iframe 数量

非必须组件延迟加载

将样式表放到页面顶部

不使用@import

将脚本放到页面底部

将 javascript 和 css 从外部引入

压缩 javascript 和 css

减少 DOM 访问

合理设计事件监听器

1. **CSS实现垂直水平居中?**

1、使用transforms来实现垂直水平居中（不兼容老版本浏览器）：

|  |
| --- |
| <style>  \* {  padding: 0;  margin: 0;  }  #wrap {  width: 300px;  height: 300px;  border: 1px solid black;  margin: 0 auto;  }  .inner {  width: 100px;  height: 100px;  background: yellow;  margin: 50% auto 0;  transform: translateY(-50%);  }  </style>  <div id="wrap">  <div class="inner">  </div>  </div> |

2、通过定位实现（兼容老版本浏览器）

|  |
| --- |
| #wrap {  width: 300px;  height: 300px;  border: 1px solid black;  margin: 0 auto;  position: relative;  }  .inner {  width: 100px;  height: 100px;  background: yellow;  position: absolute;  left: 0;  right: 0;  top: 0;  bottom: 0;  margin: auto;  }  <div id="wrap">  <div class="inner">  </div>  </div> |

1. **什么是Less?**

LESS是一个CSS预处理器，可以为网站启用可自定义，可管理和可重用的样式表。

LESS是一种动态样式表语言，扩展了CSS的功能。 LESS也是跨浏览器友好。

1. **什么是Sass？**

SASS（Syntactically Awesome Stylesheet）是一个CSS预处理器，有助于减少CSS的重复，节省时间。它是更稳定和强大的CSS扩展语言，描述文档的样式干净和结构。

1. **什么是 CSS 预处理器呢？**

CSS预处理器是一种脚本语言，可扩展CSS并将其编译为常规CSS语法，以便可以通过Web浏览器读取。 它提供诸如变量，函数， mixins 和操作等功能，可以构建动态CSS。

1. **Less/Sass如何声明变量？**

LESS允许使用 @ 符号定义变量。 变量分配使用冒号(:)完成。

LESS中声明变量的格式为“@变量名：变量值”。

Sass使用$符号来标识变量。变量分配使用冒号(:)完成。

1. **什么是Mixin?**

混合类似于编程语言中的函数。 Mixins是一组CSS属性，允许您将一个类的属性用于另一个类，并且包含类名作为其属性。 在LESS中，可以使用类或id选择器以与CSS样式相同的方式声明mixin。 它可以存储多个值，并且可以在必要时在代码中重复使用。

1. **Mixin的形式?**

普通混合

不输出混合

带参数的混合

带参数且有默认值的混合

命名参数

匹配模式

等

1. **定义带参数且与默认值的混合?**

Less:

|  |
| --- |
| .juzhong(@w:10px,@h:10px,@c:yellow){  position: absolute;  left: 0;  right: 0;  top: 0;  bottom: 0;  margin: auto;  background: @c;  height: @h;  width: @w;  } |

Sass:

|  |
| --- |
| @mixin juzhong($w:10px,$h:10px,$c:yellow){  position: absolute;  left: 0;  right: 0;  top: 0;  bottom: 0;  margin: auto;  background: $c;  height: $h;  width: $w;  } |

1. **sass,less,stylus优缺点？**

Less 从语言特性的设计到功能的健壮程度和另外两者相比都有一些缺陷，但用 Less 可以满足大多数场景的需求。

但相比另外两者，基于 Less 开发类库会复杂得多，实现的代码会比较脏，能实现的功能也会受到 DSL 的制约。

比 Stylus 语义更清晰、比 Sass 更接近 CSS 语法，使得刚刚转用 CSS 预编译的开发者能够更平滑地进行切换。

Sass 在三者之中历史最久，也吸收了其他两者的一些优点。

从功能上来说 Sass 大而全，语义明晰但是代码很容易显得累赘。

主项目基于 Ruby 可能也是一部分人不选择它的理由（Less 开始也是基于 Ruby 开发，后来逐渐转到 less.js 项目中）。

Sass 有一个「事实标准」库——Compass，于是对于很多开发者而言省去了选择类库的烦恼，对于提升开发效率也有不小的帮助。

Stylus 的语法非常灵活，很多语义都是根据上下文隐含的。

基于 Stylus 可以写出非常简洁的代码，但对使用团队的开发素养要求也更高，更需要有良好的开发规范或约定。

总的来说，三种预处理器百分之七八十的功能是类似的。

Less 适合帮助团队更快地上手预处理代码的开发，而 Sass 和 Stylus 的差异更在于口味。

1. **为什么要使用CSS预处理器？**

作为前端开发人员，大家都知道，Js中可以自定义变量，而CSS仅仅是一个标记语言，不是编程语言，因此不可以自定义变量，不可以引用等等。

CSS有具体以下几个缺点：

  语法不够强大，比如无法嵌套书写，导致模块化开发中需要书写很多重复的选择器；

  没有变量和合理的样式复用机制，使得逻辑上相关的属性值必须以字面量的形式重复输出，导致难以维护。

  这就导致了我们在工作中无端增加了许多工作量。而使用CSS预处理器，提供 CSS 缺失的样式层复用机制、减少冗余代码，提高样式代码的可维护性。大大提高了我们的开发效率。

  但是，CSS预处理器也不是万金油，CSS的好处在于简便、随时随地被使用和调试。预编译CSS步骤的加入，让我们开发工作流中多了一个环节，调试也变得更麻烦了。更大的问题在于，预编译很容易造成后代选择器的滥用。

  所以我们在实际项目中衡量预编译方案时，还是得想想，比起带来的额外维护开销，CSS预处理器有没有解决更大的麻烦。

1. **Sass和Less的比较？**

相同点：

1、混入(Mixins)——class中的class；

2、参数混入——可以传递参数的class，就像函数一样；

3、嵌套规则——Class中嵌套class，从而减少重复的代码；

4、运算——CSS中用上数学；

5、颜色功能——可以编辑颜色；

6、名字空间(namespace)——分组样式，从而可以被调用；

7、作用域——局部修改样式；

8、JavaScript 赋值——在CSS中使用JavaScript表达式赋值。

区别点：

Less是基于JavaScript，是在客户端处理的。

Sass是基于Ruby的，是在服务器端处理的。

关于变量在Less和Sass中的唯一区别就是Less用@，Sass用$。

1. **列出SASS支持的两种语法？**

SASS支持两种语法，即 SCSS 和缩进语法。

SCSS（Sassy CSS）是CSS语法的扩展，可以更容易地维护大型样式表，并且可以识别供应商特定的语法和许多CSS。 SCSS文件使用扩展名 .scss 。

缩进是较旧的语法，有时仅称为 Sass 。 使用这种形式的语法，可以简洁地编写CSS。 SASS文件使用扩展名 .sass 。

1. **解释使用Sass @import函数？**

它用于扩展CSS导入规则。 为此需要启用Sass和SCSS文件的导入。

它可以将所有导入的文件合并为一个输出的CSS文件。

1. **Sass有哪四种输出格式，分别说说它们的特点？**

1：嵌套格式 :nested格式

该格式能清晰的反应CSS与HTML的结构关系，选择器和属性等单独占一行，缩进量与Sass文件一致。

2：展开格式 :expanded格式

选择器和属性等单独占一行，属性根据选择器缩进，而选择器不做任何缩进。

3：紧凑格式 ：compact格式

这种格式比上边两种格式都要节省空间，每条CSS规则只占用一行，嵌套过的选择器之间是没有隔行的，没有嵌套过的选择器会一行留白。

4：压缩格式 :compressed格式

Compressed 输出方式删除所有无意义的空格、空白行、以及注释，力求将文件体积压缩到最小，同时也会做出其他调整，比如会自动替换占用空间最小的颜色表达方式。

1. **进程和线程的概念?**

进程是一个应用程序的运行实例，是一个动态抽象概念，竞争计算机系统资源的基本单位。

程序运行时系统就会创建一个进程，并为它分配资源，然后把该进程放入进程就绪队列，进程调度器选中它的时候就会为它分配CPU时间，程序开始真正运行。

线程是程序执行时的最小单位，它是进程的一个执行流，是CPU调度和分派的基本单位。一个进程可以由很多个线程组成，线程间共享进程的所有资源，每个线程有自己的堆栈和局部变量。

线程由CPU独立调度执行，在多CPU环境下就允许多个线程同时运行。同样多线程也可以实现并发操作，每个请求分配一个线程来处理。

**一个程序至少一个进程，一个进程至少一个线程(进程和线程的关系)**。

1. **进程与线程的区别?**

1. 线程是程序(进程)执行的最小单位，而进程是操作系统分配资源的最小单位；

2. 一个进程由一个或多个线程组成，线程是一个进程中代码的不同执行路线

3. 进程之间相互独立，但同一进程下的各个线程之间共享程序的内存空间(包括代码段，数据集，堆等)及一些进程级的资源(如打开文件和信号等)，某进程内的线程在其他进程不可见；

4. 调度和切换：线程上下文切换比进程上下文切换要快得多

1. **JavaScript是单线程还是多线程?**

JavaScript是单线程；

JavaScript的单线程，与它的用途有关。作为浏览器脚本语言，JavaScript的主要用途是与用户互动，以及操作DOM。这决定了它只能是单线程，否则会带来很复杂的同步问题。

1. **NodeJS概述?**

Node.js是一个能够在服务器端运行JavaScript的开放源代码、跨平台JavaScript运行环境。

1. **为什么使用NodeJS?**

nodejs会让我们的编程工作变得简单，它主要包含如下几点几个好处:

执行快速。

永远不会阻滞。

JavaScript是通用的编程语言。

异步处理机制。

避免并行所带来的问题。

1. **NodeJS特点?**

是单线程的，但是有很高的可扩展性，使用JavaScript作为主流编程语言。使用的是异步处理机制和事件驱动。处理高效。

1. **为什么NodeJS是单线程的？**

Nodejs使用的是单线程没错，但是通过异步处理的方式，可以处理大量的数据吞吐量，从而有更好的性能和扩可扩展性。

1. **什么叫做回调地狱?**

回调地狱是由嵌套的回调函数导致的。这样的机制会导致有些函数无法到达，并且很难维护。

1. **如何避免回调地狱？**

模块化：将回调函数转换为独立的函数

使用Promise

使用aync/await （暂且没讲）

1. **NodeJS API函数的类型有哪些?**

有两种，

一种是同步（阻滞型）函数。阻滞型函数会等待操作完成以后再进行下一步。

另外一种是异步（非阻滞型）函数。这种函数使用回调函数来处理当前函数获取的结果。

1. **NodeJS回调函数的第1个参数是什么?**

通常是错误对象。如果这个参数为空，表示没有错误。

1. **什么是错误优先的回调函数？**

错误优先的回调函数用于传递错误和数据。第一个参数始终应该是一个错误对象， 用于检查程序是否发生了错误。其余的参数用于传递数据。例如：

fs.readFile(filePath, function(err, data) {

if (err) {

//handle the error

}

// use the data object

});

解析：这个题目的主要作用在于检查被面试者对于Node中异步操作的一些基本知识的掌握。

1. **模块化的概念？**

模块化是一种处理复杂系统分解为更好的可管理模块的方式。每个模块完成一个特定的子功能，所有的模块按某种方法组装起来，成为一个整体，完成整个系统所要求的功能。

模块是指将一个复杂的程序依据一定的规则 (规范) 封装成几个块 (文件)，并进行组合在一起，块的内部数据与实现是私有的， 只是向外部暴露一些接口 (方法) 与外部其它模块通信

1. **NodeJS中模块定义、模块引用、模块标识的理解?**

**模块定义:**

在Node中一个文件就是一个模块。默认情况下在js文件中编写的内容，都是运行在一个独立的函数中,那么在模块中定义的函数或变量,就是私有的;

在运行环境中，提供了exports对象用于导出当前模块的函数或者变量，并且它是唯一的导出的出口。

在模块中还存在一个module对象，它代表模块自身，而exports是module的属性。

**模块引用:**

在规范中，定义了require()方法，这个方法接受模块标识，以此将一个模块引入到当前运行环境中。

require()方法返回的代表引入模块的模块对象,我们可以通过这个模块对象使用暴露出来的变量或者函数;

**模块标识:**

模块的标识就是模块的名字或路径，也就是传递给require()方法的参数，它必须是符合驼峰命名法的字符串，或者是以.、..开头的相对路径、或者绝对路径。

1. **Node中exports和module.exports的区别?**

如果使用exports,来暴露变量或函数,那么只能通过

exports.变量名 = 值;

exports.函数名 = function(){}

但是使用module.exports,来暴露变量或函数,那么可以通过如下方式:

方式一:

module.exports.变量名 = 值;

module.exports.函数名 = function(){}

方式二:

module.exports.变量名 = 值;

module.exports = {

变量名: 值;

函数名: function(){}

}

**推荐：不要省略module**

1. **NPM是什么?**

npm全称为Node Package Manager，是一个基于Node.js的包管理器，也是整个Node.js社区最流行、支持的第三方模块最多的包管理器。为了让JavaScript开发人员更容易分享和重用代码;

允许用户从NPM服务器下载别人编写的第三方包到本地使用。

允许用户从NPM服务器下载并安装别人编写的命令行程序到本地使用。

允许用户将自己编写的包或命令行程序上传到NPM服务器供别人使用。

1. **加载模块时，为什么每个模块都有\_\_dirname,\_\_filename属性呢，这两个属性是从哪里来的？**

module模块相当于被包装了，包装形式如下

(function (exports, require, module, \_\_filename, \_\_dirname) {

});

也就是说，每个module里面都会传入\_\_filename, \_\_dirname参数，这两个参数并不是module本身就有的，是外界传入的

1. **node导出模块有两种方式，一种是exports.xxx=xxx和module.exports={}有什么区别吗？**

通过exports只能使用.的方式来向外暴露内部变量

exports.xxx = xxx

module.exports既可以通过.的形式，也可以直接赋值

module.exports.xxx = xxxx

module.exports = {}

因为module.exports.xxx或者exports.xxx都没有改变exports的指向;

但是exports={},改变了exports的指向;

1. **setImmediate()和setTimeout() 区别在哪里?**

setImmediate就是马上执行的意思。setTimeout, 时间参数传为0，也想获得同样的功能。只不过前者要快一些。

1. **nodejs和ajax的区别是什么?**

Nodejs和ajax也就是asynchronous JavaScript and xml，都是通过JavaScript来表现的，但是他们的目的截然不同。

Ajax是设计用来动态的更新页面的某个区域，从而不需要更新整个页面。

Nodejs是用来开发客户服务器类型应用的。

1. **V8的内存限制是多少，为什么V8这样设计？**

64位系统下是1.4GB， 32位系统下是0.7GB。因为1.5GB的垃圾回收堆内存，V8需要花费50毫秒以上，做一次非增量式的垃圾回收甚至要1秒以上。这是垃圾回收中引起Javascript线程暂停执行的事件，在这样的花销下，应用的性能和影响力都会直线下降。

1. **新建Buffer会占用V8分配的内存吗？**

不会，Buffer属于堆外内存，不是V8分配的。

1. **Buffer.alloc和Buffer.allocUnsafe的区别？**

Buffer.allocUnsafe创建的 Buffer 实例的底层内存是未初始化的。 新创建的 Buffer 的内容是未知的，可能包含敏感数据。 使用 Buffer.alloc() 可以创建以零初始化的 Buffer 实例。

1. **express项目的目录大致是什么样子的？**

参照Express生成器目录：

app.js, package.json, bin/www, public, routes, views.

1. **express常用函数？**

express.Router()路由组件

app.get/post/all()路由定向

app.configure()配置

app.set()设定参数

app.use()使用中间件

1. **express中如何获取路由的参数?**

获取RESTful风格路由参数：

Route path: /users/:userId/books/:bookId

Request URL: http://localhost:3000/users/34/books/8989

req.params: { "userId": "34", "bookId": "8989" }

获取Get请求参数：

req.query

获取Post请求参数：

req.body

1. **express response有哪些常用方法?**

res.download() 弹出文件下载

res.end() 结束response

res.json() 返回json

res.jsonp() 返回jsonp

res.redirect() 重定向请求

res.render() 渲染模板

res.send() 返回多种形式数据

res.sendFile 返回文件

res.sendStatus() 返回状态

1. **什么是MongoDB？**

MongoDB是一个文档数据库，提供好的性能，领先的非关系型数据库。采用BSON存储文档数据。

BSON（）是一种类json的一种二进制形式的存储格式，简称Binary JSON.

相对于json多了date类型和二进制数组。

1. **MongoDB的优势有哪些？**

面向文档的存储：以 JSON 格式的文档保存数据。

任何属性都可以建立索引。

复制以及高可扩展性。

自动分片。

丰富的查询功能。

快速的即时更新。

1. **什么是数据库？**

数据库可以看成是一个电子化的文件柜,用户可以对文件中的数据运行新增、检索、更新、删除等操作。数据库是一个

所有集合的容器，在文件系统中每一个数据库都有一个相关的物理文件。

1. **什么是集合(表)？**

集合就是一组 MongoDB 文档。它相当于关系型数据库（RDBMS）中的表这种概念。集合位于单独的一个数据库中。

一个集合内的多个文档可以有多个不同的字段。一般来说，集合中的文档都有着相同或相关的目的。

1. **什么是文档(记录)？**

文档由一组key value组成。文档是动态模式,这意味着同一集合里的文档不需要有相同的字段和结构。在关系型数据库中table中的每一条记录相当于MongoDB中的一个文档

1. **什么是非关系型数据库？**

非关系型数据库的显著特点是不使用SQL作为查询语言，数据存储不需要特定的表格模式。

1. **为什么用MOngoDB？**

架构简单

没有复杂的连接

深度查询能力,MongoDB支持动态查询。

容易调试

容易扩展

不需要转化/映射应用对象到数据库对象

使用内部内存作为存储工作区,以便更快的存取数据。

1. **MongoDB支持哪些数据类型？**

String

Integer

Double

Boolean

Object

Object ID

Arrays

Min/Max Keys

Datetime

Code

Regular Expression等

1. **为什么要在MongoDB中用"Code"数据类型**

"Code"类型用于在文档中存储 JavaScript 代码。

1. **为什么要在MongoDB中用"Regular Expression"数据类型?**

"Regular Expression"类型用于在文档中存储正则表达式

1. **为什么在MongoDB中使用"Object ID"数据类型?**

"ObjectID"数据类型用于存储文档id

1. **"ObjectID"有哪些部分组成?**

一共有四部分组成:时间戳、客户端ID、客户进程ID、三个字节的增量计数器

1. **在MongoDb中什么是索引?**

索引用于高效的执行查询,没有索引的MongoDB将扫描整个集合中的所有文档,这种扫描效率很低,需要处理大量的数据.

索引是一种特殊的数据结构,将一小块数据集合保存为容易遍历的形式.索引能够存储某种特殊字段或字段集的值,并按照索引指定的方式将字段值进行排序.

1. **对文档进行CRUD的API是什么？**

新增C:

db.collectionName.insert({key:value...})

查询R：

db.collectionName.find({key:value},{映射})

更新U: db.collectionName.update({key:value},{$set:{newkey:newValue}})

删除D：

db.collectionName.remove({key:value})

1. **如何添加索引?**

使用db.collection.createIndex()在集合中创建一个索引

1. **在MongoDB中如何排序？**

Sort()并使用 1 和 -1 来指定排序方式，其中 1 表示升序，而 -1 表示降序。

db.connectionName.find({key:value}).sort({columnName:1})

1. **什么是NoSQL数据库？NoSQL和RDBMS有什么区别？在哪些情况下使用和不使用NoSQL数据库？**

NoSQL是非关系型数据库，NoSQL = Not Only SQL。

关系型数据库采用的结构化的数据，NoSQL采用的是键值对的方式存储数据。

在处理非结构化/半结构化的大数据时；在水平方向上进行扩展时；随时应对动态增加的数据项时可以优先考虑使用NoSQL数据库。

在考虑数据库的成熟度；支持；分析和商业智能；管理及专业性等问题时，应优先考虑关系型数据库。

1. **Zepto和jQuery的区别?**

相同点:

都是优秀的js函数库,都是对JS的轻量级封装

语法，API大部分都一样（zepto是按照jquery的思路来设计的）

zepto相当于jquery的子集

同jquery一样都是以$为核心函数

不同点:

Jquery:针对的更多的是PC端、体积较重、API较为完善

Zepto:针对的是移动端、体积较轻、有自己独特的移动端事件

1. **JSON字符串和JS对象的相互转换?**

JSON字符串转换为对象：

JSON.parse(json字符串)

对象转换为JSON字符串:

JSON.stringify(对象)

1. **Zepto和jQuery不同的API?**

$.each(collection, function(index, item){ ... })

jQuery中只能用来遍历数组或对象

Zepto可以遍历数组、对象、字符串

clone()

jQuery中可以设置参数为true,来指示事件处理函数被复制

Zepto中只能复制集合中的所有元素,此方法不会将数据和事件处理程序复制到新的元素

attr()

jQuery中获取未定义的属性(selected/checked...),那么得到的是undefined,如果定义属性,那么得到的是和属性名一样的属性值

Zepto中获取未定义的属性(selected/checked...),那么得到的是false,如果定义属性,那么得到的是和属性名一样的属性值

DOM操作

jquery中插入DOM元素的时候添加配置对象(比如：id，class等。。。)不起作用,除非插入的DOM元素是一个空节点。

插入DOM元素的时候添加配置对象（id，class等。。）的时候可以添加进去，并且会直接显示在标签属性内，可以操作，影响DOM元素。

offset()

jQuery中获取得到的对象只包含了left、top

Zepto中获取得到的对象包含left、top、width、height

left和top和jQuery里面的结果一样;

width和height包含内容区域的高度+内边距+边框

尺寸:

jQuery里面有width()/height()、innerWidth()/innerHeight()、outerWidth()/outerHeight

Zepto只有width()/height(),没有innerWidth()/innerHeight()、outerWidth()/outerHeight

但是jQuery里面的width()/height()获取的是内容区域的宽/高;可以获取隐藏元素的宽/高

但是Zepto里面的width()/height()获取的是内容区域+内边距+边框;不可以获取隐藏元素的宽/高

事件委托:

jQuery中的事件委托:找对应的event.target触发对应的函数即可,其他不关心;

Zepto中的事件委托:

委托的事件先被依次放入数组队列里，然后由自身开始往后找直到找到最后，期间符合条件的元素委托的事件都会执行。

1、委托在同一个父元素,或者触发的元素的事件范围小于同类型事件(冒泡能冒到自身范围)

2、同一个事件

3、委托关联 操作的类要进行关联

4、绑定顺序---从当前的位置往后看

1. **jQuery事件委托和Zepto事件委托的区别?**

jQuery中的事件委托:找对应的event.target触发对应的函数即可,其他不关心;

Zepto中的事件委托:委托的事件先被依次放入数组队列里，然后由自身开始往后找直到找到最后，期间符合条件的元素委托的事件都会执行。

1、委托在同一个父元素,或者触发的元素的事件范围小于同类型事件(冒泡能冒到自身范围)

2、同一个事件

3、委托关联 操作的类要进行关联

4、绑定顺序---从当前的位置往后看

1. **Zepto新增的API？**

$.camelCase

将一组字符串变成“骆驼”命名法的新字符串，如果该字符已经是“骆驼”命名法，则不变化。

jQuery没有该API

concat(nodes, [node2, ...])

添加元素到一个Zepto对象集合形成一个新数组。如果参数是一个数组，那么这个数组中的元素将会合并到Zepto对象集合中。

indexOf(element, [fromIndex])

在当前对象集合中获取一个元素的索引值（注：从0开始计数）。如果给定formindex参数，从该位置开始往后查找，返回基于0的索引值，如果没找到，则返回-1。

pluck(property)

获取对象集合中每一个元素的属性值。返回值为 null或undefined值得过滤掉。

push(element, [element2, ...])

添加元素到当前对象集合的最后。

1. **如何取消上次发送的异步请求?**

abort()方法：该方法可以暂停一个HttpRequest的请求发送或者HttpResponse的接收，并且将XMLHttp Request对象设置 为初始化状态。

1. **确保发送一条验证码的案例?**

问法:点击获取验证码的按钮，用户十秒以后可以再次获取，当十秒过后第一次请求没有返回，用户再次点击获取;然后因为网速好或者其他原因，两次请求同时返回，该怎么解决？（可能不太能确保到底哪个验证码是最终的验证码）

解决方法:

1、5分钟之内的验证码都是一致的 （服务器端实现）

2、只返回一条验证码 （客户端实现）

代码实现:

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <meta charset="UTF-8">  <meta name="viewport" content="width=device-width,initial-scale=1,minimum-scale=1,maximum-scale=1,user-scalable=no" />  <title>ajax容易忽视的重点</title>  <style type="text/css">  #btn {  width: 220px;  height: 40px;  background: red;  border-radius: 20px;  text-align: center;  line-height: 40px;  font-size: 16px;  }  </style>  </head>  <body>  <!--  \* 如何取消一个ajax请求 ----abort()方法--取消当前请求。  场景：点击获取验证码的按钮，用户十秒时候可以再次获取，当十秒过后第一次请求没有返回，用户再次点击获取  然后因为网速好或者其他原因，两次请求同时返回，该怎么解决  //需求用户可以再次点击的时候取消之前的请求。  \* disabled 禁止用户点击，操作按钮，表单项的时候只是针对click事件，并没有对touch事件作出处理。  -->  <button id="btn">获取验证码</button>  <script src="../js/zepto.js" type="text/javascript" charset="utf-8"></script>  <script src="../js/touch.js" type="text/javascript" charset="utf-8"></script>  <script type='text/javascript'>  $(function () {  // 倒计时的变量  var time = 3;  // 定时器的变量  var intervalId;  // 判断是否可以点击发送  var isSend = true; // 默认可以发送  var xhr = null;  // 当触摸按钮的时候,发送ajax请求  $("#btn").on("touchstart", function () {  if (isSend == false) {  return;  }  // 点击发送验证码,按钮呈现倒计时的效果【重点是：如果处于灰色状态,禁止点击】  // 禁止点击: 简单来说就是不执行事件处理函数  $(this).css('background', "gray");  isSend = false;  // 提示文本  $(this).html(time + "s之后再次发送");  intervalId = setInterval(() => {  $("#btn").html(--time + "s之后再次发送");  // 倒计时结束了  if (time == 0) {  clearInterval(intervalId)  $(this).html("获取验证码");  $(this).css('background', "red");  time = 3  isSend = true;  }  }, 1000);  // 第一次发送  if (xhr == null) {  xhr = sendSecurityRequest();  } else {  xhr.abort();  xhr = sendSecurityRequest();  }  })  // 获取验证码的请求  function sendSecurityRequest() {  // 发送ajax请求  var xhr = null;  xhr = $.ajax({  type: "get",  url: "http://127.0.0.1:3000/",  // 我们已经在服务器端进行跨域支持了,所以不需要写json  // dataType:"jsonp",  success: function (msg) {  console.log(msg);  },  error: function () {  }  })  return xhr;  }  })  </script>  </body>  </html> |

1. **AngularJS和jQuery的比较?**

jQuery:JS函数库、封装简化dom操作

Angular：JS结构化框架、主体不再是DOM, 而是页面中的动态数据

1. **什么是SPA?**

单页面应用（single page application，SPA），就是只有一张Web页面的应用。

单页应用程序 (SPA) 是加载单个HTML 页面并在用户与应用程序交互时动态更新该页面的Web应用程序。

浏览器一开始会加载必需的HTML、CSS和JavaScript，所有的操作都在这张页面上完成，都由JavaScript来控制。因此，对单页应用来说模块化的开发和设计显得相当重要。

1. **什么是单向数据绑定?**

数据模型（Module）和视图（View）之间的单向绑定。

需要我们先写好模板，然后把模板和数据（可能来自后台）整合到一起形成HTML代码，然后把这段HTML代码插入到文档流里面。

单向数据绑定的缺点：一旦HTML代码生成好后，就没有办法再进行改变了，如果有新的数据出现，那就必须要先把之前的HTML代码删掉，然后重新把新的数据和模板一起整合形成新的HTML代码，再插入到文档流中。

1. **什么是双向数据绑定?**

数据模型和视图之间的双向绑定。

当数据发生变化的时候，视图也就发生变化，当视图发生变化的时候，数据也会跟着同步变化；可以这样说用户在视图上的修改会自动同步到数据模型中去，数据模型也是同样的变化。

1. **AngularJS的单向数据绑定和双向数据绑定是什么?**

单向数据绑定:

当改变View中的数据, Model对象的对应属性也会随之改变

数据从View==>Model : ng-init

当Model域对象的属性发生改变时, 页面对应数据随之更新

数据从Model==>View : {{}}表达式

双向数据绑定:

数据可以从View流向Model, 也可以从Model流向View

ng-model是双向数据绑定

1. **什么是依赖注入?**

依赖注入（DI）是用来创建对象及其依赖的其它对象的一种方式。 当依赖注入系统创建某个对象实例时，会负责提供该对象所依赖的对象（称为该对象的依赖）。

1. **引入依赖对象的方式?**

方式一: 内部自己创建 : 不动态

方式二: 全局变量 : 污染全局命名空间

方式三: 形参引入依赖 : 依赖注入使用的方式

1. **AngularJS的依赖注入?**

angular的 ‘$scope’对象就是依赖对象，并且是依赖注入的形式进行使用。

形参必须是特定的名称, 否则Angular无法注入抛异常;

1. **JS中哪些行为是依赖注入?**

回调函数的event的就是依赖对象

回调函数有形参就是依赖注入

1. **什么是耦合、什么是解耦?**

耦合是指两个或两个以上的体系或两种运动形式间通过相互作用而彼此影响以至联合起来的现象。在软件工程中，对象之间的耦合度就是对象之间的依赖性。对象之间的耦合越高，维护成本越高，因此对象的设计应使类和构件之间的耦合最小。

解耦，字面意思就是解除耦合关系。在软件工程中，降低耦合度即可以理解为解耦，模块间有依赖关系必然存在耦合，理论上的绝对零耦合是做不到的，但可以通过一些现有的方法将耦合度降至最低。

1. **AngularJS的指令是干什么的?**

指令是Angular的一个特殊标志，也是有别于其他框架的一个重要特征，Angular之所以功能强大，在很大程度上得益于它拥有大量内置的指令，也能通过语法自定义指令。从字面意义来说，“指令”是一种执行的信号，一旦发布了这个指令，就要执行某项动作。Angular中的指令是一个在特定DOM元素上执行的函数。

1. **Angular表达式是干什么的?**

AngularJS 使用表达式 把数据绑定到 HTML。

1. **AngularJS的常用指令?**

ng-app 初始化一个 AngularJS 应用程序。

ng-model 绑定 HTML 控制器的值到应用数据

ng-controller 定义应用的控制器对象

ng-init 初始化应用程序数据。

ng-bind 绑定 HTML 元素到应用程序数据

ng-click 定义元素被点击时的行为

ng-repeat 定义集合中每项数据的模板

ng-show 显示或隐藏 HTML 元素

ng-hide 隐藏或显示 HTML 元素

ng-class 指定 HTML 元素使用的 CSS 类

ng-style 指定元素的 style 属性

ng-include 在应用中包含 HTML 文件

ng-click 定义元素被点击时的行为

ng-blur 规定 blur 事件的行为

ng-keydown 规定按下按键事件的行为

ng-keyup 规定按下按键事件的行为

ng-mouseover 规定鼠标指针位于元素上方时的行为

ng-mousemove 规定鼠标指针在指定的元素中移动时的行为

ng-mouseout 规定鼠标指针离开元素上方时的行为

ng-mousedown 规定按下鼠标按键时的行为

ng-mouseup 规定当在元素上松开鼠标按钮时的行为

ng-mouseenter 规定鼠标指针穿过元素时的行为

1. **简单介绍AngularJS的表单验证?**

Angular 支持非常强大的内置表单验证，maxlength、minlength、required 以及 pattern。使用 Angular 的内置表单校验能够完成绝大多数的业务场景的校验需求，但有时我们还需要实现更为复杂的表单校验功能，这时可以使用 Angular 提供的表单自定义校验（Custom Validator）。

1. **AngularJS对Ajax做了哪些封装?**

Angular提供了基本的 AJAX 封装，你直接面对 promise 对象，使用起来还是很方便的。

1. **AngularJS的三个重要对象?**

**作用域对象(scope)：**一个js实例对象, ng-app指令默认会创建一个根作用域对象($rootScope)；它的属性和方法与页面中的指令或表达式是关联的

**控制器对象(controller)：**用来控制AngularJS应用数据的实例对象

ng-controller : 指定控制器构造函数, Angular会自动new此函数创建控制器对象;同时Angular还有创建一个新的域对象$scope, 它是$rootScope的子对象在控制器函数中声明$scope形参, Angular会自动将$scope传入;

**模块对象**：

模块定义了一个应用程序。

模块是应用程序中不同部分的容器。

模块是应用控制器的容器。

控制器通常属于一个模块。

1. **声明式和命令式的区别?**

命令式更注重的执行的过程

声明式更注重的执行的结果

声明式是对命令式的局部包装

1. **什么是MVC？**

Model(数据模型)：是应用程序中用于处理应用程序数据逻辑的部分

View（视图）：是应用程序中处理数据显示的部分

Controller(控制)：负责从视图读取数据，控制用户输入，并向模型发送数据；

1. **什么MVVM?**

Model(数据模型)：是应用程序中用于处理应用程序数据逻辑的部分

View（视图）：应用程序的业务逻辑相关的数据的封装载体

ViewModel(视图模型)：负责View和Model的交互和协作

1. **简单介绍Angular的MVVM代表的是哪些部分?**

Model/模型:

scope中的各个数据对象

数据模型

View/视图:

html/css/directive/expression

显示VM中的数据

与用户交互

ViewModel/视图模型:

scope对象

View和Model的交互和协作

给View提供显示的数据

提供了View中Command事件操作Model的途径

Controller/控制层：

在angular中controller不再是架构的核心，在MVVM中只是起辅助作用，用来辅助$scope对象，即VM层

初始化Model数据

为Model添加行为方法

1. **ECMAScript 和 JavaScript 的关系?**

ECMAScript 和 JavaScript 的关系是，前者是后者的规范，后者是前者的一种实现

1. **JavaScript作用域?**

变量和函数能作用到的范围，在这个范围内起作用，它就是所谓的作用域。

全局作用域: 在整个页面可以访问的变量和函数就是全局作用域

函数作用域: 在函数中可以访问的变量和函数就是函数作用域

块级作用域: 在块里面可以访问的变量和函数就是块级作用域

1. **如何定义块级作用域?**

块级作用域可通过新增命令 let 和 const 声明，所声明的变量在指定块的作用域外无法被访问

1. **请介绍let和const?**

let 关键字用来声明变量，使用 let 声明的变量有几个特点：

不允许重复声明

块级作用域

不存在变量提升

不影响作用域链

const 关键字用来声明常量，const 声明有以下特点

声明必须赋初始值

标识符一般为大写

不允许重复声明

值不允许修改

块级作用域

声明对象类型一般使用const;

声明非对象类型一般使用let;

1. **Var、let、const的区别?**

var：允许重复定义，污染同一作用域下的变量，没有块级作用域

let：不允许重复定义，识别块级作用域

const：不能重复定义，定义的是常量，识别块级作用域

1. **请阐述对闭包的理解?**

闭包：内部函数总是可以访问其所在的外部函数中声明的参数和变量，即使在其外部函数被返回（寿命终结）了之后。

在本质上，闭包就是将函数内部和函数外部连接起来的一座桥梁。

闭包函数：声明在一个函数中的函数，叫做闭包函数。

1. **闭包的用途?**

可以在函数外部读取函数内部成员

让函数内成员始终存活在内存中

1. **闭包的坏处?**

闭包使函数内部的变量不能被内存释放，这些变量就会占用内存，内存消耗大，可能会导致内存泄露,甚至于堆栈溢出；

1. **手写一个简单的闭包?**

|  |
| --- |
| function fn1(a, b) { // a 和 b 是fn1的参数  let c = 10; // fn1内部的变量  // fn2是fn1函数内部的函数,它可能是闭包函数,也可能不是;  // fn2简称叫内部函数  // 内部函数总是可以访问其所在的外部函数中声明的参数和变量  function fn2() {  // fn2可以访问a,b,c  // console.log(a, b, c)  return {  a: a,  b: b,  c: c  }  }  return fn2; // 把fn2return出去,那么fn2就是一个闭包函数  // 闭包函数的特点是:  // 可以访问外部函数的参数和变量,即使外部函数执行完毕,也可以访问外部函数的参数和变量  }  var rfn = fn1(1, 2);  console.log("------------------");  var innerVar = rfn();  console.log(innerVar) |

1. **闭包代码阅读题?**

|  |
| --- |
| console.log("第一道:");  function funA() {  var a = 10; // funA的活动对象之中;  return function () { //匿名函数的活动对象;  console.log(a);  }  }  var b = funA();  b(); //10  console.log("第二道:");  function outerFn() {  var i = 0;  function innerFn() {  i++;  console.log(i);  }  return innerFn;  }  //每次外部函数执行的时候,都会开辟一块内存空间,外部函数的地址不同，都会重新创建一个新的地址  var inner = outerFn();  inner(); // 1  inner(); // 2  inner(); // 3  var inner2 = outerFn();  inner2(); // 1  inner2(); // 2  inner2(); // 3  console.log("第三道:");  var i = 0;  function outerFn(){  function innnerFn(){  i++;  console.log(i);  }  return innnerFn;  }  var inner1 = outerFn();  var inner2 = outerFn();  inner1(); // 1  inner2(); // 2  inner1(); // 3  inner2(); // 4  console.log("第四道:");  function fn(){  var a = 3;  return function(){  return ++a;  }  }  console.log(fn()()); // 4  console.log(fn()()); // 4  console.log("第五道:");  function outerFn(){  var i = 0;  function innnerFn(){  i++;  console.log(i);  }  return innnerFn;  }  var inner1 = outerFn();  var inner2 = outerFn();  inner1(); // 1  inner2(); // 1  inner1(); // 2  inner2(); // 2  console.log("第六道:");  (function() {  var m = 0;  function getM() { return m; }  function seta(val) { m = val; }  window.g = getM;  window.f = seta;  })(); // IIFE 立即调用函数  // 因为在立即调用函数里面,把f绑定给window,所以f方法就是全局方法  f(100); // 把100 赋值给 m  console.info(g()); // 100  // 闭包找到的是同一地址中父级函数中对应变量最终的值  console.log("第八题");  function m1(){  var x = 1;  return function(){  console.log(++x);  }  }    m1()(); //2  m1()(); //2  m1()(); //2    var m2 = m1();  m2(); //2  m2(); //3  m2(); //4  console.log("第九题");  var fn = (function(){  var i=10;  function fn(){  console.log(++i);  }  return fn;  })();  fn(); // 11  fn(); // 12  console.log("第十题")  function love1(){  var num = 223;  var me1 = function() {  console.log(num);  }  num++; // 224  return me1;  }  var loveme1 = love1(); // 调用外部方法  loveme1(); // 224  // 阿里巴巴面试题  console.log("第十一题");  function fun(n,o) {  console.log(o);  return {  fun:function(m) {  return fun(m,n);  }  };  }  /\*  var a = fun(0); 调用了外部函数fun,把0传递给了n,o没有传递参数,那么o是undefined  n = 0, o = undefined  a = {  fun:function(m) {  return fun(m,n);  }  }    a.fun(1) => function(m) {return fun(m,n);}  m = 1,n = 0 fun(1,0)  a.fun(2) => function(m) {return fun(m,n);}  m = 2,n = 0 fun(1,0)    a.fun(3) => function(m) {return fun(m,n);}  m = 3,n = 0 fun(1,0)  \*/  var a = fun(0); // undefined  a.fun(1); // 0  a.fun(2); // 0  a.fun(3); // 0  console.log("-------------------------")  /\*  var b = fun(0); 调用了外部函数fun,把0传递给了n,o没有传递参数,那么o是undefined  n = 0, o = undefined  b = {  fun:function(m) {  return fun(m,n);  }  }  var b = fun(0).fun(1) => function(m) {return fun(m,n);}  m = 1,n = 0 fun(1,0)  m => n n=>o 打印0  b = {  fun:function(m) {  return fun(m,n);  }  }  var b = fun(0).fun(1).fun(2)  m = 2,n = 1  m => n n = >o , n = 2 ,o = 1  b = {  fun:function(m) {  return fun(m,n);=>fun(n,o)  }  }  var b = fun(0).fun(1).fun(2).fun(3)  m = 3,n = 2  m => n,n => o  \*/  var b = fun(0).fun(1).fun(2).fun(3); // undefined 0 1 2  console.log("-------------------------")  var c = fun(0).fun(1); // undefinde 0  c.fun(2); // 1  c.fun(3); // 1 |

1. **什么是递归?**

递归就是调用自身的一种编程技巧，在程序设计中应用广泛。递归函数就是函数对自身的调用，是循环运算的一种算法模式。

1. **求n的阶乘?**

|  |
| --- |
| function factorial1(n) {  return n == 1 ? 1 : n \* factorial1(n - 1);  }  function factorial2(m, n) {  return m == 1 ? n : factorial2(m - 1, m \* n);  } |

1. **统计指定节点及其所有后代元素节点的个数？**

|  |
| --- |
| function f(n) {  var l = 0; //初始化计数变量  if (n.nodeType == 1) {  l++  }; //如果是元素节点，则计数  var child = n.childNodes; //获取子节点集合  for (var i = 0; i < child.length; i++) { //遍历所有子节点  l += f(child[i]); //递归运算，统计当前节点下所有子节点数  }  return l; //返回节点数  }  window.onload = function () {  // 元素节点的节点类型 1  console.log(f(document.body)); //返回2，即body和script两个节点  } |

1. **JS尾递归的理解?**

尾递归是递归的一种优化算法，递归函数执行时会形成一个调用函数，当子一层的函数代码执行完成之后，父一层的函数才会销毁调用记录，这样就形成了调用栈，栈的叠加可能会产生内存溢出。而尾递归函数的每子一层函数不再需要使用父一层的函数执行完毕就会销毁栈记录，避免了内存溢出，节省了内存空间。

1. **什么是解构赋值?**

解构赋值是对赋值运算符的扩展。

它是一种针对数组或者对象进行模式匹配，然后对其中的变量进行赋值。

let [a, b, c] = [11, 22, 33];

let {b,a} = {a: 1,b: 2}

1. **简单介绍ES6模版字符串?**

模版字符串是字符串的增强版,特点如下:

1、模版字符串中可以出现换行符

2、可以使用${变量名}来拼接变量

1. **箭头函数的特性?**

1、this指向问题，this 是静态的. this 始终指向函数声明时所在作用域下的 this 的值

2、箭头函数不能new

3、不能使用arguments

4、箭头函数简写

1. **JS中this指向都有哪些?**

对象里面的this,代表的就是该对象

构造函数里面的this,代表的就是实例化的对象

事件函数里面的this,代表的就是触发事件函数的元素对象

箭头函数里面的this,this始终指向函数声明时所在作用域下的 this 的值

1. **ES6数组新增API有哪些?作用是什么?**

1、every() 方法用于检测数组所有元素是否都符合指定条件（通过函数提供）。 every()它的返回值是boolean类型,如果每个元素都符合条件,则true,只要一个不满足就是false

|  |
| --- |
| const ages = [32, 33, 16, 40];  // 检测数组里面的元素是否都大于18  let isGt = ages.every(function (item, index, arr) {  // 在函数里面指定条件,需要使用return返回  return item > 12;  })  console.log(isGt); |

2、some() 方法用于检测数组中的元素是否满足指定条件（函数提供）。some()它的返回值是boolean类型,只要有一个元素符合条件,则true,都不符合才false；

|  |
| --- |
| let isLt = ages.some(function (item, index, arr) {  // 在函数里面指定条件,需要使用return返回  return item < 18;  })  console.log(isLt) |

3、fill() 方法用于将一个固定值替换数组的元素。

|  |
| --- |
| let fruits = ["Banana", "Orange", "Apple", "Mango"];  // fruits.fill("XiGua");  // fruits.fill("XiGua", 2);  fruits.fill("XiGua", 1, 3);  console.log(fruits) |

1. filter() 方法创建一个新的数组，新数组中的元素是通过检查指定数组中符合条件的所有元素。

|  |
| --- |
| // 筛选出年龄大于20的元素  const result = ages.filter((item, index, arr) => item > 20)  console.log(result) |

1. forEach() 方法用于调用数组的每个元素，并将元素传递给回调函数。

|  |
| --- |
| const arr = [11, 22, 33, 44];  /\* for (let i = 0; i < arr.length; i++) {  console.log(arr[i]);  }  for (let i in arr) {  console.log(arr[i]);  } \*/  arr.forEach((item) => {  console.log(item);  }) |

6、map() 方法返回一个新数组，数组中的元素为原始数组元素调用函数处理后的值。

|  |
| --- |
| const numArr = [3, 4, 5];  // 求数组里面每个元素的平方,得到一个新的数组  const newNumArr = numArr.map((item) => {  return item \* item;  })  console.log(newNumArr) |

1. **JS数组方法some()和every()的区别？**

共同点：

1.遍历数组；

2. 三个参数分别是item,index,arr(数组具体项，位置，数字本身)；

3.返回的都是布尔值；

区别：

some()方法，遍历数组的每一项，若其中一项为 true，则返回true；

every()方法，遍历数组每一项，若全部为true，则返回true；

1. **JS数组方法map()和filter()的区别?**

map() 方法创建一个新数组，其结果是该数组中的每个元素都调用一个提供的函数,回调函数return的结果是什么就存储什么，它更多是用来对数组里面的元素进行处理。

filter()方法创建一个新数组，其结果是该数组中的每个元素都调用一个提供的函数,回调函数return结果为true,则存储这个值，它更多是用来对数组里面的元素进行过滤筛选；

1. **合并数组的实现?**

|  |
| --- |
| const chopsticks = ['王太利', '肖央'];  const phoenix = ['曾毅', '玲花'];  // 使用Array.concat()  // const newGroup = chopsticks.concat(phoenix);  const newGroup = [...phoenix, ...chopsticks]; // ['曾毅', '玲花','王太利', '肖央']  console.log(newGroup) |

1. **JS伪数组转换为数组?**

|  |
| --- |
| const divs = document.getElementsByTagName("div");  console.log(divs) // divs是一个伪数组  const divArr = [...divs];  console.log(divArr) |

1. **请简单阐述对Symbol的理解?**

ES6 引入了一种新的原始数据类型`Symbol`，表示独一无二的值;为了从根本上防止属性名的冲突；

Symbol 值通过`Symbol`函数生成。这就是说，对象的属性名现在可以有两种类型，一种是原来就有的字符串，另一种就是新增的 Symbol 类型。凡是属性名属于 Symbol 类型，就都是独一无二的，可以保证不会与其他属性名产生冲突。

1. **请简单阐述ES6迭代器?**

遍历器（Iterator）就是一种机制。它是一种接口，为各种不同的数据结构提供统一的访问机制。任何数据结构只要部署 Iterator 接口，就可以完成遍历操作。

ES6 创造了一种新的遍历命令 for...of 循环，Iterator 接口主要供 for...of 消费

原生具备 iterator 接口的数据(可用 for of 遍历)

1. **ES6迭代器的工作原理?**

a) 创建一个指针对象，指向当前数据结构的起始位置

b) 第一次调用对象的 next 方法，指针自动指向数据结构的第一个成员

c) 接下来不断调用next 方法，指针一直往后移动，直到指向最后一个成员

d) 每调用 next 方法返回一个包含 value 和 done 属性的对象

1. **ES6迭代器的作用?**

迭代器的作用就是供for of消费的；当你需要自定义数据遍历的时候,就要想到迭代器

1. **请简单介绍ES6生成器?**

生成器函数是 ES6 提供的一种**异步编程解决方案**，语法行为与传统函数完全不同

1. **ES6 Promise的作用?**

Promise 是 ES6 引入的异步编程的新解决方案。语法上 Promise 是一个构造函数，用来封装异步操作并可以获取其成功或失败的结果。

1. **通过Promise实现异步文件读取?**

先读取为学、再读取插秧诗、再读取观书有感；把读取得到的数据放到一起

|  |
| --- |
| const fs = require('fs');  /\* fs.readFile("./resources/为学.md", function (err1, result1) {  if (err1) {  throw err1;  } else {  fs.readFile("./resources/插秧诗.md", function (err2, result2) {  if (err2) {  throw err2;  } else {  fs.readFile("./resources/观书有感.md", function (err3, result3) {  if (err3) {  throw err3;  } else {  let result = result1 + "\r\n" + result2 + "\r\n" + result3;  console.log(result)  }  })  }  })  }  }) \*/  const promise = new Promise((resolve, reject) => {  fs.readFile("./resources/为学.md", (err, data) => {  if (err) reject("为学->读取失败");  resolve(data)  })  })  promise.then(value => { // 第一次读取得到的数据value  // 继续读取第二本  return new Promise((resolve, reject) => {  fs.readFile("./resources/插秧诗.md", (err, data) => { // 第二次读取得到的数据  if (err) reject("插秧诗->读取失败");  resolve([value, data])  })  })  }).catch(reason => {  console.log(reason);  })  .then(value => { // 第二次读取的封装 [value, data]  return new Promise((resolve, reject) => {  fs.readFile("./resources/观书有感.md", (err, data) => { // 第二次读取得到的数据  if (err) reject("观书有感->读取失败");  value.push(data)  resolve(value)  })  })  }).catch(reason => {  console.log(reason);  }).then(value => {  console.log(value.join("\r\n"))  }) |

1. **Set集合概述?**

ES6 提供了新的数据结构 Set（集合）。它类似于数组，允许你存储任何类型的唯一值，无论是原始值或者是对象引用，集合实现了 iterator 接口，所以可以使用『扩展运算符』和『for…of…』进行遍历

1. **数组和Set集合相互转换?**

数组转换为Set集合,通过Set构造函数传递数组参数:

const arr1 = ["张三", "李四", "王武"];

const set1 = new Set(arr1);

Set集合转换为数组,通过扩展运算符：

const arr2 = [...set2];

1. **JS实现数组去重?**

|  |
| --- |
| const numArr = [1, 2, 3, 3, 2, 1];  const resultArr = [...new Set(numArr)];  console.log(resultArr)  /\* 原生JS去重 \*/  function unique(arr) {  for (var i = 0; i < arr.length; i++) {  for (var j = i + 1; j < arr.length; j++) {  if (arr[i] == arr[j]) { //第一个等同于第二个，splice方法删除第二个  arr.splice(j, 1);  j--;  }  }  }  return arr;  }  var arr = [1, 1, 'true', 'true', true, true, 15, 15, false, false, undefined, undefined, null, null, NaN, NaN,  'NaN', 0, 0, 'a', 'a', {}, {}  ];  console.log(unique(arr)) |

1. **使用JS求两个数组的并集、交集、差集?**

|  |
| --- |
| /\* 并集：把两个数组合并为一个数组去重即可 \*/  const arrA = [1, 2, 3];  const arrB = [2, 3, 4, 5];  const union = [...new Set([...arrA, ...arrB])];  console.log(union)  /\* 交集:使用filter()结合集合的hash() \*/  const unite = arrA.filter(item => new Set(arrB).has(item))  console.log(unite)  /\* 差集: 使用filter()结合集合的hash()\*/  /\* 差集的话,必须使用值多的来调用filter \*/  const diff1 = arrB.filter(item => !(new Set(arrA).has(item)))  const diff2 = arrA.filter(item => !(new Set(arrB).has(item)))  const diff = [...diff1, ...diff2];  console.log(diff) |

1. **Array和Set的区别？**

Array数组是表示一种储存在连续空间中的结构类型（内容可以为number,object等）

Set更像是一种抽象的数据类型。它只包含不同的元素/对象，不需要连续分配存储空间。

它们之间最大的差别就是Array中的元素是可以重复的，而Set中的元素不可重复。除此之外，Array被认为是一种索引集合，而Set是一种键的集合。

1. **Map集合概述?**

Map对象保存键值对。任何值(对象或者原始值)都可以作为一个键或一个值。

1. **Map 和 Object 的区别？**

Map对象是一种有对应键/值对的对象，JS的Object也是 键/值对的对象 ；

在Object对象中，只能把String和Symbol作为key值， 但是在Map中，key值可以是任何基本类型;

通过Map中的size属性， 可以很方便地获取到Map长度， 要获取Object的长度， 你只能用别的方法了；

1. **ES6实现继承的方式?**

|  |
| --- |
| // 定义手机父类  class Phone {  constructor(brand, price) {  this.brand = brand;  this.price = price;  }  call() {  console.log("我可以打电话!");  }  }  // 定义子类,子类想要继承父类,必须通过extends来实现继承  class SmartPhone extends Phone {  constructor(brand, price, color, size) {  // 调用父类的构造函数  super(brand, price)  this.color = color;  this.size = size;  }  // 我可以重写父类继承过来的方法  call() {  console.log("我可以视频通话!");  }  photo() {  console.log("我可以拍照!");  }  game() {  console.log("我可以玩游戏!");  }  }  const xm = new SmartPhone("小米", 1999, "黑色", "5.5")  console.log(xm)  xm.call();  xm.game(); |

1. **JS实例对象和函数对象分别指的是什么?**

实例对象：通过 new 函数产生的对象称为实例对象，简称对象。

函数对象：将函数作为对象使用时

1. **编码题：0.1+0.2和0.3进行等值比较,要求得到true;**

|  |
| --- |
| function numEquals(a, b) {  if (Math.abs(a - b) < Number.EPSILON) {  return true;  } else {  return false;  }  }  console.log(0.1 + 0.2 == 0.3);  console.log(numEquals(0.1 + 0.2, 0.3)); |

1. **JS模块化规范有哪些,如何实现?**

**1、CommonJs规范**

​ 根据CommonJs规范，每个文件就是一个模块，有自己的作用域。

​ 在一个文件里面定义的变量、函数、类，都是私有的，对其他文件不可见，**CommonJS规范加载模块是同步的**，也就是说，加载完成才可以执行后面的操作。

在服务器端: 模块的加载是运行时同步加载的。

导出：exports/module.exprots对象用于导出当前模块的方法或者变量，并且它是唯一的导出的出口

导入：require()方法，这个方法接受模块标识，以此将一个模块引入到当前运行环境中。

在浏览器端: 模块需要提前编译打包处理。

**2、AMD规范**

​ AMD是"Asynchronous Module Definition（异步模块定义）"的简写，也就是**它采用异步方式加载模块，依赖前置**，特点是准备充分，但加载会较慢。**通过define方法去定义模块，通过return暴露，require方法去加载模块**。

​ **专门用于浏览器端。**

**3、CMD**

​ CMD是“Common Module Definition（通用模块定义）”的简写，**CMD规范也会异步加载，不同的是CMD依赖就近**，特点是首次加载很快。**CMD规范也是使用define()定义模块，通过exprots/module.exports暴露，require()加载模块。**但和AMD规范思想不同，写法也不同。

​ **专门用于浏览器端**, 模块的加载是异步的，**模块使用时才会加载执行**

**4、ES6模块规范**

​ ES6 模块的设计思想是尽量的静态化，使得编译时就能确定模块的依赖关系。使用import和export来导入导出，ES6还提供了一个default，用来提供默认的export。特点是加载模块存储的是值的引用，所以全局只有一份；加载模块也是异步的。ES6的module吸收了CommoneJS和AMD两者的优点，兼容两标准的规范。

导出：exprot来实现导出,分为分别暴露、统一暴露、默认暴露;

导入：import来实现导入,通用导入方式、解构赋值导入方式

1. **async 和 await的作用?**

async 和 await 两种语法结合可以让异步代码像同步代码一样

1. **模块化的好处?**

1、避免命名冲突,减少全局空间污染

2、管理依赖

3、更好的分离, 按需加载, 实现高复用性,高可维护性

4、代码解耦

1. **请参数你对前端资源构建的理解？**

项目构建可以减少项目的重量，构建其实是工程化、自动化思想在前端开发中的体现，将一系列流程用代码去实现，让代码自动化地执行这一系列复杂的流程。

1. **为什么要使用前端资源构建工具(打包工具)?**

现今的很多网页其实可以看做是功能丰富的应用，它们拥有着复杂的JavaScript代码和一大堆依赖包。为了简化开发的复杂度，前端社区涌现出了很多好的实践方法。

- 模块化，让我们可以把复杂的程序细化为小的文件;

- 类似于TypeScript这种在JavaScript基础上拓展的开发语言：使我们能够实现目前版本的JavaScript不能直接使用的特性，并且之后还能转换为JavaScript文件使浏览器可以识别；比如ES6的新语法,有些浏览器也不识别，那么我们也需要进行转换才可以让浏览器识别

- Scss，less等CSS预处理器

- ...

这些改进确实大大的提高了我们的开发效率，但是利用它们开发的文件往往需要进行额外的处理才能让浏览器识别,而手动处理又是非常繁琐的，这就为构建工具的出现提供了需求。

1. **构建工具的作用?**

代码转换：将 TypeScript/es6 编译成JavaScript、将 SCSS/Less 编译成 CSS等。

文件优化：压缩JavaScript、CSS、HTML 代码，压缩合并图片等。

模块合并：在采用模块化的项目里会有很多个模块和文件，需要通过构建功能将模块分类合并成一个文件。

自动刷新：监听本地源代码变化，自动重新构建、刷新浏览器。

代码校验：在代码被提交到仓库前需要校验代码是否符合规范，以及单元测试是否通过。

1. **Webpack是什么?**

webpack 是一种前端资源构建工具，一个现代 JavaScript 应用程序的静态模块打包器(module bundler)。

在 webpack 看来, 前端的所有资源文件(js/json/css/img/less/...)都会作为模块处理。

当 webpack 处理应用程序时， 从这些 入口起点 开始，它会递归地构建一个依赖关系图(dependency graph)，其中包含应用程序需要的每个模块，然后将所有这些模块打包成一个或多个 bundle。

webpack将根据模块的依赖关系进行静态分析，生成对应的静态资源

1. **Webpack四/五个核心概念?**

入口(entry)：入口起点(entry point)指示 webpack 应该使用哪个模块，来作为构建其内部依赖图的开始。进入入口起点后，webpack 会找出有哪些模块和库是入口起点（直接和间接）依赖的。

出口(output)：output属性告诉 webpack 在哪里输出它所创建的bundles，以及如何命名这些文件

加载器(Loader)：loader 让 webpack 能够去处理那些非 JavaScript 文件（webpack 自身只理解 JavaScript）。loader 可以将所有类型的文件转换为 webpack 能够处理的有效模块，然后你就可以利用 webpack 的打包能力，对它们进行处理。

插件(plugins)：loader 被用于转换某些类型的模块，而插件则可以用于执行范围更广的任务。插件的范围包括，从打包优化和压缩，一直到重新定义环境中的变量。

模式(mode)：通过选择development或production之中的一个，来设置 mode参数，设置mode参数之后会自动加载某些插件；

1. **Webpack的打包模式?**

development:开发模式,能让代码本地调试,运行的环境

production:生产模式,能让代码优化上线

1. **Vue概述?**

**Vue (读音 /vjuː/，类似于 view) 是一套用于构建用户界面的渐进式框架**。与其它大型框架不同的是，Vue 被设计为可以自底向上逐层应用。**Vue 的核心库只关注视图层**，不仅易于上手，还便于与第三方库或既有项目整合。另一方面，**当与现代化的工具链以及各种支持类库结合使用时，Vue 也完全能够为复杂的单页应用提供驱动**。

Vue.js是以**数据驱动**和**组件化的思想**构建的；

**动态构建用户界面**：把后台的数据动态显示在前端页面中；

**渐进式框架**：Vue的库由核心库和一系列相关的插件组成；核心库比较轻量，可以实现一些基础的功能；我们可以只使用Vue的核心功能，如果需要一些其他的功能，我们可以在核心库的基础上添加进来其他的插件；

1. **Vue特性?**

1.编码简洁, 体积小, 运行效率高, 适合移动/PC 端开发

2.双向数据绑定

3.指令

4.插件化,它本身只关注 UI,可以轻松引入vue插件或其它第三库开发项目

5.遵循 MVVM 模式

1. **Vue双向数据绑定是怎么实现的?**

VM里面有两个核心工具：DOM Listeners和Data Bindings两个工具，它们是实现双向绑定的关键。

从View侧看，ViewModel中的DOM Listeners工具会帮我们监测页面上DOM元素的变化，如果有变化，则更改Model中的数据；

从Model侧看，当我们更新Model中的数据时，Data Bindings工具会帮我们更新页面中的DOM元素。

1. **v-text和{{}}的区别?**

v-text是用来改变标签的所有内容

{{}}不仅可以改变标签的所有内容,也可以局部改变

v-text不会出现闪屏问题,但是{{}}会出现闪屏

1. **v-text和v-html的区别?**

v-text和v-html都是改变标签的所有内容

v-text不会解析标签;v-html会解析标签;因为v-text的底层插值是textContent实现的;v-html的底层插值是innerHTML;

1. **计算属性和侦听器的作用?**

当我们在插值表达式中使用过多的业务逻辑得到一个值的时候,会造成模版过重和难以维护;所以我们可以通过计算属性来得到这样的值;

侦听器是用来监视vue实例数据的改变,当数据改变的时候执行某个行为

1. **v-show 和 v-if的区别?**

v-show 和 v-if 都可以控制元素的显示或隐藏;

v-if 是“真正”的条件渲染，因为它会确保在切换过程中条件块内的事件监听器和子组件适当地被销毁和重建。

v-if也是惰性的：如果在初始渲染时条件为假，则什么也不做——直到条件第一次变为真时，才会开始渲染条件块。

v-show就简单得多——不管初始条件是什么，元素总是会被渲染，并且只是简单地基于 CSS 进行切换。

一般来说，v-if有更高的切换开销，而v-show有更高的初始渲染开销。因此，如果需要非常频繁地切换，则使用 `v-show` 较好；如果在运行时条件很少改变，则使用 v-if较好。

1. **目前会的技术？**

第一阶段：HTML、HTML5、CSS、CSS3.0、JavaScript；

老师18、闪银、云联数据、好望角、屏芯科技;

第二阶段：jQuery、AJAX、json-server、Bootstrap、Layui、Git、Sass、Less

jQuery是JS的轻量级框架;

AJAX是用来发送异步请求

Bootstrap是HTML、CSS 和 JS 进行封装的前端UI框架; - 前台页面

HTML:修改了标签的默认样式

CSS:提供了很多类

JS: 封装了很多动态特性

前台页面是给用户使用

Layui是HTML、CSS 和 JS 进行封装的前端UI框架; - 后台页面

核心就是内置模块（模版引擎、数据表格、表单等）;

后台页面是给管理员或后台人员使用;

Git是版本控制工具,对于项目进行管控;

Sass、Less是CSS预处理器;

第三阶段：NodeJS、Express、art-template、MongoDB、Zepto、AngularJS

第四阶段：ES6、JS模块化规范、Webpack

前端页面基础：HTML/HTML5/CSS/CSS3/JavaScript

JS类库：jQuery

异步请求：AJAX

UI框架：Bootstrap、Layui

版本控制工具：Git

数据mock：json-server

预处理CSS：Sass、Less