安装

编辑脚本

运行第一个脚本

输入输出，print，input

# **Python 基础：**

数据类型；

编码和解码

ASII码，unicode码，utf-8，gb2313

encode()；decode()

Bytes: 由于Python的字符串类型是str，在内存中以Unicode表示，一个字符对应若干个字节。如果要在网络上传输，或者保存到磁盘上，就需要把str变为以字节为单位的bytes。Python对bytes类型的数据用带b前缀的单引号或双引号表示：x = b'ABC;

如果bytes中只有一小部分无效的字节，可以传入errors='ignore'忽略错误的字节：b'\xe4\xb8\xad\xff'.decode('utf-8', errors='ignore')

由于Python源代码也是一个文本文件，所以，当你的源代码中包含中文的时候，在保存源代码时，就需要务必指定保存为UTF-8编码。当Python解释器读取源代码时，为了让它按UTF-8编码读取，我们通常在文件开头写上这两行：

*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

格式化字符：

1：%；2：format

'Hi, %s, you have $%d.' % ('Michael', 1000000)

'Hello, {0}, 成绩提升了 {1:.1f}%'.format('小明', 17.125)

列表和组元

二者均为有序集合，前者可变，后者不可变。

列表：append，insert,pop

组元：初始化后不可更改

程序结构语句：

if if

else elif

else

for while

注意：continue的作用是提前结束本轮循环，并直接开始下一轮循环

break语句可以在循环过程中直接退出循环，而continue语句可以提前结束本轮循环，并直接开始下一轮循环。这两个语句通常都必须配合if语句使用。

字典和集合

字典：get, pop;

dict可以用在需要高速查找的很多地方，在Python代码中几乎无处不在，正确使用dict非常重要，需要牢记的第一条就是dict的key必须是**不可变对象**。

Set:: add, remove

set和dict类似，也是一组key的集合，但不存储value。由于key不能重复，所以，在set中，没有重复的key

# 函数

概念

调用

**定义：**定义函数时，需要确定函数名和参数个数；如果有必要，可以先对参数的数据类型做检查；函数体内部可以用return随时返回函数结果；函数执行完毕也没有return语句时，自动return None。函数可以同时返回多个值，但其实就是一个tuple。

**函数参数：**

定义默认参数要牢记一点：默认参数必须指向不变对象！

**可变参数：**定义可变参数和定义一个list或tuple参数相比，仅仅在参数前面加了一个\*号。在函数内部，参数numbers接收到的是一个tuple，因此，函数代码完全不变。但是，调用该函数时，可以传入任意个参数，包括0个参数；

**关键字参数：**可变参数允许你传入0个或任意个参数，这些可变参数在函数调用时自动组装为一个tuple。而关键字参数允许你传入0个或任意个含参数名的参数，这些关键字参数在函数内部自动组装为一个dict；

person('Jack', 24, \*\*extra)： \*\*extra表示把extra这个dict的所有key-value用关键字参数传入到函数的\*\*kw参数，kw将获得一个dict，注意kw获得的dict是extra的一份拷贝，对kw的改动不会影响到函数外的extra

**命名关键字：**和关键字参数\*\*kw不同，命名关键字参数需要一个特殊分隔符\*，\*后面的参数被视为命名关键字参数。

**参数组合：**在Python中定义函数，可以用必选参数、默认参数、可变参数、关键字参数和命名关键字参数，这5种参数都可以组合使用。但是请注意，参数定义的顺序必须是：必选参数、默认参数、可变参数、命名关键字参数和关键字参数。

**递归函数：**在函数内部，可以调用其他函数。如果一个函数在内部调用自身本身，这个函数就是递归函数。

使用递归函数需要注意防止栈溢出。在计算机中，函数调用是通过栈（stack）这种数据结构实现的，每当进入一个函数调用，栈就会加一层栈帧，每当函数返回，栈就会减一层栈帧。由于栈的大小不是无限的，所以，递归调用的次数过多，会导致栈溢出。

解决递归调用栈溢出的方法是通过**尾递归**优化，事实上尾递归和循环的效果是一样的，所以，把循环看成是一种特殊的尾递归函数也是可以的。

汉诺塔递归算法：有n个盘在A塔，要全部移到C塔，要求大盘不能在小盘上；

首先对1个盘，直接从A->C

对2个盘，将小盘先移到B，这是可忽略B塔上的盘，相当于只有一个盘的ABC，因此直接将大盘从A移到C，这时可以忽略C上的大盘，视C塔为空，这样BAC就又构成1个盘的情况，直接从B->C

对n个盘，因此可将A的n-1个盘视为整体移动到B，然后最大盘就可以从A移动到C，这是视AC塔上均为空，就重新构成BAC的n-1个盘的问题，依次递归上三步。

因此归为三步：1.在ACB的顺序下执行了一阶汉诺塔的移法 ；2.从A->C移动了最大盘 ；3.在BAC的顺序下执行了一阶汉诺塔的移法

# 高级特性

**切片：**

**迭代：**如何判断一个对象是可迭代对象呢？方法是通过collections模块的Iterable类型判断：from collections import Iterable

isinstance('abc', Iterable) *# str是否可迭代*

Python内置的enumerate函数可以把一个list变成索引-元素对，这样就可以在for循环中同时迭代索引和元素本身：for i, value in enumerate(['A', 'B', 'C'])

**列表生成：**列表生成式则可以用一行语句代替循环生成list

[x \* x for x in range(1, 11)]

[m + n for m in 'ABC' for n in 'XYZ']

[d for d in os.listdir('.')] *# os.listdir可以列出文件和目录*

**生成器：**在Python中，这种一边循环一边计算的机制，称为生成器：generator

要创建一个generator，有很多种方法。第一种方法很简单，只要把一个列表生成式的[]改成()，就创建了一个generator；g = (x \* x **for** x **in** range(10))

generator是非常强大的工具，在Python中，可以简单地把列表生成式改成generator，也可以通过函数实现复杂逻辑的generator。要理解generator的工作原理，它是在for循环的过程中不断计算出下一个元素，并在适当的条件结束for循环。对于函数改成的generator来说，遇到return语句或者执行到函数体最后一行语句，就是结束generator的指令，for循环随之结束

**迭代器：**我们已经知道，可以直接作用于for循环的数据类型有以下几种：一类是集合数据类型，如list、tuple、dict、set、str等；一类是generator，包括生成器和带yield的generator function。这些可以直接作用于for循环的对象统称为可迭代对象：Iterable。可以使用isinstance()判断一个对象是否是Iterable对象：

from collections import Iterable

isinstance([], Iterable)

生成器不但可以作用于for循环，还可以被next()函数不断调用并返回下一个值，直到最后抛出StopIteration错误表示无法继续返回下一个值了。可以被next()函数调用并不断返回下一个值的对象称为迭代器：Iterator。

生成器都是Iterator对象，但list、dict、str虽然是Iterable，却不是Iterator。把list、dict、str等Iterable变成Iterator可以使用iter()函数

凡是可作用于for循环的对象都是Iterable类型；凡是可作用于next()函数的对象都是Iterator类型，它们表示一个惰性计算的序列；集合数据类型如list、dict、str等是Iterable但不是Iterator，不过可以通过iter()函数获得一个Iterator对象。Python的for循环本质上就是通过不断调用next()函数实现的.

# 函数式编程

函数式编程就是一种抽象程度很高的编程范式，纯粹的函数式编程语言编写的函数没有变量，因此，任意一个函数，只要输入是确定的，输出就是确定的，这种纯函数我们称之为没有副作用。而允许使用变量的程序设计语言，由于函数内部的变量状态不确定，同样的输入，可能得到不同的输出，因此，这种函数是有副作用的。

函数式编程的一个特点就是，允许把函数本身作为参数传入另一个函数，还允许返回一个函数！

Python对函数式编程提供部分支持。由于Python允许使用变量，因此，Python不是纯函数式编程语言

Functools 模块： **reduce, filter,**

**高阶函数：**既然变量可以指向函数，函数的参数能接收变量，那么一个函数就可以接收另一个函数作为参数，这种函数就称之为高阶函数。

变量可以指向函数；函数名也是一个变量；

**Map/reduce:**

map()函数接收两个参数，一个是函数，一个是Iterable，map将传入的函数依次作用到序列的每个元素，并把结果作为新的Iterator返回。（map,有for循环迭代的意味)

再看reduce的用法。reduce把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce把结果继续和序列的下一个元素做累积计算，其效果就是：reduce(f, [x1, x2, x3, x4]) = f(f(f(x1, x2), x3), x4)（reduce，有累计迭代的意味）

**filter:** 和map()类似，filter()也接收一个函数和一个序列。和map()不同的是，filter()把传入的函数依次作用于每个元素，然后根据返回值是True还是False决定保留还是丢弃该元素。

可见用filter()这个高阶函数，关键在于正确实现一个“筛选”函数。注意到filter()函数返回的是一个Iterator，也就是一个惰性序列，所以要强迫filter()完成计算结果，需要用list()函数获得所有结果并返回list。

用filter求素数思路：对一个数据列表L，依次使用2，及奇数来过滤L，最后剩下的就是素数。

**sorted:** Python内置的sorted()函数就可以对list进行排序；sorted()函数也是一个高阶函数，它还可以接收一个key函数来实现自定义的排序，例如按绝对值大小排序；

sorted([36, 5, -12, 9, -21], key=abs)

要进行反向排序，不必改动key函数，可以传入第三个参数reverse=True：sorted(['bob', 'about', 'Zoo', 'Credit'], key=str.lower, reverse=True

**返回函数：**返回闭包时牢记一点：返回函数不要引用任何循环变量，或者后续会发生变化的变量

**匿名函数：**当我们在传入函数时，有些时候，不需要显式地定义函数，直接传入匿名函数更方便。关键字lambda表示匿名函数，冒号前面的x表示函数参数

**装饰器：**由于函数也是一个对象，而且函数对象可以被赋值给变量，所以，通过变量也能调用该函数。这种在代码运行期间动态增加功能的方式，称之为“装饰器”（Decorator）。

装饰器就是能够产生函数调用日志的函数，他没有显式调用，而是在某个函数调用时，会自动运行它的装饰器。

首先执行log('execute')，返回的是decorator函数，再调用返回的函数，参数是now函数，返回值最终是wrapper函数。这会出错误，因此需要将其改为原始函数的名。不需要编写wrapper.\_\_name\_\_ = func.\_\_name\_\_这样的代码，Python内置的functools.wraps就是干这个事的

*装饰器实际上就是为了给某程序增添功能，但该程序已经上线或已经被使用，那么就不能大批量的修改源代码，这样是不科学的也是不现实的，因为就产生了装饰器，使得其满足*：

1、不能修改被装饰的函数的源代码

2、不能修改被装饰的函数的调用方式

3、满足1、2的情况下给程序增添功能

《函数+实参高阶函数+返回值高阶函数+嵌套函数+语法糖 = 装饰器》

装饰器的根本目的是在不改变源代码的情况下，为源代码添加功能；

1、不带参数的装饰器

装饰器的参数是一个函数名，其返回的也是一个函数名，

![](data:image/png;base64,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)

2、带参数的装饰器

这种类型的装饰器，是通过在原装饰器外再加一层嵌套函数，来给装饰器添加输入参数的。
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**偏函数:** functools.partial就是帮助我们创建一个偏函数的，不需要我们自己定义int2()，可以直接使用下面的代码创建一个新的函数int2：

**import** functools

int2 = functools.partial(int, base=2)

等价于下面的函数

**def** **int2**(x, base=2):

**return** int(x, base)

简单总结functools.partial的作用就是，把一个函数的某些参数给固定住（也就是设置默认值），返回一个新的函数，调用这个新函数会更简单。

# 模块

自己创建模块时要注意命名，不能和Python自带的模块名称冲突。例如，系统自带了sys模块，自己的模块就不可命名为sys.py，否则将无法导入系统自带的sys模块。

模块是一组Python代码的集合，可以使用其他模块，也可以被其他模块使用。

创建自己的模块时，要注意：

模块名要遵循Python变量命名规范，不要使用中文、特殊字符；

模块名不要和系统模块名冲突，最好先查看系统是否已存在该模块，检查方法是在Python交互环境执行import abc，若成功则说明系统存在此模块。

注意作用域

# 面向对象编程

如果采用面向对象的程序设计思想，我们首选思考的不是程序的执行流程，而是Student这种数据类型应该被视为一个对象，这个对象拥有name和score这两个属性（Property）。如果要打印一个学生的成绩，首先必须创建出这个学生对应的对象，然后，给对象发一个print\_score消息，让对象自己把自己的数据打印出来。

面向对象的设计思想是从自然界中来的，因为在自然界中，类（Class）和实例（Instance）的概念是很自然的。Class是一种抽象概念，比如我们定义的Class——Student，是指学生这个概念，而实例（Instance）则是一个个具体的Student，比如，Bart Simpson和Lisa Simpson是两个具体的Student。所以，面向对象的设计思想是抽象出Class，根据Class创建Instance。

面向对象的抽象程度又比函数要高，因为一个Class既包含数据，又包含操作数据的方法

**类和实例**

class后面紧接着是类名，即Student，类名通常是大写开头的单词，紧接着是(object)，表示该类是从哪个类继承下来的，继承的概念我们后面再讲，通常，如果没有合适的继承类，就使用object类，这是所有类最终都会继承的类。

由于类可以起到模板的作用，因此，可以在创建实例的时候，把一些我们认为必须绑定的属性强制填写进去。通过定义一个特殊的\_\_init\_\_方法，在创建实例的时候，就把name，score等属性绑上去：

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

注意：特殊方法“\_\_init\_\_”前后分别有两个下划线！！！

注意到\_\_init\_\_方法的第一个参数永远是self，表示创建的实例本身，因此，在\_\_init\_\_方法内部，就可以把各种属性绑定到self，因为self就指向创建的实例本身。

类是创建实例的模板，而实例则是一个一个具体的对象，各个实例拥有的数据都互相独立，互不影响；

方法就是与实例绑定的函数，和普通函数不同，方法可以直接访问实例的数据；

通过在实例上调用方法，我们就直接操作了对象内部的数据，但无需知道方法内部的实现细节。

**访问限制**

如果要让内部属性不被外部访问，可以把属性的名称前加上两个下划线\_\_，在Python中，实例的变量名如果以\_\_开头，就变成了一个私有变量（private），只有内部可以访问，外部不能访问；

需要注意的是，在Python中，变量名类似\_\_xxx\_\_的，也就是以双下划线开头，并且以双下划线结尾的，是特殊变量，特殊变量是可以直接访问的，不是private变量，所以，不能用\_\_name\_\_、\_\_score\_\_这样的变量名。

**继承多态**

在OOP程序设计中，当我们定义一个class的时候，可以从某个现有的class继承，新的class称为子类（Subclass），而被继承的class称为基类、父类或超类（Base class、Super class）。

**当子类和父类都存在相同的run()方法时，我们说，子类的run()覆盖了父类的run()，在代码运行的时候，总是会调用子类的run()。这样，我们就获得了继承的另一个好处：多态。 这就是指：只要一个函数接受基类对象，那么这个函数就可以接受这个基类的所有派生类对象，并且调用对应派生类中的重载的基类方法（因为派生类中重载的方法，覆盖了基类的方法）**

要理解什么是多态，我们首先要对数据类型再作一点说明。当我们定义一个class的时候，我们实际上就定义了一种数据类型。我们定义的数据类型和Python自带的数据类型，比如str、list、dict没什么两样：

多态的好处就是，当我们需要传入Dog、Cat、Tortoise……时，我们只需要接收Animal类型就可以了，因为Dog、Cat、Tortoise……都是Animal类型，然后，按照Animal类型进行操作即可。由于Animal类型有run()方法，因此，传入的任意类型，只要是Animal类或者子类，就会自动调用实际类型的run()方法，这就是多态的意思：

对于一个变量，我们只需要知道它是Animal类型，无需确切地知道它的子类型，就可以放心地调用run()方法，而具体调用的run()方法是作用在Animal、Dog、Cat还是Tortoise对象上，由运行时该对象的确切类型决定，这就是多态真正的威力：调用方只管调用，不管细节，而当我们新增一种Animal的子类时，只要确保run()方法编写正确，不用管原来的代码是如何调用的。这就是著名的“开闭”原则：对扩展开放：允许新增Animal子类；对修改封闭：不需要修改依赖Animal类型的run\_twice()等函数。

继承可以基于现有的类来创建新的类，新类具有基类的所有属性和方法；

而在新类中可以添加新的属性和方法；

在新类中改写基类中存在的方法，这个过程就叫做重载

**获取对象信息**

首先，我们来判断对象类型，使用type()函数：

对于class的继承关系来说，使用type()就很不方便。我们要判断class的类型，可以使用isinstance()函数。

如果要获得一个对象的所有属性和方法，可以使用dir()函数，它返回一个包含字符串的list，比如，获得一个str对象的所有属性和方法：dir(‘ABC’)；

仅仅把属性和方法列出来是不够的，配合getattr()、setattr()以及hasattr()，我们可以直接操作一个对象的状态

可以传入一个default参数，如果属性不存在，就返回默认值：

>>>getattr(obj, 'z', 404) # 获取属性'z'，如果不存在，返回默认值404

>>>404

类似\_\_xxx\_\_的属性和方法在Python中都是有特殊用途的，比如\_\_len\_\_方法返回长度。在Python中，如果你调用len()函数试图获取一个对象的长度，实际上，在len()函数内部，它自动去调用该对象的\_\_len\_\_()方法

我们自己写的类，如果也想用len(myObj)的话，就自己写一个\_\_len\_\_()方法

**类属性和实例属性**

实例属性属于各个实例所有，互不干扰；

类属性属于类所有，所有实例共享一个属性；

不要对实例属性和类属性使用相同的名字，否则将产生难以发现的错误。

# 面向对象高级编程

数据封装、继承和多态只是面向对象程序设计中最基础的3个概念。在Python中，面向对象还有很多高级特性，允许我们写出非常强大的功能。

我们会讨论多重继承、定制类、元类等概念。

**使用\_\_slots\_\_：**主要用于限制实例可以添加的属性

正常情况下，当我们定义了一个class，创建了一个class的实例后，我们可以给该实例绑定任何属性和方法，这就是动态语言的灵活性。

为了达到限制的目的，Python允许在定义class的时候，定义一个特殊的\_\_slots\_\_变量，来限制该class实例能添加的属性
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使用\_\_slots\_\_要注意，\_\_slots\_\_定义的属性仅对当前类实例起作用，对继承的子类是不起作用的；除非在子类中也定义\_\_slots\_\_，这样，子类实例允许定义的属性就是自身的\_\_slots\_\_加上父类的\_\_slots\_\_。

**@property：重要作用是把一个方法变为属性，@property将为这个方法自动添加一个装饰器，从而可以在装饰器中对这个方法形式的属性进行检查，避免出错。**

**装饰器既可以给函数添加功能，也可以给对象添加功能**

还记得装饰器（decorator）可以给函数动态加上功能吗？对于类的方法，装饰器一样起作用。Python内置的@property装饰器就是负责把一个方法变成属性调用的；

@property的实现比较复杂，我们先考察如何使用。把一个getter方法变成属性，只需要加上@property就可以了，此时，@property本身又创建了另一个装饰器@score.setter，负责把一个setter方法变成属性赋值，于是，我们就拥有一个可控的属性操作；

@property广泛应用在类的定义中，可以让调用者写出简短的代码，同时保证对参数进行必要的检查，这样，程序运行时就减少了出错的可能性。

**多重继承：指可以同时继承多个类**

通过多重继承，一个子类就可以同时获得多个父类的所有功能。由于Python允许使用多重继承，因此，MixIn就是一种常见的设计。

只允许单一继承的语言（如Java）不能使用MixIn的设计。

**定制类:通过这些定制属性，可以使得自己创建的类和标准类具有相同的调用方式**

看到类似\_\_slots\_\_这种形如\_\_xxx\_\_的变量或者函数名就要注意，这些在Python中是有特殊用途的。

\_\_str\_\_：
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\_\_repr\_\_:

\_\_str\_\_()，而是\_\_repr\_\_()，两者的区别是\_\_str\_\_()返回用户看到的字符串，而\_\_repr\_\_()返回程序开发者看到的字符串，也就是说，\_\_repr\_\_()是为调试服务的。

解决办法是再定义一个\_\_repr\_\_()。但是通常\_\_str\_\_()和\_\_repr\_\_()代码都是一样的，所以，有个偷懒的写法：
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\_\_iter\_\_：如果一个类想被用于for ... in循环，类似list或tuple那样，就必须实现一个\_\_iter\_\_()方法，该方法返回一个迭代对象，然后，Python的for循环就会不断调用该迭代对象的\_\_next\_\_()方法拿到循环的下一个值，直到遇到StopIteration错误时退出循环；

\_\_getitem\_\_：定义这个方法可以是类具有与列表类似的索引方法

要表现得像list那样按照下标取出元素，需要实现\_\_getitem\_\_()方法；\_\_getitem\_\_()传入的参数可能是一个int，也可能是一个切片对象slice，所以要做判断
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此外，如果把对象看成dict，\_\_getitem\_\_()的参数也可能是一个可以作key的object，例如str。

与之对应的是\_\_setitem\_\_()方法，把对象视作list或dict来对集合赋值。最后，还有一个\_\_delitem\_\_()方法，用于删除某个元素。

总之，通过上面的方法，我们自己定义的类表现得和Python自带的list、tuple、dict没什么区别，这完全归功于动态语言的“鸭子类型”，不需要强制继承某个接口。

\_\_getattr\_\_:通过这个方法可以对类中不存在的属性，添加到实例中

如果调用的属性不存在，就会报错，要避免这个错误，除了可以加上一个score属性外，Python还有另一个机制，那就是写一个\_\_getattr\_\_()方法，动态返回一个属性。注意，只有在没有找到属性的情况下，才调用\_\_getattr\_\_，已有的属性，比如name，不会在\_\_getattr\_\_中查找。

这实际上可以把一个类的所有属性和方法调用全部动态化处理了，不需要任何特殊手段。

\_\_call\_\_:任何类，只需要定义一个\_\_call\_\_()方法，就可以直接对实例进行调用

一个对象实例可以有自己的属性和方法，当我们调用实例方法时，我们用instance.method()来调用。能不能直接在实例本身上调用呢？在Python中，答案是肯定的。

\_\_call\_\_()还可以定义参数。对实例进行直接调用就好比对一个函数进行调用一样，所以你完全可以把对象看成函数，把函数看成对象，因为这两者之间本来就没啥根本的区别。

如果你把对象看成函数，那么函数本身其实也可以在运行期动态创建出来，因为类的实例都是运行期创建出来的，这么一来，我们就模糊了对象和函数的界限。

那么，怎么判断一个变量是对象还是函数呢？其实，更多的时候，我们需要判断一个对象是否能被调用，能被调用的对象就是一个Callable对象

**枚举：**Enum可以把一组相关常量定义在一个class中，且class不可变，而且成员可以直接比较。

**使用元类：**

动态语言和静态语言最大的不同，就是函数和类的定义，不是编译时定义的，而是运行时动态创建的。

type()函数可以查看一个类型或变量的类型，Hello是一个class，它的类型就是type，而h是一个实例，它的类型就是class Hello。

我们说class的定义是运行时动态创建的，而创建class的方法就是使用type()函数。

type()函数既可以返回一个对象的类型，又可以创建出新的类型，比如，我们可以通过type()函数创建出Hello类，而无需通过class Hello(object)...的定义

要创建一个class对象，type()函数依次传入3个参数：

1、class的名称；

2、继承的父类集合，注意Python支持多重继承，如果只有一个父类，别忘了tuple的单元素写法；

3、class的方法名称与函数绑定，这里我们把函数fn绑定到方法名hello上。

通过type()函数创建的类和直接写class是完全一样的，因为Python解释器遇到class定义时，仅仅是扫描一下class定义的语法，然后调用type()函数创建出class。

正常情况下，我们都用class Xxx...来定义类，但是，type()函数也允许我们动态创建出类来，也就是说，动态语言本身支持运行期动态创建类，这和静态语言有非常大的不同，要在静态语言运行期创建类，必须构造源代码字符串再调用编译器，或者借助一些工具生成字节码实现，本质上都是动态编译，会非常复杂。

**metaclass：**

# 错误、调试、测试

**错误**

高级语言通常都内置了一套try...except...finally...的错误处理机制，Python也不例外；

由于没有错误发生，所以except语句块不会被执行，但是finally如果有，则一定会被执行（可以没有finally语句）。

你还可以猜测，错误应该有很多种类，如果发生了不同类型的错误，应该由不同的except语句块处理。没错，可以有多个except来捕获不同类型的错误

 出错的时候，一定要分析错误的调用栈信息，才能定位错误的位置。

Python的错误其实也是class，所有的错误类型都继承自BaseException，所以在使用except时需要注意的是，它不但捕获该类型的错误，还把其子类也“一网打尽”。

**记录错误：**如果不捕获错误，自然可以让Python解释器来打印出错误堆栈，但程序也被结束了。既然我们能捕获错误，就可以把错误堆栈打印出来，然后分析错误原因，同时，让程序继续执行下去。

Python内置的logging模块可以非常容易地记录错误信息，同样是出错，但程序打印完错误信息后会继续执行，并正常退出，通过配置，logging还可以把错误记录到日志文件里，方便事后排查。

**抛出错误：**因为错误是class，捕获一个错误就是捕获到该class的一个实例。因此，错误并不是凭空产生的，而是有意创建并抛出的。Python的内置函数会抛出很多类型的错误，我们自己编写的函数也可以抛出错误。如果要抛出错误，首先根据需要，可以定义一个错误的class，选择好继承关系，然后，用raise语句抛出一个错误的实例

**调试**

**1、Print:** 第一种方法简单直接粗暴有效，就是用print()把可能有问题的变量打印出来看看

print('>>> n = %d' % n)

**2、assert:** 凡是用print()来辅助查看的地方，都可以用断言（assert）来替代

**assert** n != 0, 'n is zero!'

程序中如果到处充斥着assert，和print()相比也好不到哪去。不过，启动Python解释器时可以用-O参数来关闭assert
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**3、logging：**把print()替换为logging是第3种方式，和assert比，logging不会抛出错误，而且可以输出到文件

**import** logging

s = '0'

n = **int**(s)

logging.info('n = %d' % n)

print(10 / n)

logging.info()就可以输出一段文本。运行，发现除了ZeroDivisionError，没有任何信息。怎么回事？别急，在import logging之后添加一行配置再试试：

**import** logging

logging.basicConfig(level=logging.INFO)

这就是logging的好处，它允许你指定记录信息的级别，有debug，info，warning，error等几个级别，当我们指定level=INFO时，logging.debug就不起作用了。同理，指定level=WARNING后，debug和info就不起作用了。这样一来，你可以放心地输出不同级别的信息，也不用删除，最后统一控制输出哪个级别的信息。

logging的另一个好处是通过简单的配置，一条语句可以同时输出到不同的地方，比如console和文件。

**4、pdb:** 第4种方式是启动Python的调试器pdb，让程序以单步方式运行，可以随时查看运行状态。

以参数-m pdb启动后，pdb定位到下一步要执行的代码-> s = '0'。输入命令l来查看代码；输入命令n可以单步执行代码；任何时候都可以输入命令p 变量名来查看变量；输入命令q结束调试，退出程序。

这种通过pdb在命令行调试的方法理论上是万能的，但实在是太麻烦了，如果有一千行代码，要运行到第999行得敲多少命令啊。还好，我们还有另一种调试方法。

这个方法也是用pdb，但是不需要单步执行，我们只需要import pdb，然后，在可能出错的地方放一个pdb.set\_trace()，就可以设置一个断点；运行代码，程序会自动在pdb.set\_trace()暂停并进入pdb调试环境，可以用命令p查看变量，或者用命令c继续运行；

写程序最痛苦的事情莫过于调试，程序往往会以你意想不到的流程来运行，你期待执行的语句其实根本没有执行，这时候，就需要调试了。**虽然用IDE调试起来比较方便，但是最后你会发现，logging才是终极武器。**

单元测试可以有效地测试某个程序模块的行为，是未来重构代码的信心保证。

单元测试的测试用例要覆盖常用的输入组合、边界条件和异常。

单元测试代码要非常简单，如果测试代码太复杂，那么测试代码本身就可能有bug。

单元测试通过了并不意味着程序就没有bug了，但是不通过程序肯定有bug

**文档测试**

![](data:image/png;base64,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)

无疑更明确地告诉函数的调用者该函数的期望输入和输出。

并且，Python内置的“文档测试”（doctest）模块可以直接提取注释中的代码并执行测试。

注意到最后3行代码。当模块正常导入时，doctest不会被执行。只有在命令行直接运行时，才执行doctest。所以，不必担心doctest会在非测试环境下执行

# I/O

两个重要概念：同步I/O、异步I/O，前者简单效率低，后者复杂效率高。

**文件读写：**

要以读文件的模式打开一个文件对象，使用Python内置的open()函数，传入文件名和标示符；如果文件打开成功，接下来，调用read()方法可以一次读取文件的全部内容，Python把内容读到内存，用一个str对象表示；最后一步是调用close()方法关闭文件。文件使用完毕后必须关闭，因为文件对象会占用操作系统的资源，并且操作系统同一时间能打开的文件数量也是有限的；由于文件读写时都有可能产生IOError，一旦出错，后面的f.close()就不会调用。所以，为了保证无论是否出错都能正确地关闭文件，我们可以使用try ... finally来实现：

try:

f = open('/path/to/file', 'r')

print(f.read())

finally:

if f:

f.close()

但是每次都这么写实在太繁琐，所以，Python引入了with语句来自动帮我们调用close()方法：

**with** open('/path/to/file', 'r') **as** f:

print(f.read()

调用read()会一次性读取文件的全部内容，如果文件有10G，内存就爆了，所以，要保险起见，可以反复调用read(size)方法，每次最多读取size个字节的内容。另外，调用readline()可以每次读取一行内容，调用readlines()一次读取所有内容并按行返回list。因此，要根据需要决定怎么调用。如果文件很小，read()一次性读取最方便；如果不能确定文件大小，反复调用read(size)比较保险；如果是配置文件，调用readlines()最方便

**for** line **in** f.readlines():

print(line.strip()) *# 把末尾的'\n'删掉*

**file-like object**

像open()函数返回的这种有个read()方法的对象，在Python中统称为file-like Object。除了file外，还可以是内存的字节流，网络流，自定义流等等。file-like Object不要求从特定类继承，只要写个read()方法就行。StringIO就是在内存中创建的file-like Object，常用作临时缓冲。

**二进制文件：**前面讲的默认都是读取文本文件，并且是UTF-8编码的文本文件。要读取二进制文件，比如图片、视频等等，用'rb'模式打开文件即可；

**字符编码：**要读取非UTF-8编码的文本文件，需要给open()函数传入encoding参数，例如，读取GBK编码的文件：f = open('/Users/michael/gbk.txt', 'r', encoding='gbk')

遇到有些编码不规范的文件，你可能会遇到UnicodeDecodeError，因为在文本文件中可能夹杂了一些非法编码的字符。遇到这种情况，open()函数还接收一个errors参数，表示如果遇到编码错误后如何处理。最简单的方式是直接忽略：

f = open('/Users/michael/gbk.txt', 'r', encoding='gbk', errors='ignore')

**写文件：**写文件和读文件是一样的，唯一区别是调用open()函数时，传入标识符'w'或者'wb'表示写文本文件或写二进制文件

可以反复调用write()来写入文件，但是务必要调用f.close()来关闭文件。当我们写文件时，操作系统往往不会立刻把数据写入磁盘，而是放到内存缓存起来，空闲的时候再慢慢写入。只有调用close()方法时，操作系统才保证把没有写入的数据全部写入磁盘。忘记调用close()的后果是数据可能只写了一部分到磁盘，剩下的丢失了。所以，还是用with语句来得保险

**with** open('/Users/michael/test.txt', 'w') **as** f:

f.write('Hello, world!')

要写入特定编码的文本文件，请给open()函数传入encoding参数，将字符串自动转换成指定编码。

细心的童鞋会发现，以'w'模式写入文件时，如果文件已存在，会直接覆盖（相当于删掉后新写入一个文件）。如果我们希望追加到文件末尾怎么办？可以传入'a'以追加（append）模式写入。

**StringIO 和ByteIO**

很多时候，数据读写不一定是文件，也可以在内存中读写。StringIO顾名思义就是在内存中读写str; 要把str写入StringIO，我们需要先创建一个StringIO，然后，像文件一样写入即可。getvalue()方法用于获得写入后的str。

StringIO操作的只能是str，如果要操作二进制数据，就需要使用BytesIO。BytesIO实现了在内存中读写bytes，我们创建一个BytesIO，然后写入一些bytes；请注意，写入的不是str，而是经过UTF-8编码的bytes。

StringIO和BytesIO是在内存中操作str和bytes的方法，使得和读写文件具有一致的接口。

**操作文件和目录：**主要通过os模块

**序列化：**我们把变量从内存中变成可存储或传输的过程称之为序列化，在Python中叫pickling，在其他语言中也被称之为serialization，marshalling，flattening等等，都是一个意思。序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。

Python提供了pickle模块来实现序列化。pickle.dumps()方法把任意对象序列化成一个bytes，然后，就可以把这个bytes写入文件。或者用另一个方法pickle.dump()直接把对象序列化后写入一个file-like Object；

当我们要把对象从磁盘读到内存时，可以先把内容读到一个bytes，然后用pickle.loads()方法反序列化出对象，也可以直接用pickle.load()方法从一个file-like Object中直接反序列化出对象。我们打开另一个Python命令行来反序列化刚才保存的对象。

**Json:** JSON表示的对象就是标准的JavaScript语言的对象

如果我们要在不同的编程语言之间传递对象，就必须把对象序列化为标准格式，比如XML，但更好的方法是序列化为JSON，因为JSON表示出来就是一个字符串，可以被所有语言读取，也可以方便地存储到磁盘或者通过网络传输。JSON不仅是标准格式，并且比XML更快，而且可以直接在Web页面中读取，非常方便。

JSON和Python内置的数据类型对应如下
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Python内置的json模块提供了非常完善的Python对象到JSON格式的转换:

json模块专门处理这种转换

json.dumps()方法返回一个str，内容就是标准的JSON。类似的，dump()方法可以直接把JSON写入一个file-like Object。要把JSON反序列化为Python对象，用json.loads()或者对应的json.load()方法，前者把JSON的字符串反序列化，后者从file-like Object中读取字符串并反序列化;

Python的dict对象可以直接序列化为JSON的{}，不过，很多时候，我们更喜欢用class表示对象，比如定义Student类，然后序列化;

因为通常class的实例都有一个\_\_dict\_\_属性，它就是一个dict，用来存储实例变量。也有少数例外，比如定义了\_\_slots\_\_的class。

这些可选参数就是让我们来定制JSON序列化。前面的代码之所以无法把Student类实例序列化为JSON，是因为默认情况下，dumps()方法不知道如何将Student实例变为一个JSON的{}对象。可选参数default就是把任意一个对象变成一个可序列为JSON的对象，我们只需要为Student专门写一个转换函数，再把函数传进去即可：

json.dumps(s, **default**=student2dict)) #序列化

同样的道理，如果我们要把JSON反序列化为一个Student对象实例，loads()方法首先转换出一个dict对象，然后，我们传入的object\_hook函数负责把dict转换为Student实例：

json.loads(json\_str, object\_hook=dict2student) #反序列化

**小结**

Python语言特定的序列化模块是pickle，但如果要把序列化搞得更通用、更符合Web标准，就可以使用json模块。

json模块的dumps()和loads()函数是定义得非常好的接口的典范。当我们使用时，只需要传入一个必须的参数。但是，当默认的序列化或反序列机制不满足我们的要求时，我们又可以传入更多的参数来定制序列化或反序列化的规则，既做到了接口简单易用，又做到了充分的扩展性和灵活性。