**List [Interface] & Queue [Interface]: LinkedList**

**Definition**

LinkedList class is an implementation of the LinkedList data structure which is a linear data structure where the elements are not stored in contiguous locations and every element is a separate object with a data and address part. The elements are linked using pointer and addresses. Each element is known as a node. It has disadvantages like the nodes cannot be accessed directly instead we need to start from the head and follow through the link to reach a node we wish to access.

Normal LinkedList

![Difference Between Singly Linked List and Doubly Linked List | Compare the  Difference Between Similar Terms](data:image/jpeg;base64,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)

Since a LinkedList acts as a dynamic array and we do not have to specify the size while creating it, the size of the list automatically increases when we dynamically add and remove items.

The LinkedList is implemented using the doubly linked list data structure. The main difference between a normal LinkedList and doubly LinkedList is that a doubly linked list contains an extra pointer, typically called the previous pointer, together with the next pointer and data which are there in the singly linked list.

doubly LinkedList

![Doubly Linked List in Python - Introduction and Insertion | Studytonight](data:image/png;base64,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)

**Constructor summary**

|  |  |
| --- | --- |
| LinkedList linkL = new LinkedList(); | Constructs an empty list |
| LinkedList (Collection < ? extends E > c) | Constructs a list containing the elements of the specified collection, in the order they are returned by the collection’s iterator. |

**Methods summary**

|  |  |
| --- | --- |
| **Modifier and Type** | **Method and Description** |
| boolean | **add**(E e)  Appends the specified element to the end of this list. |
| void | **add**(int index, E element)  Inserts the specified element at the specified position in this list. |
| boolean | **addAll**(Collection < ? extends E > c)  Appends all of the elements in the specified collections to the end of this list, in the order that they are returned by the specified collection’s iterator. |
| boolean | **addAll** (int index, Collection < ? extends E > c)  Insert all of the elements in the specified collection into this list, starting at the specified position. |
| void | **addFirst**(**E** e)  Insert the specified element at the beginning of this list. |
| void | **clear**()  Removes all of the elements from this list. |
| Object | **clone()**  Returns a shallow copy of this LinkedList |
| boolean | **contains** (Object o)  Returns true if this list contains the specified element |
| Iterator <E> | **descendingIterator()**  Returns an iterator over the elements in this deque in reverse sequential order. |
| E | **element()**  Retrieves, but does not remove, the head (first element) of this list. |
| E | **get** (int index)  Returns the element at the specified position in this list. |
| E | **getFirst()**  Returns the first element in this list. |
| E | **getLast()**  **Returns the last element in this list.** |
| int | **indexOf** (Object o)  Returns the index of the first occurrence of the specified element in this list, or -1 if this list does not contain the element. |
| int | **lastIndexOf** (Object o)  Returns the index of the last occurrence of the specified element in this list, or -1 if this list does not contain the element. |
| ListIterator<E> | **listIterator (**int index**)**  Returns a list – iterator of the elements in this list (in proper sequence), starting at the specified position in the list. |
| Spliterator<E> | **spliterator** ( )  creates a **late-binding**  and fail-fast **Spliterator**  ober the elements in this list. |
| boolean | **offer( E** e)  Adds the specified element as the tail (last element) of this list. |
| boolean | **offerFirst( E e)**  Inserts the specified element at the front of this list. |
| boolean | **offerLast(E e)**  Insert the specified element at the end of this list. |
| E | **peek()**  Retrieves, but does not remove, the head (first element) of this list. |
| E | **poll()**  Retrieves and removes the head (first element) of this list. |
| E | **pollFirst()**  Retrieves and removes the head (first element) of this list or returns null if this list is empty. |
| E | **pop()**  Pops an element from the stack represented by this list. |
| void | **push( E e)**  Pushes an element onto the stack represented by this list. |
| E | **remove()**  Retrieves and removes the head (firs element) of this list. |
| E | **size()**  Returns the number of elements in this list. |
| E | **set (**int index, **E** element)  Replaces the element at the specified position in this list with the specified element. |
| boolean | **removeFirstOccurrence**(**Object** o)  Removes the first occurrence of the specified element in this list (when traversing the list from head to tail). |

**When is its use recommended?**

* When we want to access randomly to the Array. LinkedList has O(n/2) time complexity to access the elements.
* LinkedList class implements Deque interface also, so you can get the function of double ended queue in LinkedList. Useful when you want to point the next and the previous node.
* LinkedList allows for constant – time insertions or removals using iterators, but only sequential access of elements.
* It requires more memory in LinkedList since pointers to the next and previous elements are also stored.
* LinkedList can assert recursive data structure.