# http://www.yiibai.com/scala/scala\_strings.html

# 环境安装与设置

Scala语言可以安装在任何类UNIX或Windows系统。要安装Scala，必须先安装Java1.5或更高版本安装在计算机上。

**Windows上安装Scala：**

**步骤(1)：JAVA设置：**

首先，必须设置JAVA\_HOME环境变量和将JDK的bin目录添加到PATH变量。要验证是否可以工作，在命令提示符下，键入：java -version，然后按Enter。应该看到类似以下内容：

C:>java -version java version "1.6.0\_15" Java(TM) SE Runtime Environment (build 1.6.0\_15-b03) Java HotSpot(TM) 64-Bit Server VM (build 14.1-b02, mixed mode) C:>

接下来测试，看看已安装Java编译器。输入javac -version。应该看到类似以下内容：

C:>javac -version javac 1.6.0\_15 C:>

**步骤(2)：SCALA设置：**

接下来可以下载Scala从以下网址[http://www.scala-lang.org/downloads](http://www.scala-lang.org/downloads" \t "_blank). 在写这篇教程的时候，下载的是scala-2.9.0.1-installer.jar，并把它放在 C:/> 目录。请确保有管理员权限进行。现在在命令提示符下键入以下命令执行：

C:>java -jar scala-2.9.0.1-installer.jar C:>

上面的命令将显示一个安装向导，该向导将引导在Windows计算机上安装。在安装过程中，它会询问许可协议，接受它，并进一步询问Scala将要安装的 路径。选择的默认给出的路径 C:Program Filesscala，可以选择一个合适的路径。最后打开一个新的命令提示符，然后键入scala -version，然后按Enter键。应该会看到以下内容：

C:>scala -version Scala code runner version 2.9.0.1 -- Copyright 2002-2011, LAMP/EPFL C:>

恭喜已经成在Windows机器上安装Scala。下一节将演示如何在Mac OS X和Unix / Linux机器上安装Scala。

**在Mac OS X和Linux上安装Scala**

**步骤（1）：JAVA设置：**

请确保拥有Java JDK1.5或更高版本已经计算机上安装并设置JAVA\_HOME环境变量，以及JDK的bin目录添加到PATH变量。要验证是否安装正确，在命令提示符下，键入java -version，然后按Enter。应该看到类似以下内容：

$java -version java version "1.5.0\_22" Java(TM) 2 Runtime Environment, Standard Edition (build 1.5.0\_22-b03) Java HotSpot(TM) Server VM (build 1.5.0\_22-b03, mixed mode) $

接下来，测试，看看已安装的Java编译器。输入javac-version。应该看到类似以下内容：

$javac -version javac 1.5.0\_22 javac: no source files Usage: javac <options> <source files> ................................................ $

**步骤（2）：SCALA设置：**

接下来可以下载Scala 从以下网址 [http://www.scala-lang.org/downloads](http://www.scala-lang.org/downloads" \t "_blank). 在写这篇教程的时候，下载的是Scala-2.9.0.1-installer.jar，并把它放在/tmp目录。请确保拥有管理员权限才能进行操作。现在，在命令提示符下键入以下命令执行：

$java -jar scala-2.9.0.1-installer.jar Welcome to the installation of scala 2.9.0.1! The homepage is at: http://scala-lang.org/ press 1 to continue, 2 to quit, 3 to redisplay 1 ................................................ [ Starting to unpack ] [ Processing package: Software Package Installation (1/1) ] [ Unpacking finished ] [ Console installation done ] $

在安装过程中，它会询问许可协议，接受它键入1，它会问在哪里Scala安装。这里是在目录/usr/local/share，可以选择一个合适的路径。最后，打开一个新的命令提示符，然后键入Scala的-version，然后按Enter键。应该看到以下内容：

$scala -version Scala code runner version 2.9.0.1 -- Copyright 2002-2011, LAMP/EPFL $

恭喜，已经在UNIX/Linux机器上安装了Scala。

# 基础语法

如果有很好的了解Java语言，那么将很容易学习Scala。 Scala和Java间的最大语法的区别在于;行结束符是可选的。考虑Scala程序它可以被定义为通过调用彼此方法进行通信的对象的集合。现在，简要地看看什么叫做类，对象，方法和临时变量。

* 对象 - 对象有状态和行为。例如：狗有状态 - 颜色，名字，品种，它有行为 - 摇摆，吠叫，吃东西。对象是类的一个实例。
* 类 - 类可以被定义为一个模板/蓝本以描述行为/指示其类型支持对象。
* 方法 - 方法本质上是一个行为。类可以包含许多方法。它是在将逻辑写入方法中，数据进行操作和所有动作被执行。
* 字段 - 每个对象都有其独特的一组临时变量，这是所谓的字段。对象的状态是由分配给这些字段中的值创建的。

## 第一个Scala程序：

### 交互式模式编程：

调用解释不通过一个脚本文件作为一个参数会显示以下提示：

C:>scala

Welcome to Scala version 2.9.0.1

Type in expressions to have them evaluated.

Type :help for more information.

scala>

键入下列文字的Scala提示符，然后按Enter键：

scala> println("Hello, Scala!");

这将产生以下结果：

Hello, Scala!

### 脚本模式编程：

让我们来看一个简单的代码，用于打印简单的一句话：Hello, World!

object HelloWorld {

/\* This is my first java program.

\* This will print 'Hello World' as the output

\*/

def main(args: Array[String]) {

println("Hello, world!") // prints Hello World

}

}

让我们来看看如何保存文件，编译并运行该程序。请按照以下的步骤：

1. 打开记事本，并添加上面代码。
2. 将文件保存为：HelloWorld.scala。
3. 打开命令提示符窗口，然后转到保存程序文件的目录。假设它是 C:>
4. 键入“scalac HelloWorld.scala”，然后按回车编译代码。如果代码中没有错误，命令提示符下将自动换到下一行。
5. 上面的命令将在当前目录中生成几个类文件。其中一个名称为HelloWorld.class。这是一个字节码可以运行在Java虚拟机（JVM）。
6. 现在，键入“scala HelloWorld”来运行程序。
7. 可以看到“Hello, World!”打印在窗口上。

C:> scalac HelloWorld.scala

C:> scala HelloWorld

Hello, World!

## 基础语法

关于Scala程序，这是非常要注意以下几点。

* **区分大小写** -  Scala是大小写敏感的，这意味着标识Hello 和 hello在Scala中会有不同的含义。
* **类名** - 对于所有的类名的第一个字母要大写。  
    
  如果需要使用几个单词来构成一个类的名称，每个单词的第一个字母要大写。  
    
  示例：class MyFirstScalaClass
* **方法名称** - 所有的方法名称的第一个字母用小写。  
    
  如果若干单词被用于构成方法的名称，则每个单词的第一个字母应大写。  
    
  示例：def myMethodName()
* **程序文件名** - 程序文件的名称应该与对象名称完全匹配。  
    
  保存文件时，应该保存它使用的对象名称（记住Scala是区分大小写），并追加“.scala”为文件扩展名。 （如果文件名和对象名称不匹配，程序将无法编译）。  
    
  示例: 假设“HelloWorld”是对象的名称。那么该文件应保存为'HelloWorld.scala“
* **def main(args: Array[String])** - Scala程序从main()方法开始处理，这是每一个Scala程序的强制程序入口部分。

## Scala修饰符:

所有的Scala的组件需要名称。使用对象，类，变量和方法名被称为标识符。关键字不能用作标识符和标识是区分大小写的。Scala支持以下四种类型标识符：

### 文字标识符

字母数字标识符，开始以字母或下划线，可以使用字母，数字或下划线。“$”字符在Scala中是保留关键字，标识符不能使用。以下是合法的字母标识符：

age, salary, \_value, \_\_1\_value

以下是非法标识符：

$salary, 123abc, -salary

### 运算符标识

运算符识别符由一个或多个运算符字符。操作字符是可打印的ASCII字符，如+, :, ?, ~ 或#。以下是合法的运算符标识：

+ ++ ::: <?> :>

Scala编译器将在内部“轧”操作符标识符使它们成为合法的Java标识符，并嵌入$字符。例如，所述标识符:->将内部表示为$colon$minus$greater。

### 混合标识符

混合标识符由一个字母数字识别符，随后是一个下划线和运算符标识。以下是合法的混合标识符：

unary\_+, myvar\_=

在这里，作为一个方法名unary\_+定义了一个一元+运算符和myvar\_=用来作为方法名称定义了一个赋值运算符。

### 立即数标识符

一个文字标识是包含在反引号(` . . . `)的任意字符串。以下是合法的文字标识：

`x` `<clinit>` `yield`

## Scala关键字:

下面的列表显示在Scala中的保留字。这些保留关键字不可以被用作常量或变量，或任何其他的标识符名称。

|  |  |  |  |
| --- | --- | --- | --- |
| abstract | case | catch | class |
| def | do | else | extends |
| false | final | finally | for |
| forSome | if | implicit | import |
| lazy | match | new | null |
| object | override | package | private |
| protected | return | sealed | super |
| this | throw | trait | try |
| true | type | val | var |
| while | with | yield |  |
| - | : | = | => |
| <- | <: | <% | >: |
| # | @ |  |  |

## Scala中的注释

Scala支持单行和多行注释非常类似于Java。多行注释可以嵌套，但必须正确嵌套。可用的任何注释和所有字符都将被Scala编译器忽略。

object HelloWorld {

/\* This is my first java program.

\* This will print 'Hello World' as the output

\* This is an example of multi-line comments.

\*/

def main(args: Array[String]) {

// Prints Hello World

// This is also an example of single line comment.

println("Hello, world!")

}

}

## 空行和空格：

仅包含空格，可能带有注释行，被称为一个空行，并且Scala将会完全忽略它。标记可以通过空格和/或注释分开。

## 换行符：

Scala是面向行的语言，语句可以用分号（;）结束或换行符。分号在声明的结尾通常是可选的。可以键入一个想要的，如果语句出现其本身在一行。在另一方面，如果写在一行多个语句分号是必需的：

val s = "hello"; println(s)

## Scala包：

包是一个代码命名的模块。例如，Lift 实用包net.liftweb.util。包声明是在源文件中的第一个非注释行，如下所示：

package com.liftcode.stuff

Scala的包可以被导入，使他们能够在当前编译范围内被引用。下面的语句是导入scala.xml包的内容：

import scala.xml.\_

可以导入封装的类和对象，例如，从scala.collection.mutable导入HashMap：

import scala.collection.mutable.HashMap

可以从一个单一封装的scala.collection.immutable包导入多个类或对象，例如，TreeMap和TreeSet：

import scala.collection.immutable.{TreeMap, TreeSet}

# 数据类型

Scala的数据类型全部相同于Java中，具有相同的内存占用和精度。以下表是有关可在Scala中所有的数据类型的细节：

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| Byte | 8位有符号值。范围从-128到127 |
| Short | 16位有符号值。范围从-32768至32767 |
| Int | 32 位有符号值。范围从 -2147483648 to 2147483647 |
| Long | 64位有符号值。 从-9223372036854775808到9223372036854775807 |
| Float | 32位IEEE754单精度浮点数 |
| Double | 64位IEEE754双精度浮点数 |
| Char | 16位无符号Unicode字符。范围由U+0000至U+FFFF |
| String | 字符序列 |
| Boolean | 无论是字面true或false字面 |
| Unit | 对应于没有值 |
| Null | 空或空引用 |
| Nothing | 每一个其他类型的子类型; 包括无值 |
| Any | Any类型的超类型;任何对象是任何类型 |
| AnyRef | 任何引用类型的超类型 |

上面列出的所有的数据类型是对象。没有原始的类型，如Java中。这意味着可以调用int，long等上的方法

**Scala基本字面值：**

Scala中使用的文字规则是简单和直观的。这部分解释了所有Scala中的基本文字。

**整数值**

整数文字通常是int类型，或类型龙其次是L或l后缀的时候。下面是一些整数文字：

0

035

21

0xFFFFFFFF

0777L

**浮点型**

浮点文字是Float类型后跟一个浮点类型后缀F或f时，否则是Double类型。下面是一些浮点文字：

0.0

1e30f

3.14159f

1.0e100

.1

**布尔类型**

布尔字面值true和false是Boolean类型的成员。

**符号字面值**

符号常量'x是简写的表达scala.Symbol(“X”)。Symbol是一个类，它的定义如下。

package scala

final case class Symbol private (name: String) {

override def toString: String = "'" + name

}

**字符**

字符文字是用引号括起来的单个字符。该字符是一个可打印的Unicode字符或转义序列描述。这里有一些字符文字：

'a'

'u0041'

'

'

' '

**字符串常量**

字符串常量是在双引号中的字符序列。字符或者是可打印Unicode字符或转义序列描述。下面是一些字符串：

"Hello,

World!"

"This string contains a " character."

**多行字符串**

多行字符串是包含在三重引号“”字符序列“...”“”。字符序列是任意的，不同之处在于它可以包含三个或更多个连续引号字符仅在未尾。

字符未必是可打印;新的一行或其他控制字符也是允许的。这里是一个多行字符串：

"""the present string

spans three

lines."""

**NULL值**

null是scala.Null类型一个值，因此这个引用类型兼容。它表示参考值是指一种特殊的“空”的对象。

**转义序列：**

以下转义序列在字符和字符串。

|  |  |  |
| --- | --- | --- |
| **转义序列** | **Unicode** | **描述** |
|  | u0008 | 退格BS |
|  | u0009 | 水平制表符HT |
|  | u000c | 换页FF |
| f | u000c | 换页FF |
|  | u000d | 回车CR |
| " | u0022 | 双引用 " |
| ' | u0027 | 单引用 . |
|  | u005c | 反斜线 |

介于0和255字符使用Unicode也可以通过一个八进制转义，也就是说，一个反斜杠“”之后的最多三个八进制字符的序列表示。以下为例子来说明一些转义字符序列：

object Test {

def main(args: Array[String]) {

println("Hello World

" );

}

}

当上述代码被编译和执行时，它产生了以下结果：

Hello World

# 变量

变量是只不过是保留内存位置来存储值。这意味着，当创建一个变量，会在内存中保留一些空间。

基于变量的数据类型，所述编译器分配存储器，并决定什么可以被存储在保留存储器。因此，通过分配不同的数据类型的变量，可以存储整数，小数，或字符在这些变量。

**变量声明**

Scala的变量声明有不同的语法，它们可以被定义为值，即，常量或变量。下面是使用var关键字来定义一个变量的语法：

var myVar : String = "Foo" //变量

在这里，myVar使用关键字var声明。这意味着它是一个可以改变值的变量，被称为可变变量。下面是使用val关键字来定义变量的语法：

val myVal : String = "Foo" //常量

这里，myVal是使用关键字val声明。这意味着，它是不能改变的变量，这是所谓的不可变变量。

**变量数据类型：**

变量类型在变量名后面指定，前在equals之前签署。可以通过它的数据类型定义任何类型的Scala变量如下：

val or val VariableName : DataType [= Initial Value]

如果不指定任何初始值变量，那么如下所示它是有效的：

var myVar :Int;

val myVal :String;

**变量类型推断（根据声明时赋的初始值推断）：**

当分配一个初始值给一个变量，Scala编译器可以计算出根据分配给它的值的变量类型。这就是所谓的变量类型推断。因此，可以写这些变量的声明如下这样：

var myVar = 10;

val myVal = "Hello, Scala!";

在这里，默认情况下，myVar是int类型，将设为myVal为字符串类型变量。

**多重任务：**

Scala支持多任务。如果一个代码块或方法返回一个元组，该元组可被分配给一个val变量。 [注：元组在以后的章节中学习。]

val (myVar1: Int, myVar2: String) = Pair(40, "Foo")

类型推断得到正确类型：

val (myVar1, myVar2) = Pair(40, "Foo")

**变量类型：**

Scala变量可以有三种不同的范围，这取决于它们正在使用的地方。它们可以存在于字段，方法参数和局部变量。下面是关于每种类型的适用范围的详细信息：

**字段:**

字段是属于一个对象的变量。该字段是从对象中的所有方法中访问。字段也可以是具体取决于访问修饰符字段与声明的对象外访问。对象字段既可以是可变的或不可变的类型，可以使用var 或 val两种定义。

**方法参数：**

方法的参数是变量，其用于传递方法内的值在方法被调用时。方法参数被从方法唯一传入，但传递的对象可从外面，如果从外面的方法有一个引用对象。方法参数始终是可变的并由val关键字定义。

**局部变量：**

局部变量是在方法内声明的变量。局部变量只能在方法中访问，但可以访问创建方法的对象（如果从方法中返回它们）。局部变量既可以是可变的或不可变的类型，可以使用var或val两个关键字定义。

# 访问修饰符

包，类或对象的成员可以标记访问修饰符private和protected，如果我们不使用这两种关键字，那么访问将被默认设置为public。这些修饰 限制为成员的代码的某些区域访问。要使用访问修饰符，包括它的包，类或对象的成员定义的关键字，我们将在下一节中看到。

**私有成员：**

私有成员只能看到里面包含的成员定义的类或对象。下面是一个例子：

class Outer {

class Inner {

private def f() { println("f") }

class InnerMost {

f() // OK

}

}

(new Inner).f() // Error: f is not accessible

}

在Scala中，访问 (new Inner).f() 是非法的，因为f被声明为private内部类并且访问不是在内部类内。与此相反，到f第一接入类最内层是确定的，因为该访问包含在类内的主体。 Java将允许这两种访问，因为它可以让其内部类的外部类访问私有成员。

**保护成员：**

受保护的成员是从该成员定义的类的子类才能访问。下面是一个例子：

package p {

class Super {

protected def f() { println("f") }

}

class Sub extends Super {

f()

}

class Other {

(new Super).f() // Error: f is not accessible

}

}

类分给 f 访问是正常的，因为f被声明为受保护的超类和子类是超级的子类。相比之下，访问 f 在其他是不允许的，因为其他没有从超级继承。在Java中，后者访问将仍然允许的，因为其他的是在同一个包子。

**公共成员：**

未标示私有或受保护的每一个成员是公开的。不需要明确使用修饰符public。这样的成员可以从任何地方访问。下面是一个例子：

class Outer {

class Inner {

def f() { println("f") }

class InnerMost {

f() // OK

}

}

(new Inner).f() // OK because now f() is public

}

**保护范围：**

Scala中的访问修饰符可以增加使用修饰符。形式：private[X]或protected[X]的修饰符意味着访问私有或受保护“达到”X，其中X代表了一些封闭的包，类或单个对象。考虑下面的例子：

package society {

package professional {

class Executive {

private[professional] var workDetails = null

private[society] var friends = null

private[this] var secrets = null

def help(ex : Executive) {

println(ex.workDetails)

println(ex.secrets) //ERROR why？

}

}

}

}

注意，上面的例子中以下几点：

* 变量workDetails将可对任何一类封闭包professional范围内。
* 变量friends 将可对任何一类封闭包society中。
* 变量secrets 将可只在实例方法隐含的对象（this）。

# 运算符

运算符是一个符号，告诉编译器执行特定的数学或逻辑操作。 Scala有丰富的内置运算符，运算符提供了以下类型：

* 算术运算符
* 关系运算符
* 逻辑运算符
* 位运算符
* 赋值运算符

本章将学习研究算术，关系，逻辑，按位，分配赋值和其他运算符。

**算术运算符：**

Scala语言支持以下算术运算符：

假设变量A=10和变量B=20，则：

[查看例子](http://www.yiibai.com/scala/scala_arithmatic_operators.html" \o "算术运算符" \t "_blank)

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **示例** |
| + | 两个操作数相加 | A + B = 30 |
| - | 从第一操作减去第二操作数 | A - B = -10 |
| \* | 两个操作数相乘 | A \* B = 200 |
| / | 通过分子除以分子 | B / A = 2 |
| % | 模运算，整数除法后的余数 | B % A = 0 |

**关系运算符：**

Scala语言支持以下关系运算符

假设变量A=10和变量B=20，则：

[查看示例](http://www.yiibai.com/scala/scala_relational_operators.html" \o "关系运算符" \t "_blank)

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **示例** |
| == | 检查两个操作数的值是否相等，如果是的话那么条件为真。 | (A == B) 不为 true. |
| != | 检查两个操作数的值是否相等，如果值不相等，则条件变为真。 | (A != B) 为 true. |
| > | 检查左边的操作数的值是否大于右操作数的值，如果是的话那么条件为真。 | (A > B) 不为 true. |
| < | 检查左边的操作数的值是否小于右操作数的值，如果是的话那么条件为真。 | (A < B) 为 true. |
| >= | 检查左边的操作数的值是否大于或等于右操作数的值，如果是的话那么条件为真。 | (A >= B) 不为 true. |
| <= | 检查左边的操作数的值是否小于或等于右操作数的值，如果是的话那么条件为真。 | (A <= B) 为 true. |

**逻辑运算符(0为假，非0为真)：**

Scala语言支持以下逻辑运算符

假设变量A=1和变量B=0，则：

[查看示例](http://www.yiibai.com/scala/scala_logical_operators.html" \o "逻辑运算符" \t "_blank)

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **示例** |
| && | 所谓逻辑与操作。如果两个操作数为非零则条件为真。 | (A && B) 为 false. |
| || | 所谓的逻辑或操作。如果任何两个操作数是非零则条件变为真。 | (A || B) 为 true. |
| ! | 所谓逻辑非运算符。使用反转操作数的逻辑状态。如果条件为真，那么逻辑非操作符作出结果为假。 | !(A && B) 为  true. |

**位运算符：**

位运算符适用于位和位操作进行一下。 ：&, |, 和^ 其真值表如下：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **p** | **q** | **p & q** | **p | q** | **p ^ q** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 | 1 |

假设，如果A =60;B =13;现在以二进制格式它们将如下：

A = 0011 1100

B = 0000 1101

-----------------

A&B = 0000 1100

A|B = 0011 1101

A^B = 0011 0001

~A  = 1100 0011

Scala语言支持位运算符列在下表中。假设变量A=60和变量B=13，则：

[查看示例](http://www.yiibai.com/scala/scala_bitwise_operators.html" \o "位运算符" \t "_blank)

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **示例** |
| & | 二进制和运算符副本位的结果，如果它存在于两个操作数。 | (A & B) = 12, 也就是 0000 1100 |
| | | 二进制或操作拷贝，如果它存在一个操作数。 | (A | B) = 61, 也就是 0011 1101 |
| ^ | 二进制异或运算符的副本，如果它被设置在一个操作数而不是两个比特。 | (A ^ B) = 49, 也就是 0011 0001 |
| ~ | 二进制的补运算符是一元的，具有“翻转”位的效应。 | (~A ) = -61, 也就是 1100 0011在2补码形式，由于一个带符号二进制数。 |
| << | 二进制左移位运算符。左边的操作数的值向左移动由右操作数指定的位数。 | A << 2 = 240, 也就是 1111 0000 |
| >> | 二进制向右移位运算符。左边的操作数的值由右操作数指定的位数向右移动。 | A >> 2 = 15, 也就是 1111 |
| >>> | 右移补零操作。左边的操作数的值由右操作数指定的位数向右移动，并转移值以零填充。 | A >>>2 = 15 也就是 0000 1111 |

**赋值运算符：**

Scala语言支持以下赋值运算符：

[查看示例](http://www.yiibai.com/scala/scala_assignment_operators.html" \o "赋值运算符" \t "_blank)

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **示例** |
| = | 简单的赋值操作符，分配值从右边的操作数左侧的操作数 | C = A + B 将分配 A + B 的值到 C |
| += | 加法和赋值运算符，它增加了右操作数左操作数和分配结果左操作数 | C += A 相当于 C = C + A |
| -= | 减和赋值运算符，它减去右操作数从左侧的操作数和分配结果左操作数 | C -= A 相当于 C = C - A |
| \*= | 乘法和赋值运算符，它乘以右边的操作数与左操作数和分配结果左操作数 | C \*= A 相当于 C = C \* A |
| /= | 除法和赋值运算符，它把左操作数与右操作数和分配结果左操作数 | C /= A 相当于 C = C / A |
| %= | 模量和赋值运算符，它需要使用两个操作数的模量和分配结果左操作数 | C %= A 相当于 C = C % A |
| <<= | 左移位并赋值运算符 | C <<= 2 等同于 C = C << 2 |
| >>= | 向右移位并赋值运算符 | C >>= 2 等同于 C = C >> 2 |
| &= | 按位与赋值运算符 | C &= 2 等同于C = C & 2 |
| ^= | 按位异或并赋值运算符 | C ^= 2 等同于 C = C ^ 2 |
| |= | 按位或并赋值运算符 | C |= 2 等同于 C = C | 2 |

**Scala的运算符优先级：**

运算符优先级决定术语的表达式分组。这会影响一个表达式是如何进行计算。某些运算符的优先级高于其他;例如，乘法运算符的优先级比所述加法运算符优先级更高：

例如X =7 + 3\* 2;这里，x 被赋值13，而不是20，因为运算符\* 优先级高于+，所以它首先做乘法3 \* 2，然后加上7。

这里，具有最高优先级的运算符在表的顶部，那些优先低级排在底部。在一个表达式，优先级高的运算符将首先计算。

|  |  |  |
| --- | --- | --- |
| **分类** | **运算符** | **关联** |
| Postfix | () [] | 从左到右 |
| Unary | ! ~ | 从右到左 |
| Multiplicative | \* / % | 从左到右 |
| Additive | + - | 从左到右 |
| Shift | >> >>> << | 从左到右 |
| Relational | > >= < <= | 从左到右 |
| Equality | == != | 从左到右 |
| Bitwise AND | & | 从左到右 |
| Bitwise XOR | ^ | 从左到右 |
| Bitwise OR | | | 从左到右 |
| Logical AND | && | 从左到右 |
| Logical OR | || | 从左到右 |
| Assignment | = += -= \*= /= %= >>= <<= &= ^= |= | 从右到左 |
| Comma | , | 从左到右 |

# 判断语句（if...else...）

下面是一个典型的决策中IF...ELSE结构的一般形式使用在大多数的编程语言中：

**if 语句:**

if 语句包含一个布尔表达式后跟一个或多个语句。

**语法：**

一个 if 语句的语法：

if(Boolean\_expression){

// Statements will execute if the Boolean expression is true

}

如果布尔表达式的值为true，那么if语句里面的代码模块将被执行。如果不是这样，第一组码if语句结束后（右大括号后）将被执行。

**示例：**

object Test {

def main(args: Array[String]) {

var x = 10;

if( x < 20 ){

println("This is if statement");

}

}

}

这将产生以下输出结果：

C:/>scalac Test.scala

C:/>scala Test

This is if statement

C:/>

**if...else语句:**

if语句可以跟着一个可选的else语句，当 else 块执行时，布尔表达式条件是假的。

**语法：**

if...else的语法是：

if(Boolean\_expression){

//Executes when the Boolean expression is true

}else{

//Executes when the Boolean expression is false

}

**示例：**

object Test {

def main(args: Array[String]) {

var x = 30;

if( x < 20 ){

println("This is if statement");

}else{

println("This is else statement");

}

}

}

这将产生以下结果:

C:/>scalac Test.scala

C:/>scala Test

This is else statement

C:/>

**if...else if...else语句:**

if语句可以跟着一个可选的else if ... else语句，这是非常有用的使用 if...else if如果测试各种条件声明。

当使用 if , else if , else 语句有几点要牢记。

* if可以有零或一个else，它必须跟在else if后面。
* 一个if 可以有零到多个else if，并且它们必须在else之前。
* 一旦一个 else if 匹配成功，剩余的else if或else不会被测试匹配。

**语法：**

if...else if...else的语法是：

if(Boolean\_expression 1){

//Executes when the Boolean expression 1 is true

}else if(Boolean\_expression 2){

//Executes when the Boolean expression 2 is true

}else if(Boolean\_expression 3){

//Executes when the Boolean expression 3 is true

}else {

//Executes when the none of the above condition is true.

}

**示例：**

object Test {

def main(args: Array[String]) {

var x = 30;

if( x == 10 ){

println("Value of X is 10");

}else if( x == 20 ){

println("Value of X is 20");

}else if( x == 30 ){

println("Value of X is 30");

}else{

println("This is else statement");

}

}

}

这将产生以下结果:

C:/>scalac Test.scala

C:/>scala Test

Value of X is 30

C:/>

**if ... else语句嵌套：**

它始终是合法的嵌套 if-else 语句，这意味着可以使用一个 if 或 else if 在另一个if 或 else if 语句中。

**语法：**

语法嵌套 if...else 如下：

if(Boolean\_expression 1){

//Executes when the Boolean expression 1 is true

if(Boolean\_expression 2){

//Executes when the Boolean expression 2 is true

}

}

可以嵌套else if...else在if语句中，反之也可以。

**示例：**

object Test {

def main(args: Array[String]) {

var x = 30;

var y = 10;

if( x == 30 ){

if( y == 10 ){

println("X = 30 and Y = 10");

}

}

}

}

这将产生以下结果:

C:/>scalac Test.scala

C:/>scala Test

X = 30 and Y = 10

C:/>

# 循环类型

可能有一种情况，当需要多次执行代码的几个块。在一般情况下，语句顺序执行：在一个函数的第一条语句，首先执行，然后是第二个等等。

编程语言提供了各种控制结构，允许更多复杂的执行路径。

循环语句可以执行语句多次或多组，下面是在大多数编程语言和循环语句一般如下：

Scala编程语言提供了以下循环类型的处理循环需求。点击以下链接查看其详细信息。

|  |  |
| --- | --- |
| **循环类型** | **描述** |
| [while循环](http://www.yiibai.com/scala/scala_while_loop.html" \o "while循环" \t "_blank) | 重复声明语句或一组，当给定的条件为真。它测试条件执行循环体前。 |
| [do...while循环](http://www.yiibai.com/scala/scala_do_while_loop.html" \o "do...while循环" \t "_blank) | 像一个while语句，不同之处在于它测试条件在循环体的结尾 |
| [for循环](http://www.yiibai.com/scala/scala_for_loop.html" \o "for循环" \t "_blank) | 执行语句多次序列并简写管理循环变量的代码。 |

**循环控制语句：**

循环控制语句改变其正常的顺序执行。当执行离开一个范围，在该范围内创建的所有对象自动被销毁。但是Scala不支持break或continue语句，想要像Java，但从Scala2.8版本开始，有一种方法可以打退出循环。点击以下链接查看详细信息。

|  |  |
| --- | --- |
| **控制语句** | **描述** |
| [break语句](http://www.yiibai.com/scala/scala_break_statement.html" \o "Scala break 语句" \t "_blank) | 终止循环语句并将执行立刻循环的下面语句。 |

**无限循环：**

一个循环变成无限循环，如果条件永远不会为假。如果使用Scala，while循环是实现无限循环的最佳方式，如下：

object Test {

def main(args: Array[String]) {

var a = 10;

// An infinite loop.

while( true ){

println( "Value of a: " + a );

}

}

}

如果将上面的代码执行，它会在无限循环可以通过按Ctrl+ C键终止。

# while循环

while 循环语句多次执行，只要给定的条件为真执行目标语句。

**语法:**

Scala while循环的语法是：

while(condition){

statement(s);

}

在这里，声明可以是单个语句或语句块。所述条件可以是任何表达式，真值是任何非零值。当条件为true，则循环迭代。当条件为faklse，则程序控制进到紧接在循环之后的行。

**流程图：**

在这里，while循环的关键点是循环可能不会永远运行。当条件测试结果为false，循环体将跳过while循环后的第一个语句执行。

**示例：**

object Test {

def main(args: Array[String]) {

// Local variable declaration:

var a = 10;

// while loop execution

while( a < 20 ){

println( "Value of a: " + a );

a = a + 1;

}

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

value of a: 10

value of a: 11

value of a: 12

value of a: 13

value of a: 14

value of a: 15

value of a: 16

value of a: 17

value of a: 18

value of a: 19

C:/>

# 函数

函数是一组一起执行任务的语句。可以将代码放到独立的功能。如何划分你的代码不同功能？在逻辑上，通常是让每个函数执行特定的任务。

Scala有函数和方法，我们术语说的方法和函数互换用微小的差别。Scala方法是其中有一个名字，签名，任选一些注释，有的字节码，其中如在Scala中函数是可被分配给一个变量的完整对象类的一部分。换句话说，函数，其被定义为某些对象的一个成员，被称为方法。

函数定义可以出现在在源文件的任何地方，Scala允许嵌套函数的定义，那就是其他函数定义的内部函数定义。需要注意的最重要的一点是，Scala的函数名称可以类似+, ++, ~, &,-, -- , , /, : 等字符。

**函数声明：**

Scala函数声明有如下形式：

def functionName ([list of parameters]) : [return type]

如果保留关闭等号和方法体的方法则为隐式声明，抽象的封闭类型是抽象本身。

**函数定义：**

Scala函数定义有如下形式：

def functionName ([list of parameters]) : [return type] = {

function body

return [expr]

}

在这里，返回类型可以是任何有效的scala数据类型，参数列表将是用逗号和参数，返回值类型列表分离变量是可选的。非常类似于Java，一个返回语句可以在函数表达式可用情况下返回一个值。以下是这将增加两个整数并返回的函数：

object add{

def addInt( a:Int, b:Int ) : Int = {

var sum:Int = 0

sum = a + b

return sum

}

}

函数，它不返回任何东西，可以返回这相当于在Java中void，并表示该函数不返回任何单元。Scala中不返回任何东西函数被称为过程。以下是语法

object Hello{

def printMe( ) : Unit = {

println("Hello, Scala!")

}

}

**调用函数：**

Scala提供了一些语法的变化来调用方法。以下是调用一个方法的标准方法：

functionName( list of parameters )

如果函数被对象的一个实例调用使用，那么使用类似于Java点标记如下：

[instance.]functionName( list of parameters )

下面是一个例子用来定义，然后调用函数：

object Test {

def main(args: Array[String]) {

println( "Returned Value : " + addInt(5,7) );

}

def addInt( a:Int, b:Int ) : Int = {

var sum:Int = 0

sum = a + b

return sum

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Returned Value : 12

C:/>

Scala函数是Scala编程的核心，这就是为什么Scala被假定为一个函数式编程语言。以下是Scala程序员理解相关Scala函数的一些重要的概念。

## 函数按名称调用

通常情况下，函数的参数是传值参数;即，参数的值在它被传递给函数之前被确定。但是，如果我们需要编写一个接收参数不希望马上计算，直到调用函数内的表达式。对于这种情况，Scala提供按名称参数调用函数。

按名称调用机制传递一个代码块给被调用者并且每次被调用方传接入参数，代码块被执行，值被计算。

object Test {

def main(args: Array[String]) {

delayed(time());

}

def time() = {

println("Getting time in nano seconds")

System.nanoTime

}

def delayed( t: => Long ) = {

println("In delayed method")

println("Param: " + t)

t

}

}

在这里，我们声明delayed方法，它通过=>符号变量的名称和类型，需要一个按名称调用参数。当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

In delayed method

Getting time in nano seconds

Param: 81303808765843

Getting time in nano seconds

C:/>

这里，delayed打印的消息声明，该方法已被输入。接下来，delayed打印一个与其消息的值。最后delayed方法返回 t。

## 使用命名参数函数

在一个正常的函数调用，调用参数在调用函数的参数的顺序一一匹配。命名参数允许将参数以不同的顺序传递给的函数。语法很简单，每个参数前面有一个参数名和等号。下面是一个简单的例子来说明这一概念：

object Test {

def main(args: Array[String]) {

printInt(b=5, a=7);

}

def printInt( a:Int, b:Int ) = {

println("Value of a : " + a );

println("Value of b : " + b );

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Value of a : 7

Value of b : 5

C:/>

## 函数使用可变参数

Scala允许指出的最后一个参数的函数可以被重复。能够通过可变长度参数列表传递到函数。下面是一个简单的例子来说明这个概念。

object Test {

def main(args: Array[String]) {

printStrings("Hello", "Scala", "Python");

}

def printStrings( args:String\* ) = {

var i : Int = 0;

for( arg <- args ){

println("Arg value[" + i + "] = " + arg );

i = i + 1;

}

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Arg value[0] = Hello

Arg value[1] = Scala

Arg value[2] = Python

C:/>

在这里，printStrings函数，这被声明为类型为“String\*”里的args类型实际上是数组[字符串]。

## 递归函数

递归起着纯粹函数式编程很大的作用，Scala支持递归功能非常好。递归是指的函数可以反复调用自身。以下是递归，用于计算阶乘数的一个很好的例子：

object Test {

def main(args: Array[String]) {

for (i <- 1 to 10)

println( "Factorial of " + i + ": = " + factorial(i) )

}

def factorial(n: BigInt): BigInt = {

if (n <= 1)

1

else

n \* factorial(n - 1)

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Factorial of 1: = 1

Factorial of 2: = 2

Factorial of 3: = 6

Factorial of 4: = 24

Factorial of 5: = 120

Factorial of 6: = 720

Factorial of 7: = 5040

Factorial of 8: = 40320

Factorial of 9: = 362880

Factorial of 10: = 3628800

C:/>

## 默认参数值

Scala可以指定默认值函数的参数。对于这样的一个参数，可以任选地从一个函数调用，在这种情况下对应的参数将被填充使用默认参数值。下面是指定默认参数的一个例子：

object Test {

def main(args: Array[String]) {

println( "Returned Value : " + addInt() );

}

def addInt( a:Int=5, b:Int=7 ) : Int = {

var sum:Int = 0

sum = a + b

return sum

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Returned Value : 12

C:/>

如果指定一个参数，那么第一个参数将使用该参数传递，第二将采用默认值。

## 高阶函数

Scala允许高阶函数的定义。这些都是采取其他函数参数，或它的结果是一个功能的函数。例如在下面的代码，适用于apply()函数将另一个函数f和v值并应用函数f到v：

object Test {

def main(args: Array[String]) {

println( apply( layout, 10) )

}

def apply(f: Int => String, v: Int) = f(v)

def layout[A](x: A) = "[" + x.toString() + "]"

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

[10]

C:/>

## 嵌套函数

Scala允许在一个函数内部定义其他函数定义的函数，并可被局部函数调用。这里是一个阶乘计算器，在这里使用调用第二个函数，嵌套方式是传统技术的一个实现：

object Test {

def main(args: Array[String]) {

println( factorial(0) )

println( factorial(1) )

println( factorial(2) )

println( factorial(3) )

}

def factorial(i: Int): Int = {

def fact(i: Int, accumulator: Int): Int = {

if (i <= 1)

accumulator

else

fact(i - 1, i \* accumulator)

}

fact(i, 1)

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

1

1

2

6

C:/>

像在许多语言中的局部变量声明，嵌套方法只封闭方法内可见。如果试图调用 fact() 在factorial()之外，将会得到一个编译器错误。

## 匿名函数

Scala中提供相对轻便的语法定义匿名函数。在源代码中的匿名函数被调用函数文本，并在运行时，函数文本被实例化为调用的函数值的对象。

Scala支持一流的功能，这意味着可以表达功能文本语法功能，即，(x: Int) => x + 1，函数都可以通过对象，这是所谓的函数值来表示。下面的表达式创建一个后继函数的整数：

var inc = (x:Int) => x+1

变量inc现在可以使用以通常的方式的函数：

var x = inc(7)-1

另外，也可以用多个参数定义的函数如下：

var mul = (x: Int, y: Int) => x\*y

变量mul现在可以使用以通常的方式的函数：

println(mul(3, 4))

另外，也可以用无参数定义函数如下：

var userDir = () => { System.getProperty("user.dir") }

变量userDir现在可以使用以通常的方式的函数：

println( userDir )

## 部分应用函数

当调用的函数，可以说成是将参数给函数。如果通过所有预期的参数，已经完全把它应用。如果只发送了几个参数，会得到一个部分应用的函数。这可以绑定一些参数，留下其余稍后填补，提供了方便。下面是一个简单的例子来说明这一概念：

import java.util.Date

object Test {

def main(args: Array[String]) {

val date = new Date

log(date, "message1" )

Thread.sleep(1000)

log(date, "message2" )

Thread.sleep(1000)

log(date, "message3" )

}

def log(date: Date, message: String) = {

println(date + "----" + message)

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Mon Dec 02 12:52:41 CST 2013----message1

Mon Dec 02 12:52:41 CST 2013----message2

Mon Dec 02 12:52:41 CST 2013----message3

C:/>

在这里，log()方法有两个参数：date和message。想调用这个方法多次，对于date使用不同的值，但message的值相同。我们可以消除部分采用的参数传递给log()方法传递的date给每个调用会有干扰。要做到这一点，我们首先绑定一个值到date参数，并把下划线在其位置第二个参数绑定。其结果是，我们已经存储在一个变量的部分应用函数。现在可以与未结合的mesage参数调用这个新方法如下：

import java.util.Date

object Test {

def main(args: Array[String]) {

val date = new Date

val logWithDateBound = log(date, \_ : String)

logWithDateBound("message1" )

Thread.sleep(1000)

logWithDateBound("message2" )

Thread.sleep(1000)

logWithDateBound("message3" )

}

def log(date: Date, message: String) = {

println(date + "----" + message)

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Mon Dec 02 12:53:56 CST 2013----message1

Mon Dec 02 12:53:56 CST 2013----message2

Mon Dec 02 12:53:56 CST 2013----message3

C:/>

## 柯里函数

柯里转换函数接受多个参数成一条链的函数，每次取一个参数。柯里函数是具有多个参数列表定义，如下：

def strcat(s1: String)(s2: String) = s1 + s2

另外，还可以使用以下语法定义柯里函数：

def strcat(s1: String) = (s2: String) => s1 + s2

以下是语法来调用一个柯里函数：

strcat("foo")("bar")

可以根据柯里函数需求定义两个以上的参数。让我们以一个完整的例子来说明柯里的概念：

object Test {

def main(args: Array[String]) {

val str1:String = "Hello, "

val str2:String = "Scala!"

println( "str1 + str2 = " + strcat(str1)(str2) )

}

def strcat(s1: String)(s2: String) = {

s1 + s2

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

str1 + str2 = Hello, Scala!

C:/>

# 闭包

闭包是函数，它的返回值取决于此函数之外声明一个或多个变量的值。考虑下面的一块使用匿名函数的代码：

val multiplier = (i:Int) => i \* 10

在这里，在函数体中使用的唯一变量， i \* 0, 为i，其被定义为一个参数的函数。现在，让我们来看另一块代码：

val multiplier = (i:Int) => i \* factor

有两个自由变量的乘数：i和factor。其中一个i是一个正式函数参数。因此，它被绑定到一个新的值在乘数每次调用。然而，factor不是一个正式的参数，那么这是什么？让我们增加一行代码：

var factor = 3

val multiplier = (i:Int) => i \* factor

现在，factor具有参考变量在函数之外，但为封闭范围的变量。让我们试试下面的例子：

object Test {

def main(args: Array[String]) {

println( "muliplier(1) value = " + multiplier(1) )

println( "muliplier(2) value = " + multiplier(2) )

}

var factor = 3

val multiplier = (i:Int) => i \* factor

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

muliplier(1) value = 3

muliplier(2) value = 6

C:/>

上面的函数引用factor并读取每个时间的当前值。如果函数没有外部引用，那么它就是封闭了自己。无需外部环境是必需的。

# 字符串

考虑下面这个简单的例子，我们给一个字符串类型的 val 变量：

object Test {

val greeting: String = "Hello, world!"

def main(args: Array[String]) {

println( greeting )

}

}

在这里，上面的值类型是从Java的java.lang.String借来的，因为Scala的字符串也是Java字符串。这一点是非常好的，要注意：每 一个Java类可用在Scala中。因此，Scala没有String类并直接利用Java字符串String类。因此，这一章已被写入保持Java String的基础。

在Scala中与在Java中一样，一个字符串是不可变的对象，也就是，这是不能被修改的对象。另一方面，对象是可以修改的，如数组对象，被称为可变对 象。由于字符串是非常有用的对象，在本节的其余部分，我们目前最重要了解类java.lang.String的方法定义。

**创建字符串：**

最直接的方法来创建一个字符串的编写方法是：

var greeting = "Hello world!";

or

var greeting:String = "Hello world!";

每当遇到一个字符串在代码中，编译器创建String对象及其值，在这个示例中使用：“Hello world!”，但如果你喜欢，可以给字符串，因为这里我已经在声明中交替显示。

object Test {

val greeting: String = "Hello, world!"

def main(args: Array[String]) {

println( greeting )

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Hello, world!

C:/>

正如前面提到的，String类是不可变的，所以一旦它被创建,String 对象不能改变。如果需要做大量修改字符的字符串，那么应该使用在Scala提供字符串构建器类（ [String Builder](http://www.yiibai.com/scala/scala_string_builder.html) ）。

**字符串长度:**

用于获得关于对象的信息的方法是已知的存取方法。可以使用字符串使用一个存取方法是length()方法，它返回包含在字符串对象中的字符数。

下面两行代码被执行之后，len 等于17：

object Test {

def main(args: Array[String]) {

var palindrome = "Dot saw I was Tod";

var len = palindrome.length();

println( "String Length is : " + len );

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

String Length is : 17

C:/>

**连接字符串：**

String类包括用于连接两个字符串的方法：

string1.concat(string2);

这返回一个string1将string2添加到它的末尾的一个新字符串。也可以使用concat()方法用字符串，如：

"My name is ".concat("Zara");

字符串比较常用连接在一起，使用+运算符，如：

"Hello," + " world" + "!"

这将产生：

"Hello, world!"

让我们来看看下面的例子：

object Test {

def main(args: Array[String]) {

var str1 = "Dot saw I was ";

var str2 = "Tod";

println("Dot " + str1 + str2);

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Dot Dot saw I was Tod

C:/>

**创建格式化字符串：**

已经有两个方法：printf()和format()方法使用格式化数字打印输出。

String类有一个等价类的方法，format()，它返回一个String对象，而不是一个PrintStream对象。让我们看看下面的例子，这是使用printf()方法：

object Test {

def main(args: Array[String]) {

var floatVar = 12.456

var intVar = 2000

var stringVar = "Hello, Scala!"

var fs = printf("The value of the float variable is " +

"%f, while the value of the integer " +

"variable is %d, and the string " +

"is %s", floatVar, intVar, stringVar)

println(fs)

}

}让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

The value of the float variable is 12.456000, while the

value of the integer var iable is 2000, and the

string is Hello, Scala!()

C:/>

**字符串的方法：**

以下是由java.lang.String类中定义，并且可以直接在Scala程序中使用方法列表：

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **char charAt(int index)**  返回指定索引处的字符 |
| 2 | **int compareTo(Object o)** 该字符串与另一个对象比较 |
| 3 | **int compareTo(String anotherString)** 按字典顺序比较两个字符串 |
| 4 | **int compareToIgnoreCase(String str)**  比较两个字符串字典顺序，忽略大小写差异 |
| 5 | **String concat(String str)** 将指定字符串添加这个字符串的结尾处 |
| 6 | **boolean contentEquals(StringBuffer sb)** 返回true当且仅当此String表示的字符与指定的StringBuffer相同的序列 |
| 7 | **static String copyValueOf(char[] data)** 返回表示所指定的数组中的字符序列的字符串 |
| 8 | **static String copyValueOf(char[] data, int offset, int count)** 返回表示所指定的数组中的字符序列的字符串。 |
| 9 | **boolean endsWith(String suffix)**  测试此字符串是否以指定的后缀结束。 |
| 10 | **boolean equals(Object anObject)** 比较该字符串和指定的对象。 |
| 11 | **boolean equalsIgnoreCase(String anotherString)** 比较该字符串到另一个字符串，不考虑大小写。 |
| 12 | **byte getBytes()**  将此String解码使用平台的默认字符集的字节序列，并将结果存储到一个新的字节数组。 |
| 13 | **byte[] getBytes(String charsetName** 将此String解码使用指定的字符集的字节序列，并将结果存储到一个新的字节数组。 |
| 14 | **void getChars(int srcBegin, int srcEnd, char[] dst, int dstBegin)** 复制字符从这个字符串到目标字符数组。 |
| 15 | **int hashCode()** 返回此字符串的哈希码。 |
| 16 | **int indexOf(int ch)** 返回此字符串指定字符第一次出现处的索引。 |
| 17 | **int indexOf(int ch, int fromIndex)**  返回此字符串指定的字符，开始搜索指定索引处的第一次出现处的索引。 |
| 18 | **int indexOf(String str)** 返回此字符串的指定子第一次出现处的索引。 |
| 19 | **int indexOf(String str, int fromIndex)** 返回此字符串中第一次出现的指定子字符串，开始在指定的索引处的索引。 |
| 20 | **String intern()** 返回字符串对象的规范表示。 |
| 21 | **int lastIndexOf(int ch)**  返回此字符串指定字符最后一次出现处的索引。 |
| 22 | **int lastIndexOf(int ch, int fromIndex)**  返回此字符串指定字符最后一次出现处的索引，搜索开始向后指定索引处。 |
| 23 | **int lastIndexOf(String str)** 返回此字符串指定子的最右边出现处的索引。 |
| 24 | **int lastIndexOf(String str, int fromIndex)**  返回此字符串的指定子最后一次出现处的索引，搜索开始向后指定索引处。 |
| 25 | **int length()**  返回此字符串的长度。 |
| 26 | **boolean matches(String regex)** 判断此字符串是否与给正则表达式匹配。 |
| 27 | **boolean regionMatches(boolean ignoreCase, int toffset, String other, int ooffset, int len)** 测试两个字符串区域是否相等。 |
| 28 | **boolean regionMatches(int toffset, String other, int ooffset, int len)** 测试两个字符串区域是否相等。 |
| 29 | **String replace(char oldChar, char newChar)** 返回通过用newChar更换oldChar中出现的所有该字符串产生一个新的字符串。 |
| 30 | **String replaceAll(String regex, String replacement** 替换此字符串匹配给定的正则表达式以给定替换的每个子字符串。 |
| 31 | **String replaceFirst(String regex, String replacement)**  替换此字符串匹配给定的正则表达式以给定替换的第一子字符串。 |
| 32 | **String[] split(String regex)**  来此字符串围绕拆分给定的正则表达式的匹配。 |
| 33 | **String[] split(String regex, int limit)**  围绕拆分给定的正则表达式的匹配来此字符串。 |
| 34 | **boolean startsWith(String prefix)** 测试此字符串是否以指定的前缀开始。 |
| 35 | **boolean startsWith(String prefix, int toffset)** 测试这个字符串开头是否以指定索引指定的前缀开始。 |
| 36 | **CharSequence subSequence(int beginIndex, int endIndex)** 返回一个新的字符序列，它是此序列的子序列。 |
| 37 | **String substring(int beginIndex)** 返回一个新字符串，它是此字符串的一个子字符串。 |
| 38 | **String substring(int beginIndex, int endIndex)** 返回一个新字符串，它是此字符串的一个子字符串。 |
| 39 | **char[] toCharArray()**  这个字符串到一个新的字符数组转换。 |
| 40 | **String toLowerCase()** 将所有在这个字符串的字符使用默认语言环境的规则转换为小写。 |
| 41 | **String toLowerCase(Locale locale)** 将所有在此字符串中的字符使用给定Locale的规则转换为小写。 |
| 42 | **String toString()** 这个对象（这已经是一个字符串！）本身被返回。 |
| 43 | **String toUpperCase()**  将所有的字符在这个字符串使用默认语言环境的规则转换为大写。 |
| 44 | **String toUpperCase(Locale locale)**  将所有的字符在这个字符串使用给定的Locale规则转换为大写。 |
| 45 | **String trim()**  返回字符串的副本，以开头和结尾的空白忽略。 |
| 46 | **static String valueOf(primitive data type x)**  返回传递的数据类型参数的字符串表示。 |

# 数组

Scala中提供了一种数据结构-数组，其中存储相同类型的元素的固定大小的连续集合。数组用于存储数据的集合，但它往往是更加有用认为数组作为相同类型的变量的集合。

取替声明单个变量，如number0, number1, ..., 和number99，声明一个数组变量，如号码和使用numbers[0]，numbers[1]，...，numbers[99]表示单个变量。本教程 介绍了如何声明数组变量，创建数组和使用索引的过程变量数组。数组的第一个元素的索引是数字0和最后一个元素的索引为元素的总数减去1。

## 声明数组变量：

要使用的程序的数组，必须声明一个变量来引用数组，必须指定数组变量可以引用的类型。下面是语法声明数组变量：

var z:Array[String] = new Array[String](3)

or

var z = new Array[String](3)

在这里，z被声明为字符串数组，最多可容纳三个元素。可以将值分配给独立的元素或可以访问单个元素，这是可以做到通过使用类似于以下命令：

z(0) = "Zara";

z(1) = "Nuha";

z(4/2) = "Ayan"

在这里，最后一个例子表明，在一般的索引可以是产生一个全数字的表达式。定义数组还有另一种方式：

var z = Array("Zara", "Nuha", "Ayan")

下图展示了数组myList。在这里，myList中拥有10个double值,索引是从0到9。

## 处理数组：

当要处理数组元素，我们经常使用循环，因为所有的数组中的元素具有相同的类型，并且数组的大小是已知的。这里是展示如何创建，初始化和处理数组的完整的例子：

object Test {

def main(args: Array[String]) {

var myList = Array(1.9, 2.9, 3.4, 3.5)

// Print all the array elements

for ( x <- myList ) {

println( x )

}

// Summing all elements

var total = 0.0;

for ( i <- 0 to (myList.length - 1)) {

total += myList(i);

}

println("Total is " + total);

// Finding the largest element

var max = myList(0);

for ( i <- 1 to (myList.length - 1) ) {

if (myList(i) > max) max = myList(i);

}

println("Max is " + max);

}

}让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

1.9

2.9

3.4

3.5

Total is 11.7

Max is 3.5

C:/>

## 多维数组：

有很多情况下，需要定义和使用多维数组（即数组的元素数组）。例如，矩阵和表格结构的实例可以实现为二维数组。

Scala不直接支持多维数组，并提供各种方法来处理任何尺寸数组。以下是定义的二维数组的实例：

var myMatrix = ofDim[Int](3,3)

这是一个具有每个都是整数，它有三个元素数组3元素的数组。下面的代码展示了如何处理多维数组：

import Array.\_

object Test {

def main(args: Array[String]) {

var myMatrix = ofDim[Int](3,3) //创建二维数组

// build a matrix

for (i <- 0 to 2) {

for ( j <- 0 to 2) {

myMatrix(i)(j) = j;

}

}

// Print two dimensional array

for (i <- 0 to 2) {

for ( j <- 0 to 2) {

print(" " + myMatrix(i)(j));

}

println();

}

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

0 1 2

0 1 2

0 1 2

C:/>

## 联接数组：

以下是使用concat()方法来连接两个数组的例子。可以通过多个阵列作为参数传递给concat()方法。

import Array.\_

object Test {

def main(args: Array[String]) {

var myList1 = Array(1.9, 2.9, 3.4, 3.5)

var myList2 = Array(8.9, 7.9, 0.4, 1.5)

var myList3 = concat( myList1, myList2)

// Print all the array elements

for ( x <- myList3 ) {

println( x )

}

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

1.9

2.9

3.4

3.5

8.9

7.9

0.4

1.5

C:/>

## 创建具有范围数组：

下面是示例，这使得使用range() 方法来产生包含在给定的范围内增加整数序列的数组。可以使用最后一个参数创建序列; 如果不使用最后一个参数，然后一步将被假定为1。

import Array.\_

object Test {

def main(args: Array[String]) {

var myList1 = range(10, 20, 2) //步长为2

var myList2 = range(10,20) //默认步长为1

// Print all the array elements

for ( x <- myList1 ) {

print( " " + x )

}

println()

for ( x <- myList2 ) {

print( " " + x )

}

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

10 12 14 16 18

10 11 12 13 14 15 16 17 18 19

C:/>

## Scala中数组方法：

以下是重要的方法，可以同时使用数组。如上所示，则必须使用任何提及的方法之前，要导入Array.\_包。有关可用方法的完整列表，请Scala中的官方文件。

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **def apply( x: T, xs: T\* ): Array[T]** 创建T对象，其中T可以是Unit, Double, Float, Long, Int, Char, Short, Byte, Boolean数组。 |
| 2 | **def concat[T]( xss: Array[T]\* ): Array[T]** 连接所有阵列成一个数组。 |
| 3 | **def copy( src: AnyRef, srcPos: Int, dest: AnyRef, destPos: Int, length: Int ): Unit** 复制一个数组到另一个。相当于Java的System.arraycopy(src, srcPos, dest, destPos, length). |
| 4 | **def empty[T]: Array[T]** 返回长度为0的数组 |
| 5 | **def iterate[T]( start: T, len: Int )( f: (T) => T ): Array[T]** 返回一个包含一个函数的重复应用到初始值的数组。 |
| 6 | **def fill[T]( n: Int )(elem: => T): Array[T]** 返回包含某些元素的计算的结果的次数的数组。 |
| 7 | **def fill[T]( n1: Int, n2: Int )( elem: => T ): Array[Array[T]]** 返回一个二维数组，其中包含某些元素的计算的结果的次数。 |
| 8 | **def iterate[T]( start: T, len: Int)( f: (T) => T ): Array[T]** 返回一个包含一个函数的重复应用到初始值的数组。 |
| 9 | **def ofDim[T]( n1: Int ): Array[T]** 创建数组给出的尺寸。 |
| 10 | **def ofDim[T]( n1: Int, n2: Int ): Array[Array[T]]** 创建了一个2维数组 |
| 11 | **def ofDim[T]( n1: Int, n2: Int, n3: Int ): Array[Array[Array[T]]]** 创建3维数组 |
| 12 | **def range( start: Int, end: Int, step: Int ): Array[Int]** 返回包含一些整数间隔等间隔值的数组。 |
| 13 | **def range( start: Int, end: Int ): Array[Int]** 返回包含的范围内增加整数序列的数组。 |
| 14 | **def tabulate[T]( n: Int )(f: (Int)=> T): Array[T]** 返回包含一个给定的函数的值超过从0开始的范围内的整数值的数组。 |
| 15 | **def tabulate[T]( n1: Int, n2: Int )( f: (Int, Int ) => T): Array[Array[T]]** 返回一个包含给定函数的值超过整数值从0开始范围的二维数组。 |

# 集合

Scala有一组丰富的集合库。集合是对事物的容器。这些容器可被测序，线性集像List, Tuple, Option, Map等集合的项目可具有元素的任意数量或有界到零个或一个元素(例如，Option)。

集合可能是严格或懒惰。懒集合有可能不消耗内存，直到他们被访问，就像范围元素。此外，集合可以是可变的(引用的内容可以更改)或不变(一个引用的东西指从未改变)。需要注意的是不可变的集合可能包含可变项。

对于一些问题，可变集合更好地工作，并为不可变集合更好地工作。如果有疑问，最好是先从一个不变的集合，如果需要可变进行更改。

本章给出最常用的集合类型对这些集合的信息和使用最频繁的操作。

|  |  |
| --- | --- |
| **SN** | **集合使用说明** |
| 1 | [Scala Lists](http://www.yiibai.com/scala/scala_lists.html" \t "_blank) Scala的List[T]是T类型的链表 |
| 2 | [Scala Sets](http://www.yiibai.com/scala/scala_sets.html" \t "_blank) 集是相同类型的配对的不同元素的集合。 |
| 3 | [Scala Maps](http://www.yiibai.com/scala/scala_maps.html" \t "_blank) 映射是键/值对的集合。任何值可以根据它的键进行检索。 |
| 4 | [Scala Tuples](http://www.yiibai.com/scala/scala_tuples.html" \t "_blank) 不像数组或列表，元组可以容纳不同类型的对象。 |
| 5 | [Scala Options](http://www.yiibai.com/scala/scala_options.html" \t "_blank) Option[T] 提供了一种容器，用于给定类型的零个或一个元素。 |
| 6 | [Scala Iterators](http://www.yiibai.com/scala/scala_iterators.html" \t "_blank) 迭代不是集合，而是一种由一个访问的集合之一的元素。 |

## 示例:

下面的代码片段是一个简单的例子来定义所有上述集合类型：

// Define List of integers.

val x = List(1,2,3,4)

// Define a set.

var x = Set(1,3,5,7)

// Define a map.

val x = Map("one" -> 1, "two" -> 2, "three" -> 3)

// Create a tuple of two elements.

val x = (10, "Scala")

// Define an option

val x:Option[Int] = Some(5)

## 1、Lists

Scala的List[T]是T类型的链表

Scala中列表是非常类似于数组，这意味着，一个列表的所有元素都具有相同的类型，但有两个重要的区别。首先，列表是不可变的，这意味着一个列表的元素可以不被分配来改变。第二，列表表示一个链表，而数组平坦的。

具有T类型的元素的列表的类型被写为List[T]。例如，这里有各种数据类型定义的一些列表：

// List of Strings

val fruit: List[String] = List("apples", "oranges", "pears")

// List of Integers

val nums: List[Int] = List(1, 2, 3, 4)

// Empty List.

val empty: List[Nothing] = List()

// Two dimensional list

val dim: List[List[Int]] =

List(

List(1, 0, 0),

List(0, 1, 0),

List(0, 0, 1)

)

所有的列表可以使用两种基本的构建模块来定义，一个无尾Nil和::，这有明显的缺点。Nil也代表了空列表。所有上述列表可以定义如下：

// List of Strings

val fruit = "apples" :: ("oranges" :: ("pears" :: Nil))

// List of Integers

val nums = 1 :: (2 :: (3 :: (4 :: Nil)))

// Empty List.

val empty = Nil

// Two dimensional list

val dim = (1 :: (0 :: (0 :: Nil))) ::

(0 :: (1 :: (0 :: Nil))) ::

(0 :: (0 :: (1 :: Nil))) :: Nil

### 列表的基本操作：

上列出了所有的操作都可以体现在以下三个方法来讲：

|  |  |
| --- | --- |
| **方法** | **描述** |
| head | 此方法返回的列表中的第一个元素。 |
| tail | 此方法返回一个由除了第一个元素外的所有元素的列表。 |
| isEmpty | 如果列表为空，此方法返回true，否则为false。 |

以下是上述方法中的例子显示用法：

object Test {

def main(args: Array[String]) {

val fruit = "apples" :: ("oranges" :: ("pears" :: Nil))

val nums = Nil

println( "Head of fruit : " + fruit.head )

println( "Tail of fruit : " + fruit.tail )

println( "Check if fruit is empty : " + fruit.isEmpty )

println( "Check if nums is empty : " + nums.isEmpty )

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Head of fruit : apples

Tail of fruit : List(oranges, pears)

Check if fruit is empty : false

Check if nums is empty : true

C:/>

### 串联列表：

可以使用:::运算符或列表List.:::()方法或List.concat()方法来添加两个或多个列表。下面是一个例子：

object Test {

def main(args: Array[String]) {

val fruit1 = "apples" :: ("oranges" :: ("pears" :: Nil))

val fruit2 = "mangoes" :: ("banana" :: Nil)

// use two or more lists with ::: operator

var fruit = fruit1 ::: fruit2

println( "fruit1 ::: fruit2 : " + fruit )

// use two lists with Set.:::() method

fruit = fruit1.:::(fruit2)

println( "fruit1.:::(fruit2) : " + fruit )

// pass two or more lists as arguments

fruit = List.concat(fruit1, fruit2)

println( "List.concat(fruit1, fruit2) : " + fruit )

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

fruit1 ::: fruit2 : List(apples, oranges, pears, mangoes, banana)

fruit1.:::(fruit2) : List(mangoes, banana, apples, oranges, pears)

List.concat(fruit1, fruit2) : List(apples, oranges, pears, mangoes, banana)

C:/>

### 创建统一列表：

可以使用List.fill()方法创建，包括相同的元素如下的零个或更多个拷贝的列表：

object Test {

def main(args: Array[String]) {

val fruit = List.fill(3)("apples") // Repeats apples three times.

println( "fruit : " + fruit )

val num = List.fill(10)(2) // Repeats 2, 10 times.

println( "num : " + num )

}

}让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

fruit : List(apples, apples, apples)

num : List(2, 2, 2, 2, 2, 2, 2, 2, 2, 2)

C:/>

### 制成表格一个功能：

可以使用一个函数连同List.tabulate()方法制表列表之前的列表中的所有元素以应用。它的参数是一样List.fill：第一个参数列表给出的列表的尺寸大小，而第二描述列表的元素。唯一的区别在于，代替的元素被固定，它们是从一个函数计算：

object Test {

def main(args: Array[String]) {

// Creates 5 elements using the given function.

val squares = List.tabulate(6)(n => n \* n)

println( "squares : " + squares )

//

val mul = List.tabulate( 4,5 )( \_ \* \_ )

println( "mul : " + mul )

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

squares : List(0, 1, 4, 9, 16, 25)

mul : List(List(0, 0, 0, 0, 0), List(0, 1, 2, 3, 4),

List(0, 2, 4, 6, 8), List(0, 3, 6, 9, 12))

C:/>

### 反向列表顺序：

可以使用List.reverse方法来扭转列表中的所有元素。以下为例子来说明的用法：

object Test {

def main(args: Array[String]) {

val fruit = "apples" :: ("oranges" :: ("pears" :: Nil))

println( "Before reverse fruit : " + fruit )

println( "After reverse fruit : " + fruit.reverse )

}

}让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Before reverse fruit : List(apples, oranges, pears)

After reverse fruit : List(pears, oranges, apples)

C:/>

### Scala列表方法：

以下是重要的方法，可以在使用列表时。有关可用方法的完整列表，请Scala的官方文件。

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **def +(elem: A): List[A]** 前置一个元素列表 |
| 2 | **def ::(x: A): List[A]** 在这个列表的开头添加的元素。 |
| 3 | **def :::(prefix: List[A]): List[A]** 增加了一个给定列表中该列表前面的元素。 |
| 4 | **def ::(x: A): List[A]** 增加了一个元素x在列表的开头 |
| 5 | **def addString(b: StringBuilder): StringBuilder** 追加列表的一个字符串生成器的所有元素。 |
| 6 | **def addString(b: StringBuilder, sep: String): StringBuilder** 追加列表的使用分隔字符串一个字符串生成器的所有元素。 |
| 7 | **def apply(n: Int): A** 选择通过其在列表中索引的元素 |
| 8 | **def contains(elem: Any): Boolean** 测试该列表中是否包含一个给定值作为元素。 |
| 9 | **def copyToArray(xs: Array[A], start: Int, len: Int): Unit** 列表的副本元件阵列。填充给定的数组xs与此列表中最多len个元素，在位置开始。 |
| 10 | **def distinct: List[A]** 建立从列表中没有任何重复的元素的新列表。 |
| 11 | **def drop(n: Int): List[A]** 返回除了第n个的所有元素。 |
| 12 | **def dropRight(n: Int): List[A]** 返回除了最后的n个的元素 |
| 13 | **def dropWhile(p: (A) => Boolean): List[A]** 丢弃满足谓词的元素最长前缀。 |
| 14 | **def endsWith[B](that: Seq[B]): Boolean** 测试列表是否使用给定序列结束。 |
| 15 | **def equals(that: Any): Boolean** equals方法的任意序列。比较该序列到某些其他对象。 |
| 16 | **def exists(p: (A) => Boolean): Boolean** 测试谓词是否持有一些列表的元素。 |
| 17 | **def filter(p: (A) => Boolean): List[A]** 返回列表满足谓词的所有元素。 |
| 18 | **def forall(p: (A) => Boolean): Boolean** 测试谓词是否持有该列表中的所有元素。 |
| 19 | **def foreach(f: (A) => Unit): Unit** 应用一个函数f以列表的所有元素。 |
| 20 | **def head: A** 选择列表的第一个元素 |
| 21 | **def indexOf(elem: A, from: Int): Int** 经过或在某些起始索引查找列表中的一些值第一次出现的索引。 |
| 22 | **def init: List[A]** 返回除了最后的所有元素 |
| 23 | **def intersect(that: Seq[A]): List[A]** 计算列表和另一序列之间的多重集交集。 |
| 24 | **def isEmpty: Boolean** 测试列表是否为空 |
| 25 | **def iterator: Iterator[A]** 创建一个新的迭代器中包含的可迭代对象中的所有元素 |
| 26 | **def last: A** 返回最后一个元素 |
| 27 | **def lastIndexOf(elem: A, end: Int): Int** 之前或在一个给定的最终指数查找的列表中的一些值最后一次出现的索引 |
| 28 | **def length: Int** 返回列表的长度 |
| 29 | **def map[B](f: (A) => B): List[B]** 通过应用函数以g这个列表中的所有元素构建一个新的集合 |
| 30 | **def max: A** 查找最大的元素 |
| 31 | **def min: A** 查找最小元素 |
| 32 | **def mkString: String** 显示列表的字符串中的所有元素 |
| 33 | **def mkString(sep: String): String** 显示的列表中的字符串中使用分隔串的所有元素 |
| 34 | **def reverse: List[A]** 返回新列表，在相反的顺序元素 |
| 35 | **def sorted[B >: A]: List[A]** 根据排序对列表进行排序 |
| 36 | **def startsWith[B](that: Seq[B], offset: Int): Boolean** 测试该列表中是否包含给定的索引处的给定的序列 |
| 37 | **def sum: A** 概括这个集合的元素 |
| 38 | **def tail: List[A]** 返回除了第一的所有元素 |
| 39 | **def take(n: Int): List[A]** 返回前n个元素 |
| 40 | **def takeRight(n: Int): List[A]** 返回最后n个元素 |
| 41 | **def toArray: Array[A]** 列表以一个数组变换 |
| 42 | **def toBuffer[B >: A]: Buffer[B]** 列表以一个可变缓冲器转换 |
| 43 | **def toMap[T, U]: Map[T, U]** 此列表的映射转换 |
| 44 | **def toSeq: Seq[A]** 列表的序列转换 |
| 45 | **def toSet[B >: A]: Set[B]** 列表到集合变换 |
| 46 | **def toString(): String** 列表转换为字符串 |

## 2、Sets

集是相同类型的配对的不同元素的集合。

Scala集合为相同类型的配对的不同元素的集合。换句话说，集合是不包含重复元素的集合。有两种集合，不可改变的和可变的。可变和不可变的对象之间的区别在于，当一个对象是不可变的，对象本身不能被改变。

默认情况下，Scala中使用不可变的集。如果想使用可变集，必须明确地导入scala.collection.mutable.Set类。如果想在同一 个同时使用可变和不可变的集合，那么可以继续参考不变的集合，但可以参考可变设为mutable.Set。以下是声明不变集合示例：

// Empty set of integer type

var s : Set[Int] = Set()

// Set of integer type

var s : Set[Int] = Set(1,3,5,7)

or

var s = Set(1,3,5,7)

在定义空集，类型注释是必要的，因为系统需要指定一个具体的类型变量。

### 集合基本操作：

集合所有操作可以体现在以下三个方法：

|  |  |
| --- | --- |
| **方法** | **描述** |
| head | 此方法返回集合的第一个元素。 |
| tail | 该方法返回集合由除第一个以外的所有元素。 |
| isEmpty | 如果设置为空，此方法返回true，否则为false。 |

以下是上述方法中的例子显示的用法：

object Test {

def main(args: Array[String]) {

val fruit = Set("apples", "oranges", "pears")

val nums: Set[Int] = Set()

println( "Head of fruit : " + fruit.head )

println( "Tail of fruit : " + fruit.tail )

println( "Check if fruit is empty : " + fruit.isEmpty )

println( "Check if nums is empty : " + nums.isEmpty )

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Head of fruit : apples

Tail of fruit : Set(oranges, pears)

Check if fruit is empty : false

Check if nums is empty : true

C:/>

### 串联集合：

可以使用++运算符或集。++()方法来连接两个或多个集，但同时增加了集它会删除重复的元素。以下是这个例子来连接两个集合：

object Test {

def main(args: Array[String]) {

val fruit1 = Set("apples", "oranges", "pears")

val fruit2 = Set("mangoes", "banana")

// use two or more sets with ++ as operator

var fruit = fruit1 ++ fruit2

println( "fruit1 ++ fruit2 : " + fruit )

// use two sets with ++ as method

fruit = fruit1.++(fruit2)

println( "fruit1.++(fruit2) : " + fruit )

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

fruit1 ++ fruit2 : Set(banana, apples, mangoes, pears, oranges)

fruit1.++(fruit2) : Set(banana, apples, mangoes, pears, oranges)

C:/>

### 查找集合中最大，最小的元素：

可以使用Set.min方法找出最小元素，Set.max方法找出一组可用最大元素。以下为例子来说明的用法：

object Test {

def main(args: Array[String]) {

val num = Set(5,6,9,20,30,45)

// find min and max of the elements

println( "Min element in Set(5,6,9,20,30,45) : " + num.min )

println( "Max element in Set(5,6,9,20,30,45) : " + num.max )

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Min element in Set(5,6,9,20,30,45) : 5

Max element in Set(5,6,9,20,30,45) : 45

C:/>

### 查找集合的共同值：

可以使用Set.&方法或Set.intersect方法找出两个集合之间的共同值。以下的例子来说明的用法：

object Test {

def main(args: Array[String]) {

val num1 = Set(5,6,9,20,30,45)

val num2 = Set(50,60,9,20,35,55)

// find common elements between two sets

println( "num1.&(num2) : " + num1.&(num2) )

println( "num1.intersect(num2) : " + num1.intersect(num2) )

}

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

num1.&(num2) : Set(20, 9)

num1.intersect(num2) : Set(20, 9)

C:/>

### Scala集合方法：

以下是可以同时使用集合的重要方法。有关可用方法的完整列表，请Scala官方文档。

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **def +(elem: A): Set[A]** 创建一组新的具有附加元件，除非该元件已经存在 |
| 2 | **def -(elem: A): Set[A]** 创建一个新的从这个集合中删除一个给定的元素 |
| 3 | **def contains(elem: A): Boolean** 如果elem包含在这个集合返回true，否则为false。 |
| 4 | **def &(that: Set[A]): Set[A]** 返回新的集合组成在这个集合，并在给定的集合，所有的元素。 |
| 5 | **def &~(that: Set[A]): Set[A]** 返回此集合和另一个集合的差异 |
| 6 | **def +(elem1: A, elem2: A, elems: A\*): Set[A]** 创建一个新的不可变的集合与来自传递集合额外的元素 |
| 7 | **def ++(elems: A): Set[A]** 连接此不可变的集合使用另一个集合到这个不可变的集合的元素。 |
| 8 | **def -(elem1: A, elem2: A, elems: A\*): Set[A]** 返回包含当前不可变的集合，除了每一个给定参数的元素之一，较少出现的所有元素的不可变的集合。 |
| 9 | **def addString(b: StringBuilder): StringBuilder** 这追加不可变的集到一个字符串生成器的所有元素。 |
| 10 | **def addString(b: StringBuilder, sep: String): StringBuilder** 这追加不可变的集合使用分隔字符串一个字符串生成器的所有元素。 |
| 11 | **def apply(elem: A)** 测试如果一些元素被包含在这个集合。 |
| 12 | **def count(p: (A) => Boolean): Int** 计算在不可变的集合满足谓词的元素数。 |
| 13 | **def copyToArray(xs: Array[A], start: Int, len: Int): Unit** 这种不可变的集合到一个数组的副本元素。 |
| 14 | **def diff(that: Set[A]): Set[A]** 计算这组和另一组的差异。 |
| 15 | **def drop(n: Int): Set[A]]** 返回除了第n个的所有元素。 |
| 16 | **def dropRight(n: Int): Set[A]** 返回除了最后的n个的所有元素。 |
| 17 | **def dropWhile(p: (A) => Boolean): Set[A]** 丢弃满足谓词的元素最长前缀。 |
| 18 | **def equals(that: Any): Boolean** equals方法的任意序列。比较该序列到某些其他对象。 |
| 19 | **def exists(p: (A) => Boolean): Boolean** 测试谓词是否持有一些这种不可变的集合的元素。 |
| 20 | **def filter(p: (A) => Boolean): Set[A]** 返回此不可变的集合满足谓词的所有元素。 |
| 21 | **def find(p: (A) => Boolean): Option[A]** 找到不可变的集合满足谓词，如有第一个元素 |
| 22 | **def forall(p: (A) => Boolean): Boolean** 测试谓词是否持有这种不可变的集合中的所有元素。 |
| 23 | **def foreach(f: (A) => Unit): Unit** 应用一个函数f这个不可变的集合中的所有元素。 |
| 24 | **def head: A** 返回此不可变的集合的第一个元素。 |
| 25 | **def init: Set[A]** 返回除了最后的所有元素。 |
| 26 | **def intersect(that: Set[A]): Set[A]** 计算此set和另一组set之间的交叉点。 |
| 27 | **def isEmpty: Boolean** 测试此集合是否为空。 |
| 28 | **def iterator: Iterator[A]** 创建一个新的迭代器中包含的可迭代对象中的所有元素。 |
| 29 | **def last: A** 返回最后一个元素。 |
| 30 | **def map[B](f: (A) => B): immutable.Set[B]** 通过应用函数这一不可变的集合中的所有元素构建一个新的集合。 |
| 31 | **def max: A** 查找最大的元素。 |
| 32 | **def min: A** 查找最小元素。 |
| 33 | **def mkString: String** 显示此不可变的集合字符串中的所有元素。 |
| 34 | **def mkString(sep: String): String** 显示此不可变的集合在一个字符串使用分隔字符串的所有元素。 |
| 35 | **def product: A** 返回此不可变的集合相对于\*操作在num的所有元素的产物。 |
| 36 | **def size: Int** 返回此不可变的集合元素的数量。 |
| 37 | **def splitAt(n: Int): (Set[A], Set[A])** 返回一对不可变的集合组成这个不可变的集的前n个元素，以及其他元素。 |
| 38 | **def subsetOf(that: Set[A]): Boolean** 返回true，如果此set就是一个子集，也就是说，如果这集合的每个元素也是一个元素。 |
| 39 | **def sum: A** 返回此不可变的集合的所有元素的总和使用对于+运算符在num。 |
| 40 | **def tail: Set[A]** 返回一个不可变的集合组成这个不可变的集合的所有元素，除了第一个。 |
| 41 | **def take(n: Int): Set[A]** 返回前n个元素。 |
| 42 | **def takeRight(n: Int):Set[A]** 返回最后n个元素。 |
| 43 | **def toArray: Array[A]** 返回一个包含此不可变的集合的所有元素的数组。 |
| 44 | **def toBuffer[B >: A]: Buffer[B]** 返回一个包含此不可变的集合中的所有元素的缓冲区。 |
| 45 | **def toList: List[A]** 返回一个包含此不可变的集合中的所有元素的列表。 |
| 46 | **def toMap[T, U]: Map[T, U]** 这种不可变的集合转换为映射 |
| 47 | **def toSeq: Seq[A]** 返回一个包含此不可变的集的所有元素的序列。 |
| 48 | **def toString(): String** 返回对象的字符串表示。 |

## 3、Maps

映射是键/值对的集合。任何值可以根据它的键进行检索。

Scala中的映射是键/值对的集合。任何值可以根据它的键进行检索。键是在映射唯一的，但值不一定是唯一的。映射也被称为哈希表。有两种类型的映射，不可变以及可变的。可变和不可变的对象之间的区别在于，当一个对象是不可变的，对象本身不能被改变。

默认情况下，Scala中使用不可变的映射。如果想使用可变集，必须明确地导入scala.collection.mutable.Map类。如果想在同 一个同时使用可变和不可变的映射，那么可以继续参考不可变的映射作为映射，但可以参考可变集合为mutable.Map。以下是该示例声明不可变的映射如 下：

// Empty hash table whose keys are strings and values are integers:

var A:Map[Char,Int] = Map()

// A map with keys and values.

val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF")在定义空映射，类型注释是必要的，因为系统需要指定一个具体的类型变量。如果我们要一个键值对添加到映射，我们可以使用运算符+如下：

A += ('I' -> 1) A += ('J' -> 5) A += ('K' -> 10) A += ('L' -> 100)

### 映射的基本操作：

在映射上的所有操作可被表示在下面的三种方法：

|  |  |
| --- | --- |
| **方法** | **描述** |
| keys | 这个方法返回一个包含映射中的每个键的迭代。 |
| values | 这个方法返回一个包含映射中的每个值的迭代。 |
| isEmpty | 如果映射为空此方法返回true，否则为false。 |

以下是上述方法中的例子显示的用法：

object Test { def main(args: Array[String]) { val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F") val nums: Map[Int, Int] = Map() println( "Keys in colors : " + colors.keys ) println( "Values in colors : " + colors.values ) println( "Check if colors is empty : " + colors.isEmpty ) println( "Check if nums is empty : " + nums.isEmpty ) } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test Keys in colors : Set(red, azure, peru) Values in colors : MapLike(#FF0000, #F0FFFF, #CD853F) Check if colors is empty : false Check if nums is empty : true C:/>

### 串联映射

可以使用++运算符或映射。++()方法来连接两个或更多的映射，但同时增加了映射，将删除重复的键。下面是一个例子来连接两个映射：

object Test { def main(args: Array[String]) { val colors1 = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F") val colors2 = Map("blue" -> "#0033FF", "yellow" -> "#FFFF00", "red" -> "#FF0000") // use two or more Maps with ++ as operator var colors = colors1 ++ colors2 println( "colors1 ++ colors2 : " + colors ) // use two maps with ++ as method colors = colors1.++(colors2) println( "colors1.++(colors2)) : " + colors ) } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test colors1 ++ colors2 : Map(blue -> #0033FF, azure -> #F0FFFF, peru -> #CD853F, yellow -> #FFFF00, red -> #FF0000) colors1.++(colors2)) : Map(blue -> #0033FF, azure -> #F0FFFF, peru -> #CD853F, yellow -> #FFFF00, red -> #FF0000) C:/>

### 打印映射的键和值：

可以通过使用foreach循环重复Map的键和值。以下为例子来说明的用法：

object Test { def main(args: Array[String]) { val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F") colors.keys.foreach{ i => print( "Key = " + i ) println(" Value = " + colors(i) )} } }

在这里，我们使用迭代器相关的foreach遍历键方法。当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test Key = red Value = #FF0000 Key = azure Value = #F0FFFF Key = peru Value = #CD853F C:/>

### 检查映射中的键：

可以使用 Map.contains 方法来测试，如果给定的键存在于映射或没有。以下为例子来说明的用法：

object Test { def main(args: Array[String]) { val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F") if( colors.contains( "red" )){ println("Red key exists with value :" + colors("red")) }else{ println("Red key does not exist") } if( colors.contains( "maroon" )){ println("Maroon key exists with value :" + colors("maroon")) }else{ println("Maroon key does not exist") } } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test Red key exists with value :#FF0000 Maroon key does not exist C:/>

### Scala映射的方法：

以下是可以使用映射的重要方法。有关可用方法的完整列表，请Scala的官方文件。

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **def ++(xs: Map[(A, B)]): Map[A, B]** 返回包含此映射的映射和那些xs提供了一个新的映射。 |
| 2 | **def -(elem1: A, elem2: A, elems: A\*): Map[A, B]** 返回包含除具有一个键等于映射elem1，elem2时或任何元素此映射的所有映射的新映射。 |
| 3 | **def --(xs: GTO[A]): Map[A, B]** 返回此映射，除映射一键等于从遍历对象xs的一个键所有键/值映射的新映射。 |
| 4 | **def get(key: A): Option[B]** 可选择返回一个包含键关联的值。 |
| 5 | **def iterator: Iterator[(A, B)]** 创建一个新的迭代器的所有键/值对在此映射 |
| 6 | **def addString(b: StringBuilder): StringBuilder** 追加可收缩集合到一个字符串生成器的所有元素。 |
| 7 | **def addString(b: StringBuilder, sep: String): StringBuilder** 追加可收缩集合到使用分隔字符串一个字符串生成器的所有元素。 |
| 8 | **def apply(key: A): B** 返回给定键或者映射的默认方法的结果相关联的，如果不存在值。 |
| 9 | **def clear(): Unit** 从映射中删除所有绑定。在此之后操作已完成时，映射将是空的。 |
| 10 | **def clone(): Map[A, B]** 创建接收器对象的副本。 |
| 11 | **def contains(key: A): Boolean** 如果有一个绑定在该映射的键返回true，否则为false。 |
| 12 | **def copyToArray(xs: Array[(A, B)]): Unit** 复制这个可收缩集合值的数组。填充给定的数组xs与此可收缩集合值。 |
| 13 | **def count(p: ((A, B)) => Boolean): Int** 计算满足谓词在可收缩集合元素的数量。 |
| 14 | **def default(key: A): B** 定义默认值计算为映射，当找不到一个键返回。 |
| 15 | **def drop(n: Int): Map[A, B]** 返回除了第n个的所有元素。 |
| 16 | **def dropRight(n: Int): Map[A, B]** 返回除了最后n个的所有元素 |
| 17 | **def dropWhile(p: ((A, B)) => Boolean): Map[A, B]** 丢弃满足谓词的元素最长前缀。 |
| 18 | **def empty: Map[A, B]** 返回相同类型的，因为这映射的空映射。 |
| 19 | **def equals(that: Any): Boolean** 返回true，如果两个映射包含完全相同的键/值，否则为false。 |
| 20 | **def exists(p: ((A, B)) => Boolean): Boolean** 返回true如果给定的断言p成立了一些这方面可收缩集合的元素，否则为false。 |
| 21 | **def filter(p: ((A, B))=> Boolean): Map[A, B]** 返回此可收缩集合满足谓词的所有元素。 |
| 22 | **def filterKeys(p: (A) => Boolean): Map[A, B]** 返回一个不可变的映射只包含那些键值对这个映射，重点满足谓词p |
| 23 | **def find(p: ((A, B)) => Boolean): Option[(A, B)]** 查找可收缩集合满足谓词，任何的第一要素 |
| 24 | **def foreach(f: ((A, B)) => Unit): Unit** 应用一个函数f这种可收缩集合中的所有元素 |
| 25 | **def init: Map[A, B]** 返回除了最后的所有元素 |
| 26 | **def isEmpty: Boolean** 测试映射是否为空 |
| 27 | **def keys: Iterable[A]** 返回迭代所有键 |
| 28 | **def last: (A, B)** 返回最后一个元素 |
| 29 | **def max: (A, B)** 查找最大的元素 |
| 30 | **def min: (A, B)** 查找最小元素 |
| 31 | **def mkString: String** 显示此可收缩集合字符串中的所有元素 |
| 32 | **def product: (A, B)** 返回此可收缩集合相对于所述运算符\*在num所有元素的乘积 |
| 33 | **def remove(key: A): Option[B]** 移除此映射一个键，返回先前与该键作为一个选项相关联的值 |
| 34 | **def retain(p: (A, B) => Boolean): Map.this.type** 只保留那些映射其中谓词p返回true |
| 35 | **def size: Int** 返回在此映射的元素的数量。 |
| 36 | **def sum: (A, B)** 返回此可收缩集合中的所有元素的总和使用+运算符在num |
| 37 | **def tail: Map[A, B]** 返回除了第一元素外的所有元素 |
| 38 | **def take(n: Int): Map[A, B]** 返回前n个元素 |
| 39 | **def takeRight(n: Int): Map[A, B]** 返回最后n个元素 |
| 40 | **def takeWhile(p: ((A, B)) => Boolean): Map[A, B]** 满足谓词的元素最长前缀 |
| 41 | **def toArray: Array[(A, B)]** 这个可收缩集合转换成数组 |
| 42 | **def toBuffer[B >: A]: Buffer[B]** 返回包含此映射中的所有元素的缓冲区 |
| 43 | **def toList: List[A]** 返回包含此映射中的所有元素的列表 |
| 44 | **def toSeq: Seq[A]** 返回包含此映射中的所有元素的序列 |
| 45 | **def toSet: Set[A]** 返回一组包含此映射中的所有元素 |
| 46 | **def toString(): String** 返回对象的字符串表示 |

## 4、Tuples

不像数组或列表，元组可以容纳不同类型的对象。

Scala的元组结合件多个固定数量在一起，使它们可以被传来传去作为一个整体。不像一个数组或列表，元组可以容纳不同类型的对象，但它们也是不可改变的。这里是一个元组持有整数，字符串和Console，如下的一个例子：

val t = (1, "hello", Console)

这是语法修饰(快捷方式)以下：

val t = new Tuple3(1, "hello", Console)

一个元组的实际类型取决于它包含的元素和这些元素的类型的数目。因此，该类型 (99, "Luftballons") 是 Tuple2[Int, String].  ('u', 'r', "the", 1, 4, "me") 的类型是 Tuple6[Char, Char, String, Int, Int, String]

元组类型Tuple1，Tuple2，Tuple3等。至少目前为22的上限在Scala，如果需要更多，那么可以使用一个集合，而不是一个元组。对于每 个TupleN类型，其中1<= N <= 22，Scala定义了许多元素的访问方法。给出了以下定义：

val t = (4,3,2,1)

要访问的元组 t 的元素，可以使用的方法t.\_1访问的第一个元素，t.\_2进入第二个，依此类推。例如，下面的表达式计算t的所有元素的总和：

val sum = t.\_1 + t.\_2 + t.\_3 + t.\_4

可以使用三元组来写一个方法，它接受一个List[Double]，并返回计数的总和，并在三个元素的元组返回平方和，Tuple3[Int, Double, Double]。它们也非常有用传递的数据值的列表并发编程之间的消息。下面是一个元组的例子显示使用：

object Test { def main(args: Array[String]) { val t = (4,3,2,1) val sum = t.\_1 + t.\_2 + t.\_3 + t.\_4 println( "Sum of elements: " + sum ) } }

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala C:/>scala Test Sum of elements: 10 C:/>

### 遍历元组：

可以使用Tuple.productIterator()方法来遍历一个元组的所有元素。下面是一个例子来连接两个图：

object Test { def main(args: Array[String]) { val t = (4,3,2,1) t.productIterator.foreach{ i =>println("Value = " + i )} } }

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala C:/>scala Test Value = 4 Value = 3 Value = 2 Value = 1 C:/>

### 转换为字符串：

可以使用Tuple.toString()方法来连接的元组的所有元素为一个字符串。以下为例子来说明的用法：

object Test { def main(args: Array[String]) { val t = new Tuple3(1, "hello", Console) println("Concatenated String: " + t.toString() ) } }

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala C:/>scala Test Concatenated String: (1,hello,scala.Console$@281acd47) C:/>

### 交换元素：

可以使用Tuple.swap方法来交换一个Tuple2的元素。以下为例子来说明的用法：

object Test { def main(args: Array[String]) { val t = new Tuple2("Scala", "hello") println("Swapped Tuple: " + t.swap ) } }

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala C:/>scala Test Swapped tuple: (hello,Scala) C:/>

## 5、Options

Option[T] 提供了一种容器，用于给定类型的零个或一个元素。

Scala的Option[T]是容器对于给定的类型的零个或一个元件。Option[T]可以是一些[T]或None对象，它代表一个缺失值。例 如，Scala映射get方法产生，如果给定的键没有在映射定义的一些(值)，如果对应于给定键的值已经找到，或None。选项Option类型常用于 Scala程序，可以比较这对null值Java可用这表明没有任何值。例如，java.util.HashMap中的get方法将返回存储在 HashMap的值，或null，如果找到没有任何值。

比方说，我们有一个检索来自基于主键数据库中的记录的方法：

def findPerson(key: Int): Option[Person]

该方法会返回一些 [人士] 如果找到记录，如果找不到记录那么为None。让我们来看看一个真实的例子：

object Test { def main(args: Array[String]) { val capitals = Map("France" -> "Paris", "Japan" -> "Tokyo") println("capitals.get( "France" ) : " + capitals.get( "France" )) println("capitals.get( "India" ) : " + capitals.get( "India" )) } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test capitals.get( "France" ) : Some(Paris) capitals.get( "India" ) : None C:/>

使用可选值最常用的方法是模式匹配。例如：

object Test { def main(args: Array[String]) { val capitals = Map("France" -> "Paris", "Japan" -> "Tokyo") println("show(capitals.get( "Japan")) : " + show(capitals.get( "Japan")) ) println("show(capitals.get( "India")) : " + show(capitals.get( "India")) ) } def show(x: Option[String]) = x match { case Some(s) => s case None => "?" } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test show(capitals.get( "Japan")) : Tokyo show(capitals.get( "India")) : ? C:/>

### 使用getOrElse()方法:

以下是演示如何使用getOrElse()来访问值或使用默认值，当没有值的例子：

object Test { def main(args: Array[String]) { val a:Option[Int] = Some(5) val b:Option[Int] = None println("a.getOrElse(0): " + a.getOrElse(0) ) println("b.getOrElse(10): " + b.getOrElse(10) ) } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test a.getOrElse(0): 5 b.getOrElse(10): 10 C:/>

### 使用isEmpty()方法:

以下是演示如何使用isEmpty()检查该选项是否为 None 的例子：

object Test { def main(args: Array[String]) { val a:Option[Int] = Some(5) val b:Option[Int] = None println("a.isEmpty: " + a.isEmpty ) println("b.isEmpty: " + b.isEmpty ) } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test a.isEmpty: false b.isEmpty: true C:/>

### Scala Option方法:

以下可以使用Options的一些重要方法。有关可用方法的完整列表，请Scala的的官方文档。

|  |  |
| --- | --- |
| **SN** | **方法以及描述** |
| 1 | **def get: A** 返回选项的值 |
| 2 | **def isEmpty: Boolean** 如果该选项为None返回true，否则为false |
| 3 | **def productArity: Int** 该产品的尺寸大小。对于一个产品A(x\_1, ..., x\_k), 返回k |
| 4 | **def productElement(n: Int): Any** 该产品的第n个元素，0为基础。换言之，对于一个产品A(x\_1, ..., x\_k),，返回 x\_(n+1)，其中 0 < n < k。 |
| 5 | **def exists(p: (A) => Boolean): Boolean** 返回true，如果此选项非空，当应用于此选项的值谓词p返回true。否则返回false。 |
| 6 | **def filter(p: (A) => Boolean): Option[A]** 返回此选项，如果它不为空，并应用谓词p这个选项的值返回true。否则返回None。 |
| 7 | **def filterNot(p: (A) => Boolean): Option[A]** 返回此选项，如果它不为空，并应用谓词p这个选项的值返回false。否则返回None。 |
| 8 | **def flatMap[B](f: (A) => Option[B]): Option[B]** 返回将f应用这个选项的值，如果这个选项不为空的结果。返回None如果此选项是空。 |
| 9 | **def foreach[U](f: (A) => U): Unit** 应用过程f给到该选项的值，如果它不为空。否则，什么都不做。 |
| 10 | **def getOrElse[B >: A](default: => B): B** 返回选项的值，如果选择不为空，否则返回默认计算的结果。 |
| 11 | **def isDefined: Boolean** 如果该选项实例为一些返回true，否则为false。 |
| 12 | **def iterator: Iterator[A]** 如果它不为空，返回一个单例迭代器返回选项的值，或者如果该选项为空返回空迭代器。 |
| 13 | **def map[B](f: (A) => B): Option[B]** 如果这个选项不为空的结果，返回一个包含一些将f应用这个选项的值。否则返回None。 |
| 14 | **def orElse[B >: A](alternative: => Option[B]): Option[B]** 返回此选项Option，如果它不为空，否则返回计算替代的结果。 |
| 15 | **def orNull** 如果它不为空返回该选项的值，如果它是空则返回null。 |

## 6、Iterators

迭代不是集合，而是一种由一个访问的集合之一的元素。

迭代器不是集合，而是一种由一个访问的集合之一的元素。在一个迭代的两种基本操作：next和hasNext。调用 it.next()将返回迭代器的下一个元素，推进迭代器的状态。可以找出是否有更多的元素使用迭代器的it.hasNext方法返回。

最简单的方法是使用while循环“单步”将迭代器返回所有的元素。来看一个真实的例子：

object Test { def main(args: Array[String]) { val it = Iterator("a", "number", "of", "words") while (it.hasNext){ println(it.next()) } } }

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test a number of words C:/>

### 查找最小和最大值的元素：

可以使用 it.min 和 it.max 方法在一个迭代中找出最小和最大值元素。下面是使用示例：

object Test { def main(args: Array[String]) { val ita = Iterator(20,40,2,50,69, 90) val itb = Iterator(20,40,2,50,69, 90) println("Maximum valued element " + ita.max ) println("Minimum valued element " + itb.min ) } }

这里，我们用ita和itb执行两个不同的操作，因为迭代可以被通过一次。当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test Maximum valued element 90 Minimum valued element 2 C:/>

### 找出迭代器的长度：

可以使用以下任一方法：it.size 或 it.length 找出在一个迭代可用元素的数目。下面是使用：

object Test { def main(args: Array[String]) { val ita = Iterator(20,40,2,50,69, 90) val itb = Iterator(20,40,2,50,69, 90) println("Value of ita.size : " + ita.size ) println("Value of itb.length : " + itb.length ) } }

这里，我们用ita和itb执行两个不同的操作，因为迭代可以被通过一次。当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala C:/>scala Test Value of ita.size : 6 Value of itb.length : 6 C:/>

### Scala迭代器方法：

以下是可以使用迭代器的一些重要方法。有关可用方法的完整列表，请Scala的的官方文档。

|  |  |
| --- | --- |
| **SN** | **方法及描述** |
| 1 | **def hasNext: Boolean** 测试此迭代器是否能提供另一个元素。 |
| 2 | **def next(): A** 产生这个迭代的下一个元素。 |
| 3 | **def ++(that: => Iterator[A]): Iterator[A]** 此迭代器与另一个连接。 |
| 4 | **def ++[B >: A](that :=> GenTraversableOnce[B]): Iterator[B]** 此迭代器与另一个连接。 |
| 5 | **def addString(b: StringBuilder): StringBuilder** 返回字符串生成器b到元素被追加。 |
| 6 | **def addString(b: StringBuilder, sep: String): StringBuilder** 返回字符串生成器b到元素被追加使用分隔字符串。 |
| 7 | **def buffered: BufferedIterator[A]** 从缓冲迭代器创建此迭代器。 |
| 8 | **def contains(elem: Any): Boolean** 测试此迭代器是否包含给定值作为一个元素。 |
| 9 | **def copyToArray(xs: Array[A], start: Int, len: Int): Unit** 将选定这个迭代器数组产生的值。 |
| 10 | **def count(p: (A) => Boolean): Int** 计算在遍历或迭代满足谓词的元素数。 |
| 11 | **def drop(n: Int): Iterator[A]** 这个推进过去迭代的前n个元素，或迭代器中的较小值长度。 |
| 12 | **def dropWhile(p: (A) => Boolean): Iterator[A]** 跳过此迭代器满足给定谓词P元素的最长序列，并返回剩余的元素的迭代器。 |
| 13 | **def duplicate: (Iterator[A], Iterator[A])** 创建两个新的迭代，这两个迭代相同的元件，因为这迭代（以相同的顺序）。 |
| 14 | **def exists(p: (A) => Boolean): Boolean** 返回true如果给定的断言p成立一些由该迭代器所产生的值，否则为false。 |
| 15 | **def filter(p: (A) => Boolean): Iterator[A]** 返回一个迭代在这个迭代器，满足谓词p的所有元素。元素的顺序被保留。 |
| 16 | **def filterNot(p: (A) => Boolean): Iterator[A]** 创建一个迭代器在这个迭代器不符合谓词p的所有元素。 |
| 17 | **def find(p: (A) => Boolean): Option[A]** 查找由该迭代器满足谓词，如果任意所产生的第一个值。 |
| 18 | **def flatMap[B](f: (A) => GenTraversableOnce[B]): Iterator[B]** 创建一个新的迭代器通过应用功能，通过这个迭代器产生的所有值和串联的结果。 |
| 19 | **def forall(p: (A) => Boolean): Boolean** 返回true如果给定的断言p成立了由该迭代器所产生的所有值，否则为false。 |
| 20 | **def foreach(f: (A) => Unit): Unit** 应用一个函数f通过这个迭代器生成的所有值。 |
| 21 | **def hasDefiniteSize: Boolean** 返回true如果是空迭代器，否则为false。 |
| 22 | **def indexOf(elem: B): Int** 返回此迭代的对象的第一个出现的指定对象的索引。 |
| 23 | **def indexWhere(p: (A) => Boolean): Int** 返回第一个生产值满足谓词的索引，或-1。 |
| 24 | **def isEmpty: Boolean** 如果hasNext是false返回true，否则为false。 |
| 25 | **def isTraversableAgain: Boolean** 测试这个迭代器是否可以反复运行。 |
| 26 | **def length: Int** 返回此迭代的元素数。迭代器就是在这个方法返回后结束 |
| 27 | **def map[B](f: (A) => B): Iterator[B]** 返回一个新的迭代器，其将通过这个迭代器生产应用函数 f 给它的每一个值 |
| 28 | **def max: A** 查找最大元素。迭代器就是在这个方法返回后结束 |
| 29 | **def min: A** 查找最小元素，迭代器就是在这个方法返回后结束 |
| 30 | **def mkString: String** 显示此遍历的迭代器在一个字符串的所有元素 |
| 31 | **def mkString(sep: String): String** 使用分隔字符串显示在一个字符串这个遍历的迭代器的所有元素 |
| 32 | **def nonEmpty: Boolean** 测试可遍历迭代器是不是为空 |
| 33 | **def padTo(len: Int, elem: A): Iterator[A]** 追加的元素值到这个迭代器的一个给定目标长度 |
| 34 | **def patch(from: Int, patchElems: Iterator[B], replaced: Int): Iterator[B]** 返回此迭代器补丁值 |
| 35 | **def product: A** 这个集合中的元素相乘 |
| 36 | **def sameElements(that: Iterator[\_]): Boolean** 返回true，如果两个迭代器产生相同的顺序相同的元素，否则为false |
| 37 | **def seq: Iterator[A]** 返回集合的顺序视图 |
| 38 | **def size: Int** 返回此遍历或迭代的元素数 |
| 39 | **def slice(from: Int, until: Int): Iterator[A]** 创建一个迭代器返回由这个迭代器所产生的值区间 |
| 40 | **def sum: A** 返回此遍历的迭代器的所有元素的总和使用对于+运算符在num |
| 41 | **def take(n: Int): Iterator[A]** 返回一个迭代只生产这个迭代器，否则整个迭代器的前n个值，如果它产生少于n个值 |
| 42 | **def toArray: Array[A]** 返回包含此遍历的迭代器的所有元素的数组 |
| 43 | **def toBuffer: Buffer[B]** 返回包含此遍历的迭代器的所有元素的缓冲区 |
| 44 | **def toIterable: Iterable[A]** 返回包含此遍历的迭代器的所有元素一个可迭代，这不会终止无限迭代器 |
| 45 | **def toIterator: Iterator[A]** 返回包含此遍历的迭代器的所有元素的迭代器，这不会终止无限迭代器 |
| 46 | **def toList: List[A]** 返回包含此遍历的迭代器的所有元素的列表 |
| 47 | **def toMap[T, U]: Map[T, U]** 返回包含此遍历的迭代器的所有元素的映射 |
| 48 | **def toSeq: Seq[A]** 返回包含此遍历的迭代器的所有元素的序列 |
| 49 | **def toString(): String** 此迭代器转换为字符串 |
| 50 | **def zip[B](that: Iterator[B]): Iterator[(A, B)** 返回一个新的包含迭代器对由此迭代器和相应的元素。由新的迭代器返回的元素数为最小值，通过此迭代器和返回元素的数目 |

# 类和对象

类是一个对象的蓝图。一旦定义一个类可以创建从类蓝图使用关键字new创建对象。下面是一个简单的语法在Scala中定义一个类：

class Yiibai(xc: Int, yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

}

}

这个类定义了两个变量x和y和方法：move，没有返回值。类变量被调用，类的字段和方法被称为类方法。

类名可以作为一个类的构造函数，可以采取一些参数。上面的代码定义了两个构造函数的参数：xc和yc;它们都在类的主体内可见。

正如前面提到的，可以使用关键字new创建对象，然后可以按照下面的例子所示访问类的字段和方法：

import java.io.\_

class Yiibai(val xc: Int, val yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

}

}

object Test {

def main(args: Array[String]) {

val pt = new Yiibai(10, 20);

// Move to a new location

pt.move(10, 10);

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Yiibai x location : 20

Yiibai y location : 30

C:/>

## 扩展一个类：

可以扩展scala类以类似的方式，如在Java中的一样，但有两个限制：方法重载需要override关键字，只有主构造可以传递参数给基构造。现在扩展上面的类，并增加一个类的方法：

class Yiibai(val xc: Int, val yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

}

}

class Location(override val xc: Int, override val yc: Int,

val zc :Int) extends Yiibai(xc, yc){

var z: Int = zc

def move(dx: Int, dy: Int, dz: Int) {

x = x + dx

y = y + dy

z = z + dz

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

println ("Yiibai z location : " + z);

}

}

**extends**子句有两种作用：它使类Location继承类Yiibai所有非私有成员，它使Location类 作为Yiibai类的子类。 因此，这里的Yiibai类称为超类，而Location类被称为子类。扩展一个类，继承父类的所有功能，被称为继承，但 scala允许继承，只能从一个唯一的类。让我们看看完整的例子，显示继承的用法：

import java.io.\_

class Yiibai(val xc: Int, val yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

}

}

class Location(override val xc: Int, override val yc: Int,

val zc :Int) extends Yiibai(xc, yc){

var z: Int = zc

def move(dx: Int, dy: Int, dz: Int) {

x = x + dx

y = y + dy

z = z + dz

println ("Yiibai x location : " + x);

println ("Yiibai y location : " + y);

println ("Yiibai z location : " + z);

}

}

object Test {

def main(args: Array[String]) {

val loc = new Location(10, 20, 15);

// Move to a new location

loc.move(10, 10, 5);

}

}

需要注意的是方法**move，**不会覆盖 **move** 方法相应的定义，因为它们是不同的定义（例如，前两个参数，而后者则需要三个参数）。  
让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Yiibai x location : 20

Yiibai y location : 30

Yiibai z location : 20

C:/>

## 单例对象：

Scala比Java更面向对象，因为在Scala中不能有静态成员。相反，Scala有单例的对象。单例就是只能有一个实例，即，类的对象。可以使用关 键字object代替class关键字，而不是创建单例。因为不能实例化一个单独的对象，不能将参数传递给主构造。前面已经看到全部采用单一对象，调用 Scala的main方法的例子。以下是单例显示的相同的例子：

import java.io.\_

class Yiibai(val xc: Int, val yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

}

}

object Test {

def main(args: Array[String]) {

val yiibai = new Yiibai(10, 20)

printYiibai

def printYiibai{

println ("Yiibai x location : " + yiibai.x);

println ("Yiibai y location : " + yiibai.y);

}

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Yiibai x location : 10

Yiibai y location : 20

C:/>

# 特征

特性封装方法和字段定义，然后可以通过将它们混合成类被重用。不同于类继承，其中每个类都必须继承只有一个父类，一类可以在任意数量特质混合。

特征用于通过指定支持的方法的签名定义的对象类型。Scala中也允许部分实现特性但可能不具有构造参数。

一个特征定义看起来就像不同的是它使用关键字trait如下类定义：

trait Equal {

def isEqual(x: Any): Boolean

def isNotEqual(x: Any): Boolean = !isEqual(x)

}

这种特质由两个方法的isEqual和isNotEqual。这里，我们没有给出任何实现的isEqual其中作为另一种方法有它的实现。扩展特性的子类可以给实施未实现的方法。因此，一个特点是非常相似Java的抽象类。下面是一个完整的例子来说明特性的概念：

trait Equal {

def isEqual(x: Any): Boolean

def isNotEqual(x: Any): Boolean = !isEqual(x)

}

class Yiibai(xc: Int, yc: Int) extends Equal {

var x: Int = xc

var y: Int = yc

def isEqual(obj: Any) =

obj.isInstanceOf[Yiibai] &&

obj.asInstanceOf[Yiibai].x == x

}

object Test {

def main(args: Array[String]) {

val p1 = new Yiibai(2, 3)

val p2 = new Yiibai(2, 4)

val p3 = new Yiibai(3, 3)

println(p1.isNotEqual(p2))

println(p1.isNotEqual(p3))

println(p1.isNotEqual(2))

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

false

true

true

C:/>

**什么时候使用特性？**

没有严格的规定，但这里有一些指导原则需要考虑：

* 如果行为不被重用，则要使它成为一个具体的类。它毕竟不是可重复使用的行为。
* 如果它可能在多个不相关的类被重用，使它成为一个性状。只有特性可混入的类层次结构的不同部分。
* 如果想它从继承Java代码，使用抽象类。
* 如果打算在已编译的形式分发，而且希望外部组织编写的类继承它，可能会倾向于使用抽象类。
* 如果效率是非常重要的，倾向于使用类。

# 模式匹配

模式匹配是Scala中第二个最广泛使用的功能，经过函数值和闭包。Scala中大力支持模式匹配处理消息。

模式匹配包括替代的序列，每个开始使用关键字case。每个备选中包括模式和一个或多个表达式，如果模式匹配将被计算。一个箭头符号=>分开的表达模式。这里是一个小例子，它展示了如何匹配一个整数值：

object Test {

def main(args: Array[String]) {

println(matchTest(3))

}

def matchTest(x: Int): String = x match {

case 1 => "one"

case 2 => "two"

case \_ => "many"

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

many

C:/>

使用case语句块定义一个函数，该函数映射整数字符串。匹配关键字提供应用函数(如模式匹配函数以上)为一个对象的一个方便的方法。下面是第二个示例，它匹配针对不同类型的模式值：

object Test {

def main(args: Array[String]) {

println(matchTest("two"))

println(matchTest("test"))

println(matchTest(1))

}

def matchTest(x: Any): Any = x match {

case 1 => "one"

case "two" => 2

case y: Int => "scala.Int"

case \_ => "many"

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

2

many

one

C:/>

第一个case ，如果 x 指的是整数值1. 如果x等于字符串“2”的第二case相匹配匹配。第三种case 是由一个输入模式;它匹配针对任何整数，并结合选择值xto整数类型的变量y。以下为文字相同的匹配... case 表达式用括号 {...} 另一种形式：

object Test {

def main(args: Array[String]) {

println(matchTest("two"))

println(matchTest("test"))

println(matchTest(1))

}

def matchTest(x: Any){

x match {

case 1 => "one"

case "two" => 2

case y: Int => "scala.Int"

case \_ => "many"

}

}

}

**匹配使用case 类：**

case classes是用于模式匹配与case 表达式指定类。这些都是标准类具有特殊修饰：case。下面是一个简单的模式使用case class匹配示例：

object Test {

def main(args: Array[String]) {

val alice = new Person("Alice", 25)

val bob = new Person("Bob", 32)

val charlie = new Person("Charlie", 32)

for (person <- List(alice, bob, charlie)) {

person match {

case Person("Alice", 25) => println("Hi Alice!")

case Person("Bob", 32) => println("Hi Bob!")

case Person(name, age) =>

println("Age: " + age + " year, name: " + name + "?")

}

}

}

// case class, empty one.

case class Person(name: String, age: Int)

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Hi Alice!

Hi Bob!

Age: 32 year, name: Charlie?

C:/>

增加 case 关键字使编译器自动添加了许多实用的功能。关键字建议与模式匹配的情况下表达式的关联。

首先，编译器会自动转换的构造函数的参数为不可变的字段（vals）。val关键字是可选的。如果想可变字段，使用var关键字。因此，构造函数的参数列表现在更短。

其次，编译器自动实现equals, hashCode, 和toString方法的类，它使用指定为构造函数参数的字段。因此，不再需要自己的toString方法。

最后，还消失Person类的主体部分，因为没有需要定义的方法！

# 正则表达式

Scala支持通过Regex类的scala.util.matching封装正则表达式。让我们看看一个例子，我们将尝试从Scala中一个语句中找出单词：

import scala.util.matching.Regex

object Test {

def main(args: Array[String]) {

val pattern = "Scala".r

val str = "Scala is Scalable and cool"

println(pattern findFirstIn str)

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Some(Scala)

C:/>

我们创建一个字符串，并调用r()方法就可以了。Scala中字符串隐式转换为一个RichString并调用该方法来获得正则表达式的一个实例。找到第 一个正则表达式匹配，只需调用findFirstIn()方法。而非只找到第一次出现。如果想找到匹配的单词的所有事件，可以使用findAllIn() 方法，并在情况下，有目标字符串中使用多个Scala的单词，这将返回所有匹配的集合单词。

可以使用mkString()方法来连接所产生的服务，可以使用管道(|)搜索Scala中小型和资本的情况下，使用正则表达式构造来代替或r()方法创建一个模式如下：

import scala.util.matching.Regex

object Test {

def main(args: Array[String]) {

val pattern = new Regex("(S|s)cala")

val str = "Scala is scalable and cool"

println((pattern findAllIn str).mkString(","))

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Scala,scala

C:/>

如果想更换匹配的文本，可以使用replaceFirstIn()以取代第一个匹配项或replaceAllIn()，以取代所有出现如下：

object Test {

def main(args: Array[String]) {

val pattern = "(S|s)cala".r

val str = "Scala is scalable and cool"

println(pattern replaceFirstIn(str, "Java"))

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Java is scalable and cool

C:/>

**形成正则表达式：**

Scala继承了Java，这反过来又继承了大部分的Perl的功能，它的正则表达式语法。这里只是一些例子，应该是足够的说明：

下面是表，列出了所有的正则表达式元字符的语法可用在Java中：

|  |  |
| --- | --- |
| **子表达式** | **匹配** |
| ^ | 匹配行头 |
| $ | 匹配行尾 |
| . | 匹配除换行符任何单个字符。用m选项也允许使之匹配换行符。 |
| [...] | 匹配括号内任何单个字符。 |
| [^...] | 匹配任何单个字符不是在括号中 |
| A | 整个字符串的开始 |
| z | 整个字符串结束 |
|  | 最终，除了允许的最后行结束整个字符串。 |
| re\* | 匹配0或多次出现前面表达式。 |
| re+ | 匹配1个或多个的先前东西 |
| re? | 匹配0或1发生前表达式。 |
| re{ n} | 精确匹配n个前面表达式的数量。 |
| re{ n,} | 匹配n或多次出现前面的表达。 |
| re{ n, m} | 至少匹配n和在前面的表现最为m次出现。 |
| a|b | 匹配a或b。 |
| (re) | 组正则表达式并记住匹配的文本。 |
| (?: re) | 组正则表达式而不记住匹配的文本。 |
| (?> re) | 匹配独立模式而不反向追踪。 |
| w | 匹配单词字符。 |
| W | 匹配非单词字符。 |
| s | 匹配空白。相当于 [ f]. |
| S | 匹配非空白。 |
| d | 匹配数字。相当于 [0-9]. |
| D | 匹配非数字。 |
| A | 匹配开始的字符串。 |
|  | 匹配字符串的结尾。如果一个换行符存在，它只是换行之前匹配。 |
| z | 匹配字符串的结尾。 |
| G | 匹配点，最后一次匹配结束。 |
|  | 反向引用以捕获组编号 "n" |
|  | 匹配单词边界之外时，括号内。匹配退格（0×08）括号里面。 |
| B | 匹配非单词边界。 |
| , , etc. | 匹配换行符，回车，制表符等 |
| Q | 转义（引用）所有字符为 E |
| E | 尾部引用开始 Q |

**正则表达式的例子：**

|  |  |
| --- | --- |
| **示例** | **描述** |
| . | 匹配除了换行符的任何字符 |
| [Rr]uby | 匹配 "Ruby" 或"ruby" |
| rub[ye] | 匹配"ruby" 或 "rube" |
| [aeiou] | 匹配任何一个小写元音 |
| [0-9] | 匹配任何数字;同 [0123456789] |
| [a-z] | 匹配任意小写ASCII字母 |
| [A-Z] | 匹配任意大写ASCII字母 |
| [a-zA-Z0-9] | 匹配任何上述 |
| [^aeiou] | 匹配元音以外的任何一个小写字符 |
| [^0-9] | 匹配数字以外的任何其他 |
| d | 匹配一个数字: [0-9] |
| D | 匹配一个非数字: [^0-9] |
| s | 匹配一个空白字符: [ f] |
| S | 匹配非空白: [^ f] |
| w | 匹配一个字符: [A-Za-z0-9\_] |
| W | 匹配 一个非单词字符: [^A-Za-z0-9\_] |
| ruby? | 匹配 "rub" or "ruby": the y is optional |
| ruby\* | 匹配 "rub" plus 0 or more ys |
| ruby+ | 匹配 "rub" plus 1 or more ys |
| d{3} | 匹配只有 3 个数字 |
| d{3,} | 匹配 3 个或多个数字 |
| d{3,5} | 匹配3, 4, 或5 个数字 |
| Dd+ | 不分组: + repeats d |
| (Dd)+/ | 分组: + repeats Dd 对 |
| ([Rr]uby(, )?)+ | 匹配 "Ruby", "Ruby, ruby, ruby", 等. |

需要注意的是每一个反斜杠上述字符串中出现两次。这是因为在Java和Scala一个反斜杠是一个转义字符的字符串，而不是一个普通字符显示出来的字符串。所以不是.. 需要写. 。得到的字符串中的一个反斜杠。请查看下面的例子：

import scala.util.matching.Regex

object Test {

def main(args: Array[String]) {

val pattern = new Regex("abl[ae]d+")

val str = "ablaw is able1 and cool"

println((pattern findAllIn str).mkString(","))

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

able1

C:/>

# 异常处理

Scala的异常的工作像许多其他语言，如Java异常。而不是正常方式返回的值，方法可以通过抛出一个异常终止。然而，Scala实际上并没有检查异常。

当要处理异常，那么可使用try{...}catch{...} 块，就像在Java中除了catch块采用匹配识别和处理异常。

**抛出异常：**

抛出一个异常看起来类似于Java。创建一个异常对象，然后使用throw关键字把它抛出：

throw new IllegalArgumentException

**捕获异常：**

Scala中try/catch在一个单独的块捕捉任何异常，然后使用case块进行模式匹配，如下图所示：

import java.io.FileReader

import java.io.FileNotFoundException

import java.io.IOException

object Test {

def main(args: Array[String]) {

try {

val f = new FileReader("input.txt")

} catch {

case ex: FileNotFoundException =>{

println("Missing file exception")

}

case ex: IOException => {

println("IO Exception")

}

}

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Missing file exception

C:/>

这种try-catch表达的行为在其他语言处理异常是一样的。body是执行体，如果它抛出一个异常，每个catch子句都依次尝试捕获。

**finally子句：**

如果想知道引起一些代码是如何表达的终止执行，可以用一个finally子句包住一个表达式，finally块什么时候都会执行。

import java.io.FileReader

import java.io.FileNotFoundException

import java.io.IOException

object Test {

def main(args: Array[String]) {

try {

val f = new FileReader("input.txt")

} catch {

case ex: FileNotFoundException => {

println("Missing file exception")

}

case ex: IOException => {

println("IO Exception")

}

} finally {

println("Exiting finally...")

}

}

}

当上述代码被编译和执行时，它产生了以下结果：

C:/>scalac Test.scala

C:/>scala Test

Missing file exception

Exiting finally...

C:/>

# 提取器

提取器在Scala中是一个对象，有一个叫非应用作为其成员的一种方法。即不应用方法的目的是要匹配的值，并把它拆开。通常，提取对象还限定了双方法申请构建值，但是这不是必需的。

下面的例子显示电子邮件地址的提取器对象：

object Test {

def main(args: Array[String]) {

println ("Apply method : " + apply("Zara", "gmail.com"));

println ("Unapply method : " + unapply("Zara@gmail.com"));

println ("Unapply method : " + unapply("Zara Ali"));

}

// The injection method (optional)

def apply(user: String, domain: String) = {

user +"@"+ domain

}

// The extraction method (mandatory)

def unapply(str: String): Option[(String, String)] = {

val parts = str split "@"

if (parts.length == 2){

Some(parts(0), parts(1))

}else{

None

}

}

}

这个对象定义了 apply 和unapply 方法。该apply 方法具有相同的含义：它原来的测试为可以被应用到的参数在括号中的方法所应用的相同的方式的对象。所以，可以写为Test("Zara", "gmail.com") 来构造字符串“Zara@gmail.com”。

unapply方法使测试类成为一个提取器并反转应用的构造过程。应用需要两个字符串，并形成了一个电子邮件地址以找到它们，非应用unapply需要一个电子邮件地址，并可能返回两个字符串：用户和地址的域名。

unapply还必须处理中给定的字符串不是一个电子邮件地址的情况。这就是为什么unapply返回一个选项型过对字符串。其结果要么是一些(用户域) 如果字符串str使用给定电子邮件地址的用户和域的部分，或None，如果str不是一个电子邮件地址。下面是一些例子：

unapply("Zara@gmail.com") equals Some("Zara", "gmail.com")

unapply("Zara Ali") equals None

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

Apply method : Zara@gmail.com

Unapply method : Some((Zara,gmail.com))

Unapply method : None

C:/>

**模式匹配使用提取器：**

当一个类的实例后跟括号使用零个或多个参数的列表，所述编译器调用应用的方法在该实例上。我们可以定义同时适用对象和类。

如上述所提到的，unapply方法的目的是提取我们寻找一个特定的值。它相反的操作和apply一样。当比较使用匹配语句中unapply方法的提取对象将被自动执行，如下所示：

object Test {

def main(args: Array[String]) {

val x = Test(5)

println(x)

x match

{

case Test(num) => println(x+" is bigger two times than "+num)

//unapply is invoked

case \_ => println("i cannot calculate")

}

}

def apply(x: Int) = x\*2

def unapply(z: Int): Option[Int] = if (z%2==0) Some(z/2) else None

}

让我们编译和运行上面的程序，这将产生以下结果：

C:/>scalac Test.scala

C:/>scala Test

10

10 is bigger two times than 5

C:/>

# 文件I/O

Scala打开文件是利用Java对象和java.io.File，它们都可在Scala编程中用来读取和写入文件。以下是写入文件的一个例子：

import java.io.\_

object Test {

def main(args: Array[String]) {

val writer = new PrintWriter(new File("test.txt" ))

writer.write("Hello Scala")

writer.close()

}

}

当上面的代码被编译和执行，它会创建一个有“Hello Scala”内容的文件。

C:/>scalac Test.scala

C:/>scala Test

C:/>

**从屏幕读取一行：**

有时需要从屏幕上读取用户输入，然后进行某些进一步的处理。下面的例子说明了如何从屏幕上读取输入：

object Test {

def main(args: Array[String]) {

print("Please enter your input : " )

val line = Console.readLine

println("Thanks, you just typed: " + line)

}

}

当上面的代码被编译和执行，它会提示输入内容，并继续进行，直到按ENTER(回车)键。

C:/>scalac Test.scala

C:/>scala Test

scala Test

Please enter your input : Scala is great

Thanks, you just typed: Scala is great

C:/>

**读取文件内容：**

从文件中读取是非常简单的。可以使用Scala的Source 类和它配套对象读取文件。以下是这些显示如何从之前创建“test.txt”文件中读取内容的示例：

import scala.io.Source

object Test {

def main(args: Array[String]) {

println("Following is the content read:" )

Source.fromFile("test.txt" ).foreach{

print

}

}

}

当上述代码被编译和执行时，它将读取test.txt文件并在屏幕上显示内容：

C:/>scalac Test.scala

C:/>scala Test

scala Test

Following is the content read:

Hello Scala

C:/>

# 高阶函数

常用的高阶函数有 list、map、filter、reduce 等

声明一个 List 集合实例:
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List 集合所在的包已经被预定义自动导入,所以此处不需要导入包,同时,这里直接使 用 List 实例化对象,其实是用来 List 的 object 对象的 apply 方法;

我们使用 map 函数把 List 中的每个值都乘以 2:
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在上面的代码中,x 表示 l 中每个一个元素,map 对 l 中的每一个元素进行遍历操作, 由于 List 中只有一种类型的元素,所以我们在执行 map 操作的时候可以省略掉其类型,如 下所示:
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List 集合中只有一个参数的时候,我们可以去掉参数中的括号:
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在只有一个参数的情况下,更简洁和正常的写法如下所示:

常用

![](data:image/jpeg;base64,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)

### 集合

集合主要有 List、Set、Tuple、Map 等