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# 基础

## SQL数据类型

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 字符 | |  |  | | --- | --- | | char(size) | size<=255 | | varchar(size) |  | | nchar | char的拓展, 支持多字节和Unicode | | nvarchar | varchar的拓展, 支持多字节和Unicode | |
| 数字 | 精度: 整数部分和小数部分的总长度  范围: 小数部分长度, 范围等于0表示为整数, 不能是负数, 也不能大于精度.   |  |  | | --- | --- | | bit | 单比特数据, 只能取值0或1, 如果输入0或1以外的值将被视为1. 不能定义为null值. (-2147483648到2147483647) | | int | 4比特的整数 | | real | 4比特的浮点数, 可以指定精度, 但没有范围 | | double precision | 双精度浮点数 | | float | 可精确到第15位小数, 占8字节空间, 可以指定精度而不指定范围. | | smallint | 2比特的整数 (-32768到32767) | | tinyint | 1比特的整数 (0到255) | | number  或  decimal | 可存放实型和整型.  number(size) 最大数字的位数由括号中的参数size设置;  number(size, d) 最大数字的位数由括号中的参数size设置, 而d为小数的位数; | |
| 货币 | |  |  | | --- | --- | | money | 8比特数据, 数据是一个有4为小数的decimal | | snallmoney | 4比特数据, 存储的货币值范围比money数据类型小 | |
| 日期 | |  |  | | --- | --- | | date | yyyy-MM-dd | | time  time(3) | hh:mm:ss  hh:mm:ss.000 | | timestamp  timestamp(3) | yyyy-MM-dd hh:mm:ss  yyyy-MM-dd hh:mm:ss.000 | | time with time zone | 与time数据类型相同, 只是还包括专用于UTC和时区的信息. | | timestamp with time zone | 与timestamp数据类型相同, 只是还包括专用于UTC和时区的信息. | |
| 二进制 |  |
| 文本和图形 |  |
| 自定义 |  |

## 三范式

1 第一范式（1NF）: (我的理解: **每一列都是不可分割的数据项**)

在任何一个关系数据库中，第一范式（1NF）是对关系模式的基本要求，不满足第一范式（1NF）的数据库就不是关系数据库。

所谓第一范式（1NF）是指数据库表的每一列都是不可分割的基本数据项，同一列中不能有多个值，即实体中的某个属性不能有多个值或者不能有重复的属性。如果出现重复的属性，就可能需要定义一个新的实体，新的实体由重复的属性构成，新实体与原实体之间为一对多关系。在第一范式（1NF）中表的每一行只包含一个实例的信息。例如，对于图3-2 中的员工信息表，不能将员工信息都放在一列中显示，也不能将其中的两列或多列在一列中显示；员工信息表的每一行只表示一个员工的信息，一个员工的信息在表中只出现一次。简而言之，第一范式就是无重复的列。

2 第二范式（2NF）(我的理解: **要有主键**)

第二范式（2NF）是在第一范式（1NF）的基础上建立起来的，即满足第二范式（2NF）必须先满足第一范式（1NF）。

第二范式（2NF）要求数据库表中的每个实例或行必须可以被唯一地区分。为实现区分通常需要为表加上一个列，以存储各个实例的唯一标识。如图3-2 员工信息表中加上了员工编号（emp\_id）列，因为每个员工的员工编号是唯一的，因此每个员工可以被唯一区分。这个唯一属性列被称为主关键字或主键、主码。

第二范式（2NF）要求实体的属性完全依赖于主关键字。所谓完全依赖是指不能存在仅依赖主关键字一部分的属性，如果存在，那么这个属性和主关键字的这一部分应该分离出来形成一个新的实体，新实体与原实体之间是一对多的关系。为实现区分通常需要为表加上一个列，以存储各个实例的唯一标识。简而言之，第二范式就是非主属性非部分依赖于主关键字。

3 第三范式（3NF）(我的理解: **避免数据冗余**)

满足第三范式（3NF）必须先满足第二范式（2NF）。简而言之，

第三范式（3NF）要求一个数据库表中不包含已在其它表中已包含的非主关键字信息。例如，存在一个部门信息表，其中每个部门有部门编号（dept\_id）、部门名称、部门简介等信息。那么在图3-2的员工信息表中列出部门编号后就不能再将部门名称、部门简介等与部门有关的信息再加入员工信息表中。如果不存在部门信息表，则根据第三范式（3NF）也应该构建它，否则就会有大量的数据冗余。简而言之，第三范式就是属性不依赖于其它非主属性。

# 创建 和 删除 数据库

## 表的种类

|  |  |
| --- | --- |
| **创建永久表**  保存存储在数据库中的SQL数据. | create table |
| **创建全局临时表**  只有在SQL会话的上下文引用该表的定义时, 实际的表才存在, 对话结束后, 表就不存在了.  不能从一个SQL会话访问在另一个会话中创建的表. | create global temporary table |
| **创建局部临时表**  与全局临时表不同的是: 在SQL会话的任何地方都可以访问全局临时表, 而局部临时表只有在相关的SQL模块内才能被访问. | create local temporary table |
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## 创建试图
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