Overview:

This part is about the implementation of the LPS visualisation. This section consist of 5 part. The second part is about the structure of the project including the link between the front end and back-end side. The third is about the LPS program implement to fit various traffic situation. The Fourth part is about the front side LPS program parsing, data strucre processing and animation. The fifth part will be the server side programming including using technology Express and some user authentication tools. Since the main purpose of this project is to visualise the LPS program in traffic scenario vively. There are severly issue that need to be addressed before designing and implementing the program.

1. How will the LPS program be prased on to javascript since there is no interface of write LPS code direct in JavaScript format.

To adding API into LPS interpreter is very time consuming because it needs to understand and modify the LPS.js directly and the interpreter (lps.js) does not encapsulate the key function in (Engine.js) also address by Sam Yong “lps.js does not support the construction of LPS programs by JS without explicitly writing LPS code in order to reduce the amount of code base and API implementation needed.” The idea of formatting LPS directly in javascript was abanded very early. To solve the data parse issue we prase data direct from the LPS code (file with extension .lps) by file proceing in a ascynchornised way.

1. What front-end tool is going to be used to achieve live animation.

There is a animation tool which has been implemented in Node.js Electron however there are varity miserable bugs such as (placing print before action predication causing crash of the program, unable to work with recursion etc). The idea of using LPS studio is ababded. After week of research PIXI.js was found very suitable to animate the LPS program. This lead to another problem wehter to use pixi direct in HTML or use it in node.js by create another canvas. By some experiement, using it directly in html was more light weighted which was PIXI.js the front-end side animiation side original design to.

1. What information of LPS program need to be prased into the program.

These three question were all tucked down during a long time research.

There is one open interface that is available which is the const LPS = require('lps');

LPS.loadString('...')

.then((engine) => {

engine.run();

});

The data that we are parse onto the web is then solved. The only issue we need to solve is to formatting different fluents into different data structre detail will be illustrated in the following subsection.