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# Introduction

## Who is this written for?

PropForth is written for people who want to interactively use and program Propeller based systems. It assumes you are familiar with Propeller based hardware, and have some knowledge of the Propeller architecture. Any stock Parallax Propeller board and the Propeller Manual should be enough to get started.

## What is PropForth?

PropForth runs on the propeller. It is an interactive development and run time system. You can communicate with PropForth using a standard serial port, or via ethernet and telnet depending on the capabilities of the system you are using. It has a rich set of words which allow you to quickly and easily manipulate the hardware interactively. It is easy to program new words and use them in addition to the native set of words. Where necessary, you can write new words in assembler code for fast execution.

PropForth is outstanding for rapid exploration and development. The interactive nature allows you to try new things easily, verify functions, and allows for easy monitoring of hardware. You can manipulate IO pins on one cog, and user another cog to monitor the pins.

Each Propeller can run PropForth on up to 8 cogs, and you can concurrently interact with the cogs. Normal configuration uses one cog for serial or ethernet communication allowing for up to 7 concurrent PropForth sessions.

It is based on the Forth programming language, but it has been tuned for the propeller architecture and parallel execution. PropForth does not prevent or protect you from manipulating the propeller however you like. While it can be simple to use, it is also very powerful.

## Document Conventions

This document contains a lot of code samples and the following are the conventions used.

For Comments:

\ A code comment, frequently documenting the stack use of the word.

The backslash denotes a comment.  When a backslash is encountered, the interpreter ignores the rest of the characters on the line (the CR at the end of the line ends the comment).  Comment lines are green in this document. A comment is entered for each command word definitions, and includes values needed on the stack (inputs), and the values to be left on the stack (outputs).

For text typed or pasted in at the prompt:

1 3 -100

Text to be typed or pasted into the command line at the command prompt is blue in this document.

For the output of the PropForth interpreter, and user written words:

Prop0 Cog6 ok

Forth words are documented in the following way. The text in the example input can be copied and pasted to a PropForth terminal

### sc

\ sc ( -- )

Example input

Output line1

More output

## Propforth Version

This text is written assuming PropForth V5.0, the download is available on Google Code. We will be using the PropForth System except where explicitly noted.

## Loading PropForth

Download PropForth, and unzip. In the directory CurrentRelease\PropForth, follow the instructions in GettingStarted.txt.

## Teraterm / terminal programs

The examples were written and tested using Teraterm, however just about any terminal program should work.

# Getting started

The best way to use this document is with a running PropForth system. Use the examples to explore PropForth. At the end of the getting started section, you will have been introduced to a number of the native PropForth words and you will be able to program new words.

The sections which follow will then focus on different topics and continue the exploration of PropForth.

## Numbers

At the prompt, numbers can be entered in a few ways.

This is an example of both positive and negative decimal numbers being entered. The \_ (underscore) is available for formatting. It is ignored when evaluating a number.

1 3 -100

Prop0 Cog6 ok

Entering a hexadecimal number, often useful, is done by preceding the number with an h. Once again the \_ (underscore) is ignored. Note that only caps are used in hexadecimal numbers.

h100 h-100 hFFFF\_FFFF

Prop0 Cog6 ok

Binary numbers are preceded with a b.

b\_1001\_0011 b0010

Prop0 Cog6 ok

Decimal numbers are default at boot, but they can be entered explicitly by preceding the number with a d.

d\_1 d3 d-100

Prop0 Cog6 ok

Remember, Hex digits are always UPPERCASE letters A, B, C, D, E, and F; and the number base designators b, d, and h (for binary, decimal, and hex) are always lowercase.

Most variables in PropForth are 16bit variables. This save a lot of space in PropForth, but a 16 bit variable is a positive number between 0 and 65,535. For many uses this is adequate. If you need positive numbers larger than 65,535 or you need negative numbers, you must use longs. PropForth words treat numbers on the stack as signed long numbers by default.

## Words

The PropForth interpreter can understand numbers and words. Words and numbers are delimited by blanks. Word names are up to 31 characters, and can contain any sequence of characters, symbols, and letters. PropForth is extended by programming new words.

The core set of PropForth words includes words like + - \* / .

When a new word is defined it can use other words. So a word is really a sequence of other words.

At the low level, some words are a sequence of assembler instruction codes. These are generally native PropForth words. We will see later how we can program words, and later still how we can program assembler words

## Stack

When you enter a number at the prompt, PropForth puts the numbers on a stack. The stack can hold up to 32 32-bit numbers, but the PropForth interpreter code uses the stack as well. The pragmatic limit of numbers on the stack is about 24.

Stack use is one of the most unique, powerful, and important aspect of forth. Pay attention here, this is part about the stack is important.

Forth functions work using the stack the way other language use for example LOCAL VARIABLES. Forth functions (WORDS) consume values off the top of the stack, and deposit values onto the top of the stack.

A word might consume the first item off the stack, and might deposit one item onto the stack.

A word may consume zero or more items from the stack. Usually words consumer no more than three items. With a few exceptions, a given word always consumes the same number of items each time.

A word may deposit zero of more items onto the stack. Usually words deposit no more than three items. With a few exceptions a given word will always deposit the same number of items each time.

Some words consume and deposit more than seven items at a time, and some words consume and deposit a varying number of values. These quickly become very confusing, so don't do this.

It has been our intent to have all words published as part of PropForth to always have consistent stack usage. Please file a bug report if you find otherwise. While not programmatically incorrect, this kind of behaviour can lead to very hard to find bugs.

Each cog has its own stack in cog memory.

To see what is on the stack we can use the st? word.

1 3 h-100 st?

ST: 0\_000\_000\_001 0\_000\_000\_003 -0\_000\_000\_256

Prop0 Cog6 ok

By convention the stack is represented with the bottom of the stack on the left and the top of the stack on the right.

Normal documentation of a PropForth word is a comment line which shows how it changes the stack.

\ + ( n1 n2 -- n1+n2 ) \ sum of n1 & n2

On the left of the -- , is the stack before word executes, and on the right, the stack after the word executes. Once again, the rightmost numbers are the top of the stack.

## Forth Words - Part 1

The best way to understand a word is to run the examples. The words are introduced in order of use in the examples. The first comment line is the documentation on the word. The next line is what is typed at the prompt. The remaining is the output.

The examples are ordered to give an introduction to PropForth, and introduce the words and concepts so you can start programming. Feel free to start experimenting whenever you like, it is the purpose of PropForth to help you experiment.

### sc

\ sc ( -- ) clears the stack

1 2 3 st? sc st?

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003

3 items cleared

ST:

Prop0 Cog6 ok

### cr

\ cr ( -- ) emits a carriage return

1 2 3 cr cr st? cr cr sc cr cr st?

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003

3 items cleared

ST:

Prop0 Cog6 ok

### . (DOT)

\ . ( n1 -- ) prints the signed number on the top of the stack

sc 1 -2 3 cr st? cr . cr st? cr . cr st? cr . cr st?

0 items cleared

ST: 0\_000\_000\_001 -0\_000\_000\_002 0\_000\_000\_003

3

ST: 0\_000\_000\_001 -0\_000\_000\_002

-2

ST: 0\_000\_000\_001

1

ST:

Prop0 Cog6 ok

### u.

\ u. ( n1 -- ) prints the unsigned number on the top of the stack

sc 1 -2 3 cr st? cr u. cr st? cr u. cr st? cr u. cr st?

0 items cleared

ST: 0\_000\_000\_001 -0\_000\_000\_002 0\_000\_000\_003

3

ST: 0\_000\_000\_001 -0\_000\_000\_002

4294967294

ST: 0\_000\_000\_001

1

ST:

Prop0 Cog6 ok

Note in the default mode, which is decimal numbers, st? prints negative numbers as -nnnn. The range of 32bit signed longs is -2147483648 to 2147483647. The range of unsigned numbers is 0 - 4294967295.

### +

\ + ( n1 n2 -- n1+n2 ) \ sum of n1 & n2

sc 1 2 3 4 5 -6 cr st? cr + cr st? cr + cr st? cr + cr st? cr + cr st? cr + cr st?

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 0\_000\_000\_005 -0\_000\_000\_006

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 -0\_000\_000\_001

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_003

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_006

ST: 0\_000\_000\_001 0\_000\_000\_008

ST: 0\_000\_000\_009

Prop0 Cog6 ok

### -

\ - ( n1 n2 -- n1-n2 ) \ subtracts n2 from n1

sc 1 2 3 4 5 -6 cr st? cr - cr st? cr - cr st? cr - cr st? cr - cr st? cr - cr st?

### \*

\ \* ( n1 n2 -- n1\*n2) n1 multiplied by n2

sc 1 2 3 4 5 -6 cr st? cr \* cr st? cr \* cr st? cr \* cr st? cr \* cr st? cr \* cr st?

1 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 0\_000\_000\_005 -0\_000\_000\_006

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 -0\_000\_000\_030

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 -0\_000\_000\_120

ST: 0\_000\_000\_001 0\_000\_000\_002 -0\_000\_000\_360

ST: 0\_000\_000\_001 -0\_000\_000\_720

ST: -0\_000\_000\_720

Prop0 Cog6 ok

\* is a signed multiply. There is a u\* for unsigned multiply.

### /

\ / ( n1 n2 -- n1/n2) n1 divided by n2

sc 10\_000\_000 3 cr st? cr / cr st? 10 cr st? cr / cr st? -45 cr st? cr / cr st?

1 items cleared

ST: 0\_010\_000\_000 0\_000\_000\_003

ST: 0\_003\_333\_333

ST: 0\_003\_333\_333 0\_000\_000\_010

ST: 0\_000\_333\_333

ST: 0\_000\_333\_333 -0\_000\_000\_045

ST: -0\_000\_007\_407

Prop0 Cog6 ok

/ is a signed integer divide. There is a u/ for unsigned integer divide.

## Defining new words

The following examples show how to define new words. Once a word is defined, it is immediately available. This capability allows you try new things quickly . As a rule, defined words should be no more than 20 or 30 lines, most should only be a few lines.

\ new word example1

: add37 37 + ; sc 1 2 3 cr st? add37 cr st?

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_040

Prop0 Cog6 ok

The : (COLON) indicates that we are starting a definition, it is followed by a space, then the name of our new word. We then type what we want the word to do, and end the definition of our new word with a ; (SEMICOLON).

\ new word example2

: times9 9 \* ; sc 1 2 40 cr st? times9 cr st?

3 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_040

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_360

Prop0 Cog6 ok

We can use the words we defined just as we use native forth words.

\ new word example3

: add37times9 add37 times9 ; sc 1 2 3 cr st? add37times9 cr st?

3 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_360

Prop0 Cog6 ok

## Memory

Before we proceed, a short discussion on memory. The propeller has 32k bytes of main memory that is accessible to all the cogs. Each cog has 512 32bit longs which are only accessible to the individual cogs.

### Cog Memory

In cog memory, PropForth has the assembler instructions for the interpreter, the space for the stack, and the space for the return stack, temporary variables, and the assembler word page area, which will be discussed later. This takes up 320 longs. There are 16 special registers in each cog, so this leaves 176 long which are available. Cog memory is accessible as 32bit longs.

### Main Memory

In main memory, there are 8 special areas of 224 bytes of length each, which are dedicated to the PropForth interpreter running on each cog. The rest of main memory is used by the forth dictionary. The forth dictionary is the forth words and their definitions. When the interpreter gets input from the prompt, it looks up the words in the dictionary, and executes the definition. If it does not find the word definition, it attempts to interpret it as a number. If this succeeds the number goes on the stack.

Variables and constants are also defined in the forth dictionary.

Main memory is accessible as 8bit bytes, 16bit words, or 32bit longs.

#### Variables

Variables in main memory are normally defined as either 16bit words, or 32bit longs.

To define a 16bit word variable:

wvariable name\_of\_variable

To define a long variable

variable name\_of\_variable

Most variables in PropForth are 16bit variables. This save a lot of space in PropForth, but a 16 bit variable is a positive number between 0 and 65,535. For many uses this is adequate. If you need positive numbers larger than 65,535 or you need negative numbers, you must use longs.

#### Constants

Like variables, constants in main memory are normally defined as either 16bit words, or 32bit longs.

To define a 16-bit word constant, the value is on top of the stack:

value wconstant name\_of\_constant

To define a long constant, the value is on the top of the stack:

value constant name\_of\_constant

## Forth Words - Part 2

### hex

\ hex ( -- ) set the base for hexadecimal

sc 0 1 -1 10 100 cr st? cr hex cr st? decimal

0 items cleared

ST: 0\_000\_000\_000 0\_000\_000\_001 -0\_000\_000\_001 0\_000\_000\_010 0\_000\_000\_100

ST: 0000\_0000 0000\_0001 FFFF\_FFFF 0000\_000A 0000\_0064

Prop0 Cog6 ok

Hexadecimal mode is useful when interfacing to propeller registers or peripheral registers. PropForth can support any base from 2 (binary) to 64. The most common are 10 (decimal) 16 (hex). These have native words that set the base. For other bases, such as 8 (octal) for PDP11 programmers, or 2 (binary), use: n base W! This sets the base to n, and all numbers will be printed in that base. This can give some pretty strange looking numbers but it is very useful as we will see later.

When using n base W! to set the base, remember one cannot use 10 base W! to set the base back to decimal, because 10 represents a different value in each base (10 always represents the base value in every base).  Use d\_10 base W! or the word decimal.

### decimal

\ decimal ( -- ) set the base for decimal

sc hex 0 1 FFFF\_FFFF A 64 cr st? decimal cr st?

5 items cleared

ST: 0000\_0000 0000\_0001 FFFF\_FFFF 0000\_000A 0000\_0064

ST: 0\_000\_000\_000 0\_000\_000\_001 -0\_000\_000\_001 0\_000\_000\_010 0\_000\_000\_100

Prop0 Cog6 ok

### COG@

\ COG@ ( addr -- n1 ) \ fetch 32 bit value at cog addr

sc cnt cr st? cr COG@ st? cr u. cnt COG@ cr u. cr

sc cnt cr st? cr COG@ st? cr u. cnt COG@ cr u. cr

0 items cleared

ST: 0\_000\_000\_497

ST: -2\_113\_416\_610

2181550686

2182562366

Prop0 Cog6 ok

The cnt register, in cog memory, is a high speed 32bit counter incrementing once every clock cycle. Normally with a propeller running at 80Mhz, it increments once every 12.5 nanoseconds. This register wraps around to zero about every 53.7 seconds at 80 Mhz.

### COG!

\ COG! ( n1 addr -- ) \ store 32 bit value (n1) at cog addr

sc outa cr st? cr COG@ st? cr 1 or outa st? cr COG! st? cr outa COG@ st?

1 items cleared

ST: 0\_000\_000\_500

ST: 0\_000\_000\_000

ST: 0\_000\_000\_001 0\_000\_000\_500

ST:

ST: 0\_000\_000\_001

Prop0 Cog6 ok

Each cog has an outa register, in this case we are reading the value, setting bit 0 to 1, and writing the value. If the dira register bit 0 is set to 1 as well, the value of the outa register, will be or’d with all the other cogs outa registers bit 0 with dira registers bit 0, and appear on io pin 0.

Normally, one cog has a pin set to output, so the value on the io pin is corresponds to the bit in that cog’s outa register.

### L@

\ L@ ( addr -- n1 ) \ fetch 32 bit value at main memory addr

sc variable tmp 0 tmp cr st? cr L! st? cr tmp st? cr L@ st?

2 items cleared

ST: 0\_000\_000\_000 0\_000\_017\_604

ST:

ST: 0\_000\_017\_604

ST: 0\_000\_000\_000

Prop0 Cog6 ok

### L!

\ L! ( n1 addr -- ) \ store 32 bit value (n1) at main memory addr

sc variable tmp1 -1 tmp1 cr st? cr L! st? cr tmp1 st? cr L@ st?

1 items cleared

ST: -0\_000\_000\_001 0\_000\_017\_620

ST:

ST: 0\_000\_017\_620

ST: -0\_000\_000\_001

Prop0 Cog6 ok

32bit long addresses must be long aligned. In this example, the forth word "variable" uses the next text string it encourters (in this case "tmp1") and defines  a 32bit variable using that string as the name. Now when tmp1 is entered it returns the address of the variable. This is how we store values to a memory location using a variable name.

### W@

\ W@ ( addr -- h1 ) \ fetch 16 bit value at main memory addr

sc wvariable tmp2 0 tmp2 cr st? cr W! cr tmp2 st? cr W@ st?

1 items cleared

ST: 0\_000\_000\_000 0\_000\_017\_646

ST: 0\_000\_017\_646

ST: 0\_000\_000\_000

Prop0 Cog6 ok

### W!

\ W! ( h1 addr -- ) \ store 16 bit value (h1) main memory at addr

sc variable tmp3 -1 tmp3 cr st? cr W! st? cr tmp3 st? cr W@ st?

1 items cleared

ST: -0\_000\_000\_001 0\_000\_017\_660

ST:

ST: 0\_000\_017\_660

ST: 0\_000\_065\_535

Prop0 Cog6 ok

16bit word addresses must be word aligned. Note that when there is a -1 on the stack it corresponds to h\_FFFF\_FFFF. When W! stores a value it only store the lower 16bits. So the value h\_FFFF is stored in the word variable. When it is fetched, the value h\_FFFF goes on the stack, this corresponds to d\_65\_535. Generally 16bit words are used unsigned values and addresses, as they take up less space than longs. If you need signed values, use 32bit longs.

### C@

\ C@ ( addr -- c1 ) \ fetch 8 bit value at main memory addr

sc wvariable tmp4 h\_00\_FF tmp4 cr st? W! st? tmp4 cr st? C@ cr st? tmp4 1 + cr st? C@ st?

1 items cleared

ST: 0\_000\_000\_255 0\_000\_017\_674

ST:

ST: 0\_000\_017\_674

ST: 0\_000\_000\_255

ST: 0\_000\_000\_255 0\_000\_017\_675

ST: 0\_000\_000\_255 0\_000\_000\_000

Prop0 Cog6 ok

When a 16bit word is stored, it is stored as 2 bytes, the lower byte is stored first, and the upper byte is stored next.

### C!

\ C! ( c1 addr -- ) \ store 8 bit value (c1) main memory at addr

sc wvariable tmp5 h\_FF\_00 tmp5 cr st? W! st? tmp5 cr st? C@ cr st? tmp5 1 + cr st? C@ st?

2 items cleared

ST: 0\_000\_065\_280 0\_000\_017\_686

ST:

ST: 0\_000\_017\_686

ST: 0\_000\_000\_000

ST: 0\_000\_000\_000 0\_000\_017\_687

ST: 0\_000\_000\_000 0\_000\_000\_255

Prop0 Cog6 ok

### and

\ and ( n1 n2 -- n1 ) \ bitwise and n1 n2

sc hex F0F0\_FFFF AAAA\_5555 cr st? cr and st? cr FF st? cr and st? decimal

2 items cleared

ST: F0F0\_FFFF AAAA\_5555

ST: A0A0\_5555

ST: A0A0\_5555 0000\_00FF

ST: 0000\_0055

Prop0 Cog6 ok

### andn

\ andn ( n1 n2 -- n1 ) \ bitwise and n1 invert n2

sc hex F0F0\_FFFF AAAA\_5555 cr st? cr andn st? cr FFFF st? cr andn st? decimal

1 items cleared

ST: F0F0\_FFFF AAAA\_5555

ST: 5050\_AAAA

ST: 5050\_AAAA 0000\_FFFF

ST: 5050\_0000

Prop0 Cog6 ok

### invert

\ invert ( n1 -- n2 ) bitwise invert n1

sc hex F0F0\_FFFF cr st? cr invert st? decimal

1 items cleared

ST: F0F0\_FFFF

ST: 0F0F\_0000

Prop0 Cog6 ok

### lshift

\ lshift (n1 n2 -- n3) \ n3 = n1 shifted left n2 bits

sc hex F000\_000F 1 cr st? cr lshift st? cr 3 st? cr lshift st? decimal

1 items cleared

ST: F000\_000F 0000\_0001

ST: E000\_001E

ST: E000\_001E 0000\_0003

ST: 0000\_00F0

Prop0 Cog6 ok

### rshift

\ rshift ( n1 n2 -- n3) \ n3 = n1 shifted right logically n2 bits

sc hex F000\_00F0 3 cr st? cr rshift st? cr 1 st? cr rshift st? decimal

1 items cleared

ST: F000\_00F0 0000\_0003

ST: 1E00\_001E

ST: 1E00\_001E 0000\_0001

ST: 0F00\_000F

Prop0 Cog6 ok

### or

\ or ( n1 n2 -- n1\_or\_n2 ) \ bitwise or

sc hex F000\_00F0 1\_0001 cr st? cr or st? cr 1\_0003 st? cr or st? decimal

1 items cleared

ST: F000\_00F0 0001\_0001

ST: F001\_00F1

ST: F001\_00F1 0001\_0003

ST: F001\_00F3

Prop0 Cog6 ok

### xor

\ xor ( n1 n2 -- n1\_xor\_n2 ) \ bitwise xor

sc hex F000\_00F0 1\_0001 cr st? cr xor st? cr 1\_0003 st? cr xor st? decimal

1 items cleared

ST: F000\_00F0 0001\_0001

ST: F001\_00F1

ST: F001\_00F1 0001\_0003

ST: F000\_00F2

Prop0 Cog6 ok

### >

\ > ( n1 n2 -- t/f ) \ flag is true if and only if n1 is greater than n2

sc 1 0 st? cr > . cr cr 1 1 st? cr > . cr cr 0 -1 st? cr > . cr cr

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_000

-1

ST: 0\_000\_000\_001 0\_000\_000\_001

0

ST: 0\_000\_000\_000 -0\_000\_000\_001

-1

Prop0 Cog6 ok

### =

\ = ( n1 n2 -- t/f ) \ compare top 2 32 bit stack values, true if they are equal

sc 1 0 st? cr = . cr cr 1 1 st? cr = . cr cr 0 -1 st? cr = . cr cr

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_000

0

ST: 0\_000\_000\_001 0\_000\_000\_001

-1

ST: 0\_000\_000\_000 -0\_000\_000\_001

0

Prop0 Cog6 ok

### <

\ < ( n1 n2 -- t/f ) \ flag is true if and only if n1 is less than n2

sc 1 0 st? cr < . cr cr 1 1 st? cr < . cr cr 0 1 st? cr < . cr cr

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_000

0

ST: 0\_000\_000\_001 0\_000\_000\_001

0

ST: 0\_000\_000\_000 0\_000\_000\_001

-1

Prop0 Cog6 ok

### <>

\ <> ( x1 x2 -- flag ) flag is true if and only if x1 is not bit-for-bit the same as x2.

sc 1 0 st? cr <> . cr cr 1 1 st? cr <> . cr cr 0 -1 st? cr <> . cr cr

0 items cleared

ST: 0\_000\_000\_001 0\_000\_000\_000

-1

ST: 0\_000\_000\_001 0\_000\_000\_001

0

ST: 0\_000\_000\_000 -0\_000\_000\_001

-1

Prop0 Cog6 ok

## Strings

In PropForth strings are stored as a series of bytes, where the first byte is the unsigned length of the string, and the bytes of the string immediately follow. String can be from 0 to 255 bytes long, and they consume 1 to 256 bytes of memory. To declare a string, c" string\_characters" is used. The c" is followed by a space which is not part of the string, and ends with " which is not part of the string. When a string is declared at the prompt, it is only valid until that line is finished executing, as it is in temp storage. When a string is declared in a word definition, the string will be written to the dictionary, and will be valid until reboot.

## Forth Words - Part 3

### .cstr

\ .cstr ( addr -- ) emit a counted string at addr

sc c" Hello world" cr st? cr .cstr cr st?

1 items cleared

ST: 0\_000\_002\_194

Hello world

ST:

Prop0 Cog6 ok

### ."

\ ." string\_chars" is the equivalent of c" string\_chars" .cstr in a definition

sc : helloworld c" Hello world" .cstr cr ." HELLO WORLD" cr ; cr helloworld

0 items cleared

Hello world

HELLO WORLD

Prop0 Cog6 ok

If we wish to embed non printable characters, or quotes in a string we can use ~nnn where nnn is a valid number 3 characters long. This will embed one character, with ascii value nnn in the string. Since the number is interpreted according to the current settings, is best use ~hxx where xx are 2 valid hex digits.

### String examples

\ String examples

c" ~h0D~h0DCR example - Hello~h0DWorld~h0D~h0D~h0D" .cstr

c" ~h0D~h0D TAB example - Hello~h09~h09~h09World~h0D~h0D" .cstr

c" ~h0D~h0D LF example - Hello~h0AWorld~h0D" .cstr

c" ~h0D~h0DCR example - Hello~h0DWorld~h0D~h0D~h0D" .cstr

CR example - Hello

World

Prop0 Cog6 ok

c" ~h0D~h0D TAB example - Hello~h09~h09~h09World~h0D~h0D" .cstr

TAB example - Hello World

Prop0 Cog6 ok

c" ~h0D~h0D LF example - Hello~h0AWorld~h0D" .cstr

LF example - Hello

World

Prop0 Cog6 ok

## Control Flow

These words are only valid while defining a word. They are not valid at the prompt.

### if then

If the value on top of the stack is any value other than 0, execute the words between if and then. If the value is zero, jump to the word after then.

### if else then

If the value on top of the stack is any value other than 0, execute the words between if and else. If the value is zero, execute the words between else and then.

### begin until

until will check the value on top of the stack. If it is 0, it will jump back to begin, otherwise it will continue with the word following until.

### do loop

hiboundary loboudary do xxx loop. This will increment from loboundary, and execute xxx until the value reaches hiboundary -1. Between the do and loop, the word i will put the current loop counter on the top of the stack.

## Forth Words - Part 4

### if then

\ if then

sc : test1 st? if ." executing if" then cr st? cr ; 0 test1 1 test1 -1 test1

0 items cleared

ST: 0\_000\_000\_000

ST:

ST: 0\_000\_000\_001

executing if

ST:

ST: -0\_000\_000\_001

executing if

ST:

Prop0 Cog6 ok

### if else then

\ if else then

sc : test2 st? if ." executing if" else ." executing else" then cr st? cr ; 0 test2 1 test2 -1 test2

0 items cleared

ST: 0\_000\_000\_000

executing else

ST:

ST: 0\_000\_000\_001

executing if

ST:

ST: -0\_000\_000\_001

executing if

ST:

Prop0 Cog6 ok

### begin until

\ begin until

sc : test3 begin st? 1 - dup 0 = st? until ; 3 test3

1 items cleared

ST: 0\_000\_000\_003

ST: 0\_000\_000\_002 0\_000\_000\_000

ST: 0\_000\_000\_002

ST: 0\_000\_000\_001 0\_000\_000\_000

ST: 0\_000\_000\_001

ST: 0\_000\_000\_000 -0\_000\_000\_001

### do loop

\ do loop

sc : test4 do i . loop cr st? ; 4 0 st? cr test4

2 items cleared

ST: 0\_000\_000\_004 0\_000\_000\_000

0 1 2 3

ST:

Prop0 Cog6 ok

## Talking to the other cogs

Up until this point we have been interacting with cog 6. What about the rest of the cogs?

When PropForth starts up, it starts a serial driver on cog 7, this is assumed to be connected to a terminal, or console. The console is connected to cog 6 on startup. We can easily connect other cogs to the console.

## Forth Words - Part 5

### >con

\ >con ( n1 -- ) disconnect the current cog, and connect the console to the cog n1

sc 6 st?

5 >con

sc 5 st?

6 >con

st?

5 >con

st?

6 >con

st?

**sc 6 st?**

**0 items cleared**

**ST: 0\_000\_000\_006**

**Prop0 Cog6 ok**

**5 >con**

**Prop0 Cog5 ok**

**sc 5 st?**

**0 items cleared**

**ST: 0\_000\_000\_005**

**Prop0 Cog5 ok**

**6 >con**

**Prop0 Cog6 ok**

**st?**

**ST: 0\_000\_000\_006**

**Prop0 Cog6 ok**

**5 >con**

**Prop0 Cog5 ok**

**st?**

**ST: 0\_000\_000\_005**

**Prop0 Cog5 ok**

**6 >con**

**Prop0 Cog6 ok**

**st?**

**ST: 0\_000\_000\_006**

**Prop0 Cog6 ok**

When we are connected to cog 6, and we type in 5 >con(ENTER), we connect the console to the cog 5. Because input to a cog has a buffer of one character, if we type quickly enough the first character following may be sent to the currently connected cog. So we make sure to type 2 additional enters. The first additional enter will be consumed by cog 6, and the second by cog 5. Realistically, if you are typing, this will not be an issue, but if you paste in text, or are sending it programmatically, this can occur.

### cogx

\ cogx ( cstr n -- ) execute cstr on cog n

sc c" 111 222 333" 0 cogx st?

0 >con

st?

6 >con

st?

0 items cleared

ST:

Prop0 Cog6 ok

0 >con

Prop0 Cog0 ok

st?

ST: 0\_000\_000\_111 0\_000\_000\_222 0\_000\_000\_333

Prop0 Cog0 ok

Prop0 Cog0 ok

6 >con

Prop0 Cog6 ok

st?

ST:

Prop0 Cog6 ok

We can use another cog by sending it a command. If we know the cog is waiting at the command prompt, cogx will send it the command string. This is useful for starting up programs, and monitoring status.

### cogreset

\ cogreset ( n1 -- ) reset the forth cog

0 cogreset

Prop0 Cog6 ok

CON:Prop0 Cog0 RESET - last status: 0 ok

When we do not know the status of a cog, or we have set a word running on a cog, and we want it to stop, cogreset is how we do it.

### Underflow error

\ underflow error example

c" sc + + +" 0 cogx

Prop0 Cog6 ok

CON:Prop0 Cog0 RESET - last status: 3 MAIN STACK UNDERFLOW

If we make a mistake, the cog will write an error to the console. If other cogs are trying write to the console at the same time, the messages may get a little garbled, the price of concurrency. In this example we send cog 0 a command which will cause an error, and we dump our stack 3 times, note how the error message can get interleaved with our output.

\ underflow error example 2

1 2 3 4 5 6 c" sc + + +" 0 cogx st? st? st?

1 2 3 4 5 6 c" sc + + +" 0 cogx st? st? st?

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003

CON:Prop0 Cog0 RESET - l0\_000\_000\_004 st status: 3 MAIN STACK UNDERFLOW

0\_000\_000\_005 0\_000\_000\_006

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 0\_000\_000\_005 0\_000\_000\_006

ST: 0\_000\_000\_001 0\_000\_000\_002 0\_000\_000\_003 0\_000\_000\_004 0\_000\_000\_005 0\_000\_000\_006

Prop0 Cog6 ok

Prop0 Cog6 ok

### .const?

\ .const? ( -- ) prints out the stack to the console

c" sc 111 222 333 .const?" 0 cogx

Prop0 Cog6 ok

ST: 0\_000\_000\_111 0\_000\_000\_222 0\_000\_000\_333

If a cog does not have the console connected, the output of st? is discarded. We can use .const?, which behaves like st? but send the output to the console. This allows us to see the stack on another cog.

# PropForth pin IO

One of the most common tasks on a microcontroller is input from pins, and output to pins. PropForth makes this easy.

The examples we will be using, do not require any special hardware as we will be using the capabilities of the propeller to write pins from one cog, and read them with another.

Before we move on to examples, we will have to introduce a few more words.

## Forth Words - Part 5

### space

\ space ( -- ) emits a space

sc c" hello" .cstr space c" world" .cstr cr

0 items cleared

hello world

Prop0 Cog6 ok

### delms

\ delms ( n1 -- ) delay n1 milli-seconds for 80Mhz h68DB max

sc 2000 delms st?

0 items cleared

ST:

Prop0 Cog6 ok

### pinin

\ pinin ( n1 -- ) set pin # n1 to an input

sc 0 st? cr pinin st?

0 items cleared

ST: 0\_000\_000\_000

ST:

Prop0 Cog6 ok

### pinout

\ pinout ( n1 -- ) set pin # n1 to an output

sc 0 st? cr pinout st?

0 items cleared

ST: 0\_000\_000\_000

ST:

Prop0 Cog6 ok

### pinlo

\ pinlo ( n1 -- ) set pin # n1 to lo

sc 0 st? cr pinlo st?

0 items cleared

ST: 0\_000\_000\_000

ST:

Prop0 Cog6 ok

### pinhi

\ pinhi ( n1 -- ) set pin # n1 to hi

sc 0 st? cr pinhi st?

0 items cleared

ST: 0\_000\_000\_000

ST:

Prop0 Cog6 ok

### px

\ px ( t/f n1 -- ) set pin # n1 to high when true or low when false

sc 0 0 st? cr px st? -1 0 st? cr px st?

0 items cleared

ST: 0\_000\_000\_000 0\_000\_000\_000

ST:

ST: -0\_000\_000\_001 0\_000\_000\_000

ST:

Prop0 Cog6 ok

### px?

\ px? ( n1 -- t/f) true if pin n1 is hi

sc 0 st? cr px? st? 31 st? cr px? st?

0 items cleared

ST: 0\_000\_000\_000

ST: 0\_000\_000\_000

ST: 0\_000\_000\_000 0\_000\_000\_031

ST: 0\_000\_000\_000 -0\_000\_000\_001

Prop0 Cog6 ok

### pins?

\ pins ( -- ) samples the current status of all the io pins and prints them to the terminal

: pins?

." 00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31" cr

32 0 do i pinin i px? if ." HI " else ." LO " then loop cr

;

pins?

: pins?

." 00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31" cr

32 0 do i pinin i px? if ." HI " else ." LO " then loop cr

;

Prop0 Cog6 ok

pins?

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

Now having defined pins? We can start turning pins on and off and look at them.

### IO example 1

\ IO example 1

c" 0 pinout 0 pinlo" 0 cogx cr cr

pins? cr cr

c" 0 pinhi" 0 cogx cr cr

pins? cr cr

c" 0 pinin" 0 cogx cr cr

pins? cr cr

100 delms pins? cr cr

c" 0 pinout 0 pinlo" 0 cogx cr cr

Prop0 Cog6 ok

pins? cr cr

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

c" 0 pinhi" 0 cogx cr cr

Prop0 Cog6 ok

pins? cr cr

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

HI LO LO LO LO LO LO LO LO HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

c" 0 pinin" 0 cogx cr cr

Prop0 Cog6 ok

pins? cr cr

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

HI LO LO LO LO LO LO LO LO HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

100 delms pins? cr cr

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

We are only interested in pin 00 at this point. On this system pin 00 has nothing connected to it, so when we make it an input, it may be hi or lo. Generally after a period of time the pin will read lo. It is not a good idea to rely on this, but it is good to be aware.

### IO example 2

\ IO example 2

: toggle

0 pinout

begin

0 pinlo

500 delms

0 pinhi

500 delms

0

until

;

0 cogreset c" toggle" 0 cogx

pins? cr 200 delms pins? cr 200 delms pins? cr 200 delms pins? cr 200 delms pins? cr

: toggle

0 pinout

begin

0 pinlo

500 delms

0 pinhi

500 delms

0

until

;

Prop0 Cog6 ok

0 cogreset c" toggle" 0 cogx

CON:Prop0 Cog0 RESET - last status: 0 ok

Prop0 Cog6 ok

pins? cr 200 delms pins? cr 200 delms pins? cr 200 delms pins? cr 200 delms pins? cr

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

LO LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

HI LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

00 01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31

HI LO LO LO LO LO LO LO LO HI HI LO HI HI HI LO LO LO LO LO LO LO LO LO LO LO LO LO HI HI HI HI

Prop0 Cog6 ok

We set one cog modifying a signal with a cycle of one second, and we set another cog looking at the signal 5 times a second. If the signal is changing more often than we are looking at it, it is pretty obvious we are going to miss some changes. This an important concept when sampling signals, we need to look at the signal at least twice as rapidly as it is changing (search the web for Nyquist and sampling for details). If we need to see the signal edges in relation to other signals, we will need to sample more rapidly. To start looking at this in more detail, we will need to cover LogicAnalyzer. This is a PropForth tool that looks at the pins and displays them graphically.

# LogicAnalyzer

When we need to look at changing io pins, and understand what they are doing, Logic Analyzer that looks at the pins a user determined intervals, and store the results. It can only understand if a pin is hi or lo, if it is left as a floating input, it may appear as either, or as changing. When Logic Analyzer samples, it either uses cog memory for fast sampling or free dictionary memory for slower sampling.

Logic Analyzer has 2 flavors, a console mode, invoked by the word lac, and words which you can call directly from the command line or other words. We will cover the console mode.

To use Logic Analyzer and be able to correctly interpret what you are seeing there are a few concepts to cover.

The first is triggering, when does it start sampling. It can start sampling on the rising edge of a pin, then falling edge of a pin, or it can ignore the trigger, and sample as soon as it is ready (trigger NONE). For lac, if a pin it not changing rapidly enough, a few times a second, lac will not be able to determine the frequency of the trigger. In this case it will ignore the trigger setting and sample when it is ready.

Sample Interval is the next important item. This is what defines how often lac looks at the pins. Look too slowly, and you will miss something, look too quickly and you may not get the big picture. We will see examples of both.

The user interface of lac uses single keys to change values and start sampling. It requires an ANSI terminal, as it running in full screen. A previous version of lac had a much more elaborate interface, but it consumed too much memory, and thus did not have adequate space for the samples.

## Loading lac

In the download of PropForth, in the directory CurrentRelease\Extensions, open the file lac.f and paste the contents in the terminal.

If you wish to have lac always available, type in saveforth, this will save the running image to eeprom, and lac wil be available after rebooting.

## Running lac

lac

Trigger Pin -q +Q: 0

Trigger Edge -w +W SPACE: \_\_--

Trigger Frequency eE :

Sample Interval -asdfg +ASDFG: 500.0 nS 40 clock cycles

Sample <ENTER>

Quit <ESC>

Sample Display -zxcv +ZXCV : clock cycles of 128

Starting from the top, the trigger pin is currently pin 0. Q will decrement this number and Q will increment this number. When this pin changes, depending on other settings is when we will start sampling.

The trigger edge indicates we are looking for a low to high transition on this pin, w, W and space will set this setting to --\_\_ or --\_\_ or NONE. When we set this to NONE, there are no specific criteria for when we start sampling.

The trigger Frequency is set when the trigger pin changes, or e or E is hit. lac will look at the trigger pin for about 250 msec to try to calculate the trigger frequency. If E is hit, it will look at the pin for a about a second to calculate the trigger frequency. If the pin is changing slower than once per second, lac may not detect the frequency. If lac does not detect the frequency, it will behave like trigger is set to NONE. This is to prevent it from waiting forever for a change which will not happen.

Sample interval is the next field. This defines how often we are going to look at the pins. lac will run in a few different modes depending on what this value. The most important item to note is that if you set it to sample at every clock cycle, it will reset cogs 2-5 and use them to do the sampling. (This parameter can be set to any 4 sequential cogs). In all other cases only the current cog is used. All the pins on the cogs used by current cog (or 2-5) are set to be inputs. This may seem obvious, but if you set a pin to output, and set it high, and then run lac, lac will change that pin to an input to sample it. The sampling interval is changed by the keys a-g and A-G. Lower case decrements the interval and upper case increments it. a and A change it by one cycle, and g-G by 10,000 cycles, with the keys in between changing it by 10, 100, and 1000.

If you want to exit lac, hit ESC. To have lac sample and display hit ENTER.

Sample Display tells which samples of the total sample you are looking at. To scroll the sample display use zxcv ZXCV.

Now for an example, we are going to define a simple program which increment pins. Enter / paste in the following and hit enter to get lac to sample.

\ pinIncrementer( n1 ) increment 8 pins starting at pin n1

: pinIncrement

hFF over lshift dira COG!

0 begin

1+ 2dup swap lshift outa COG!

0 until

;

c" 0 pinIncrement" 0 cogx

lac
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Change the Trigger Pin to pin 7, the Trigger Edge to --\_\_and set the sample to 1000 clock cycles, and resample. Now we get a much better picture of what is going on.
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Now if we hit C twice, we can look at the signals further along. This gives us a fair bit of detail, and still see a large enough picture.

![](data:image/png;base64,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)

Note that when you scroll the Sample Display, it will stay there when you resample.

Remember that lac is just looking at the pins every sample interval as specified, and then allowing us to look at them graphically. If we sample too fast or slow, we will not have a good picture of what is happening. Try to get a few samples at different rates to understand how this can affect thing.

Sampling too slow can really give us a bad picture, which can be very misleading. Here is the same signal sampled every 20,000 cycles. It look like pin 0 is changing at the same rate as pin 6. We are sampling way too slow, and we happen to be sampling at a frequency that makes pin 0 look ok, but is really very wrong. This undersampling can lead to bad information.
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Undersampling is one of the most common errors leading to bad information, remember to sample and look at the signal at multiple sample rates.

# PropForth Input/Output

## Overview

A PropForth cog by default has a single character IO channel. This channel consists of a character input channel and a character output channel. The input channel is where input is received and interpreted by PropForth, and the output channel is where the interpreter echoes characters, and sends any output. This IO channel is a synchronous channel. When a cog’s output channel is not connected, the output is thrown away.

In normal operation a cog’s output channel is connected to another cog’s input channel. This is a synchronous operation. A cog will output only as fast as the connected cog will receive characters.

When PropForth starts, cog 7 is repurposed as a serial cog. Cog 7’s IO channel is buffered and received/sent to the serial driver pins. The serial driver has a circular receive buffer of 128 bytes, and a circular transmit buffer of 64 bytes. When a character is received on the serial line, it is put in the next free position in the receive buffer. If the receive buffer is full, it wraps around and starts overwriting the buffer. If the output channel is not connected, the serial driver throws away the characters received. However, if it is connected, it will synchronously send the next available character to the connected cog.

Normal startup is to connect the serial driver to cog 6. The cog? word is one way to see this.

cog?

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 6(0)->7(0)

Cog:7 #io chan:1 SERIAL 7(0)->6(0)

Prop0 Cog6 ok

This word looks at each cog, and prints out how many IO channels the cog has, a string of what the cog is running, and its IO connections. Most times a cog will have only one IO channel. The exception is a cog running an IP server, or MCS (Multi Channel Synchronous) communications. If we look at cog 7, it tells us that 7(0) (cog 7 channel 0) -> (is connected to) 6(0) (cog 6 channel 0). This means serial driver is sending the characters it receives to cog 6. Conversely, cog 6 is sending its output to cog 7’s input, which the serial driver buffers and transmits.

5 >con

cog?

4 >con

cog?

6 >con

cog?

5 >con

Prop0 Cog5 ok

Prop0 Cog5 ok

Prop0 Cog5 ok

cog?

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 5(0)->7(0)

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:7 #io chan:1 SERIAL 7(0)->5(0)

Prop0 Cog5 ok

4 >con

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 4(0)->7(0)

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:7 #io chan:1 SERIAL 7(0)->4(0)

Prop0 Cog4 ok

6 >con

Prop0 Cog6 ok

cog?

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 6(0)->7(0)

Cog:7 #io chan:1 SERIAL 7(0)->6(0)

Prop0 Cog6 ok

Recall >con from the getting started section, all it is doing is disconnecting and connection IO channels. This is a very straightforward case. There are more complex uses which involve linking cogs. The most common one is fl .

fl

\ a gratuitous comment

cogid st? drop

{

A comment block

}

cog?

fl

Prop0 Cog5 ok

cogid st? drop

ST: 0\_000\_000\_005

Prop0 Cog5 ok

Prop0 Cog5 ok

cog?

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 5(0)->7(0)

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 6(0)->5(0)

Cog:7 #io chan:1 SERIAL 7(0)->6(0)

Prop0 Cog5 ok

Prop0 Cog6 ok

fl takes the input it is receiving, strips out comments, and comment blocks, strips leading whitespace, buffers it, and simultaneously send it to another cog to process. This allows PropForth to accept input faster than it can interpret or compile it. So in this case we see cog 5 is now linked between cog 6 and cog 7. Cog 7 is the serial driver, sends the characters received to cog 6 who strips out comments, does buffering, and send the characters to cog 5, who does the actual processing of the input, and send it’s output to cog 7, who buffers and transmits over the serial line.

\ toupperdemo ( -- ) receive a character and echoes the upper case character

: toupperdemo

begin

key

dup h\_61 h\_7A between

if

h\_20 -

then

emit

0

until

;

3 cogreset c" toupperdemo" 3 cogx cogid 3 iolink

cog?

: toupperdemo

begin

key

dup h\_61 h\_7A between

if

h\_20 -

then

emit

0

until

;

Prop0 Cog6 ok

Prop0 Cog6 ok

3 cogreset c" toupperdemo" 3 cogx cogid 3 iolink

CON:Prop0 Cog3 RESET - last status: 0 ok

PROP0 COG6 OK

COG?

COG:0 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1

COG:1 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1

COG:2 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1

COG:3 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1 3(0)->7(0)

COG:4 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1

COG:5 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1

COG:6 #IO CHAN:1 PROPFORTH V5.0 2012JAN09 14:30 1 6(0)->3(0)

COG:7 #IO CHAN:1 SERIAL 7(0)->6(0)

PROP0 COG6 OK

Cog 3 is converting the output of cog 6 to upper case, and then forwarding it to the serial driver. Cog 6 still receive the characters as lower case and processes them as such, but when it echoes the characters or generates any output, cog 3 turns them to uppercase.

cogid iounlink 3 cogreset 100 delms cog?

COGID IOUNLINK 3 COGRESET 100 DELMS COG?

CON:Prop0 Cog3 RESET - last status: 0 ok

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 6(0)->7(0)

Cog:7 #io chan:1 SERIAL 7(0)->6(0)

Prop0 Cog6 ok

And back to normal.

## Technical details

Each cog has 224 bytes of main memory which hold a number of variables. This cog data area has the beginning the IO channel which PropForth uses for input and output. The IO channel is 2 words, the first word is the input character to PropForth. The second word is a pointer to an input channel, or zero if the channel is not connected.

### Input Word

When another cog wants to send input to another cogs, it waits until the value of that cog’s input word is h\_0100. It then writes a word with the value h\_00xx where xx is the character value. The receiving cog waits until the h\_0100 anded with the input word is zero, and it then accepts the character. When it is ready to accept another character, it write h\_0100 to the word. This is how all the PropForth IO words read a character.

\ io ( -- addr ) the address of the io channel for the cog

sc io st?

0 items cleared

ST: 0\_000\_002\_184

Prop0 Cog6 ok

Obviously this will return a different value for each cog, if we need another cog’s IO channel / data area:

\ cogio ( n -- addr) the address of the data area for cog n

sc 0 cogio 1 cogio 2 cogio st?

0 items cleared

ST: 0\_000\_000\_840 0\_000\_001\_064 0\_000\_001\_288

Prop0 Cog6 ok

\ input demo, send the key 5 to cog 0

sc 0 cogreset 10 delms hex 0 cogio W@ st? drop h\_35 0 cogio W! 0 cogio W@ st? decimal

0 items cleared

CON:Prop0 Cog0 RESET - last status: 0 ok

ST: 0000\_0100

ST: 0000\_0100

Prop0 Cog6 ok

Cog 0 is waiting for input, when we write a character, cog 0 accept it, and writes h\_0100 back. The io routines in PropForth and optimized in assembler, so the time it takes cog 0 to accept the word, and be ready for another word is very short. So we will make cog 0 busy.

\ input demo, send the key 5 to cog 0, after we make it busy

sc 0 cogreset 10 delms hex

: busy begin 0 until ;

c" busy" 0 cogx

0 cogio W@ st? drop h\_35 0 cogio W! 0 cogio W@ st?

decimal

0 items cleared

CON:Prop0 Cog0 RESET - last status: 0 ok

Prop0 Cog6 ok

: busy begin 0 until ;

Prop0 Cog6 ok

c" busy" 0 cogx

Prop0 Cog6 ok

0 cogio W@ st? drop h\_35 0 cogio W! 0 cogio W@ st?

ST: 0000\_0100

ST: 0000\_0035

Prop0 Cog6 ok

decimal

Prop0 Cog6 ok

After we write the character we can see cog 0 has not yet accepted it, and will not since we made it busy.

### Output Pointer

The second word of the IO channel is a pointer. If the pointer is zero, all the output to the IO channel is discarded. This prevents a cog from blocking. When a cog is connected, it will point to the input word of the channel.

\ cog ouput pointer example

sc cog? 5 cogio 2+ W@ 6 cogio 2+ W@ 7 cogio st?

0 items cleared

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 6(0)->7(0)

Cog:7 #io chan:1 SERIAL 7(0)->6(0)

ST: 0\_000\_000\_000 0\_000\_002\_408 0\_000\_002\_408

Prop0 Cog6 ok

We can see that the output pointer of cog 5 is zero, not connected. The output pointer of cog 6 points to the input word of cog7, which is the serial driver.

5 >con

sc cog? 5 cogio 2+ W@ 6 cogio 2+ W@ 7 cogio st?

6 >con

5 >con

Prop0 Cog5 ok

sc cog? 5 cogio 2+ W@ 6 cogio 2+ W@ 7 cogio st?

0 items cleared

Cog:0 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:1 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:2 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:3 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:4 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:5 #io chan:1 PropForth v5.0 2012JAN09 14:30 1 5(0)->7(0)

Cog:6 #io chan:1 PropForth v5.0 2012JAN09 14:30 1

Cog:7 #io chan:1 SERIAL 7(0)->5(0)

ST: 0\_000\_002\_408 0\_000\_000\_000 0\_000\_002\_408

Prop0 Cog5 ok

6 >con

Prop0 Cog6 ok

Now see that the output pointer of cog 5 points to the input word of cog7, which is the serial driver. And the output pointer of cog 6 is zero.

### Advanced topics

Each PropForth cog has a single IO channel. A serial driver running on a cog has one IO channel as well. This is channel zero, and in most cases the only channel. There are cases where a cog is running a driver that has more than one channel. Two examples of this are the MCS driver, and the IP server.

#### MCS (Multi Channel Synchronous) Driver

MCS is a driver that uses 2 pins to provide 8 full duplex IO channels to another propeller running MCS. In this case the cog running MCS has an array of 8 IO channels, starting where the normal IO channel resides. This means that when we want to address an MCS channel, we need to specify the cog running MCS, and which channel we wish to address. The native PropForth words which require both the cog and the channel to be specified (ioconn) (iodis) (iolink) (iounlink). The words ioconn, iodis, iolink, iounlink calls these words with a channel number of zero.

For further details see the MCS documentation.

#### IP Server

The IP server interfaces to the WIZNET W5100 to provide 4 Internet Protocol channels. Like any channel, these can connect to cogs and provide IO. In the case when all the channels are started as telnet channels, each channel can connect to a cog. This allows talking to 4 cogs at the same time with 4 telnet sessions. Very handy for some applications.

For further details see the IP documentation.

# PropForth Assembler

The propeller has a unique architecture and PropForth was written to match the architecture. Using assembler on the propeller is not the same as using assembler on a more conventional architecture, and it is very different than a CISC architecture like what you find in your PC. Firstly each cog has 496 registers that are accessible only to that cog for instructions and data. Each cog can rely on the fact that only it can modify those registers, short of the cog being reset externally. In addition, each cog will never be interrupted, it will continually execute and it can decide when to access main memory or not. This can give each cog a high degree of isolation from the other cogs.

PropForth is an easy way to explore the propeller assembler, short words can be defined, and executed and the results can be easily integrated into normal PropForth words, or they can be used interactively via the console. While this does not change the complexity of assembler code, it does provide an easy interface to that code.

One of the changes in PropForth v5.0 was the way in which assembler words are defined and used. An assembler word is defined, and can be invoked just like any other forth word. The assembler code is automatically paged in to cog memory and executed. This allowed the definition of many more assembler words, without using more cog memory.

The result was many more words defined as assembler words, and the overall kernel speed was greatly improved, and total cog memory usage went down.

To understand how to use assembler words, it is necessary to understand how they fit into the kernel.

## Kernels and Assembler Words

PropForth starts life as PropForthStartKernel. This kernel has no assembler words defined, has all the symbols defined, is slow to interpret or compile anything, has error detection, and no error reporting. The cog memory usage is small. It uses a total of 274 cog longs, and 13,594 main memory bytes. The cog memory usage includes:

* 32 longs for the main stack
* 32 longs for the return stack
* 6 longs for temporary registers tregone - tregsix
* 5 longs for constants, fDestInc, fCondMask, fMask, fAddrMask, fLongMask
* 1 long for the a register used for reset, resetDreg
* 1 long used for the interpreter instruction pointer, IP
* 1 long for the stack pointer, stPtr
* 1 long for the return stack pointer, rsPtr
* 1 long for the top of stack value, stTOS
* 194 longs for the forth interpreter

This leaves a total of 222 cog longs free (512 -16 (special purpose regs) - 274 (PropForth regs). The only use for this kernel is to build other kernels. The first useful kernel, is PropForthBootKernel. This kernel removes the symbols which are necessary for rebuilding the start kernel, but are used infrequently. They can be dynamically defined as needed. The PropForthBootKernel uses 274 cog longs and 12646 main memory bytes. This kernel is still slow to interpret or compile code, but is fully functional. It is used as the base for PropForthOptimizeBootKernel. We start with PropForthBootKernel, and define a number of assembler words which will greatly speed up the kernel. Words like \_accept, which reads an input line from the console, \_dictsearch, which searches the dictionary, and a number of other words.

All the words are assembled to load at cog address 274, the initial value of the wvariable coghere which the first free long in cog memory.

When a word is assembled, the first long in the assembler definition is constructed as follows:

* Bits 31 - 19 (14 bits) - correspond to the 14 hi bits in main memory where the assembler word is defined, since it is always long aligned the 2 low bits will always be 0
* Bits 18 - 9 (9 bits) - the number of longs in this assembler words
* Bits 8 - 0 (9 bits) - the starting cog address of this assembler word

When the PropForth interpreter encounters an assembler word, it checks the first word of the definition against the starting cog address of the assembler word, if it matches, the assembler code for this word is already loaded, and the assembler code is executed. If it does not match, it loads the code from main memory, and then executes the assembler code. This simple mechanism allows PropForth to page in and cache assembler words into cog memory.

The kernel build process, looks at all the assembler words to and generates a word, init\_coghere, which defines the new free cog starting address. This means the area between cog address 274, and 320 is used as the area where the kernel loads assembler words . This leaves room for the largest assembler word defined in the boot optimization process (\_accept).

The new kernel, PropForthOptimizeBootKernel incorporates the assembler optimizations. This kernel uses 320 cog longs and 13,262 byte of main memory. If is fast to interpret and compile, but does not have any error reporting. This is added and the release kernel(s) are generated. The release kernels do not consume more cog memory but they do consume more main memory. The starting address for the area where the assembler words are paged is defined by the constant build\_BootOpt. The end of the page area is defined by the initial value of the wvariable coghere, which is 320.

Any assembler word which is to be paged in and out of this portion of cog memory, must then be defined to start at the address build\_bootOpt, and be less than 46 longs. If the assembler word never returns, like \_serial, which starts a serial driver on the cog, it can be longer than 46 longs, as nothing else will ever have the opportunity to be paged in.

If nothing else is using the cog memory, and the page area is overflowed, this will be a bug that doesn’t show up, until something uses the free cog memory, like the sd card forth code.

So the rules for assembler words; the start address if defined by build\_BootOpt, and the end address must be before the initial value of coghere. If these rules are followed, there is no danger of a problem.

LogicAnalyzer breaks these rules, the faster sampling routines (sampling faster than every 41 cycles) uses the cog memory to store samples, so if you use LogicAnalyzer on the same cogs as the sd card driver, there will be strange effects. The original LogicAnalyzer was written before these rules were established. All of the other optimizations in the sd card driver or the ipserver follow the rules with no problems.

Some programmers may quickly deduce that this mechanism can allow for multiple page areas in each cog. This capability can allow for multiple cache sets in each cogs memory. This capability has not yet been explored by the PropForth kernel.

## Writing Assembler Words

The interactive nature of PropForth guides us when to use assembler. Generally the development cycle it to write forth words, verify the development functionality, and then rewrite some of the forth words in assembler to get the performance we need or want, and then of course re-verify the functionality. This has been the development cycle for the kernel and extensions.

To illustrate how to use the assembler we will generate some simple artificial examples, which illustrate the concepts. To use the assembler, load asm.f from the CurrentRelease/Extensions directory, and if you like do a saveforth.

A PropForth assembler word is always in the form:

build\_BootOpt :rasm

jexit

;asm noop

lockdict create noop forthentry

$C\_a\_lxasm w, h114 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z1SV01X l,

freedict

Prop0 Cog6 ok

In the input, build\_BootOpt is the constant which defines the starting address to load this word, :rasm starts the assembler definition, jexit is an assembler macro (more on macros later) which returns control to the PropForth interpreter, and ;asm noop ends the definition and names the word noop .

The assembler does not define the word, it emits the definition which is used to define the word. The first line locks the dictionary and defines the dictionary entry, adds the forth interpreter code for assembler definitions, and generates the first long of the assembler definition. Recall, the first long defines the address in main memory where the definition resides, the starting address in cog memory, and the number of longs in the definition.

Then follow the longs which are the assembler code. These are output as base 64 numbers, this is the most compact representation. If you really want to see hex change the line:

h7A emit base W@ h40 base W! swap u. base W!

to:

h68 emit base W@ h10 base W! swap u. base W!

in asm.f

And the last line frees the dictionary. Since multiple cogs can update the dictionary, the definition must start and end with no other cogs able to update the dictionary. This is accomplished by lockdict / freedict.

Now we can take the assembler definition and paste it into the console, and run the word.

lockdict create noop forthentry

$C\_a\_lxasm w, h114 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z1SV01X l,

freedict

lockdict create noop forthentry

Prop0 Cog6 ok

$C\_a\_lxasm w, h114 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

Prop0 Cog6 ok

z1SV01X l,

Prop0 Cog6 ok

freedict

Prop0 Cog6 ok

noop

Prop0 Cog6 ok

Not a functionally exciting example, but we have generates an assembler word which can be automatically paged in and out as needed.

The assembler generates a definition which we can load, without having the assembler present. This is great, but it will get a little tedious to have to

## The Stack in Detail

To write useful assembler words, we need to understand the stack and how to manipulate it with assembler. In the execution of an assembler word, there are six temporary registers available for use. The contents of these registers is undefined every time the word is called. Some of these registers are commoly used in stack manipulations, and they are referred to as $C\_treg1 - $C\_treg6 .

The $C\_ prefix indicated this refers to an address in cog memory, and the forth kernel rebuild procedure updates these as necessary when kernels are rebuilt.

The value on the top of the stack is held in a register called $C\_stTOS . The first example we will generate is a very simple operation which changes the value on the top of the stack.

build\_BootOpt :rasm

add $C\_stTOS , # d\_256

jexit

;asm add256

lockdict create add256 forthentry

$C\_a\_lxasm w, h115 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z20yPS0 l, z1SV01X l,

freedict

Prop0 Cog6 ok

All assembler mnemonics are lower case and are delimited by spaces, the next field is the destination register also delimited by spaces, and the next field is the source register, also delimited by spaces. The # indicates the following value is an immediate value, as opposed to the register location. Immediate values in assembler instructions are numbers between 0 and 511 inclusively. Any numbers used in an assembler definition should explicitly define the base as decimal, hex, binary or base64.

Now we define the example:

lockdict create add256 forthentry

$C\_a\_lxasm w, h115 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z20yPS0 l, z1SV01X l,

freedict

lockdict create add256 forthentry

Prop0 Cog6 ok

$C\_a\_lxasm w, h115 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

Prop0 Cog6 ok

z20yPS0 l, z1SV01X l,

Prop0 Cog6 ok

freedict

Prop0 Cog6 ok

And run some tests:

sc 0 st? add256 st? add256 st? -100 add256 st?

0 items cleared

ST: 0\_000\_000\_000

ST: 0\_000\_000\_256

ST: 0\_000\_000\_512

ST: 0\_000\_000\_512 0\_000\_000\_156

Prop0 Cog6 ok

Now we will deal with multiple items on the stack, but first the assembler macros. Assembler macros are defined in asm.f, and there are a few defined which are used repeatedly, we have already used one, which is jexit. Macros are just shorthand for an assembler instruction with specific source and destination.

* **jexit** - **jmp $C\_a\_exit** - jumps to the PropForth interpreter assembler code which is executed when an assembler word in finished execution
* **spush** - **jmpret $C\_a\_stpush\_ret , $C\_a\_stpush** - calls a subroutine which pushes the register $C\_a\_stTOS onto the stack, after which $C\_a\_stTOS must be set to a new value. This subroutine will cause a reset error if the stack is overflowed.
* **spopt** - **jmpret $C\_a\_stpoptreg\_ret , $C\_a\_stpoptreg** - moves the register $C\_a\_stTOS into $C\_a\_treg1, and pops on item off the stack into $C\_a\_stTOS. This subroutine will cause a reset error if the stack is underflowed.
* **rpush** - **jmpret    $C\_a\_rspush\_ret , $C\_a\_rspush** - pushes the value in $C\_treg5 onto the return stack. This subroutine will cause a reset error if the return stack is overflowed.
* **rspop** - **jmpret    $C\_a\_rspop\_ret , $C\_a\_rspop** - pops  a  value from the return stack into $C\_treg5. This subroutine will cause a reset error if the return stack is underflowed.

Normally the spush, spop, spopt, and jexit are the only macros used. The return stack is where the interpreter stores the addresses of the words it needs to execute when the current word is done. If they are tampered with, havoc will result. It is useful to be able to put things on the return stack, and remove them, but care should be taken, just as when using the forth r> and >r words. Now we will define an example that uses the top two stack items.

\ cmpsubtest ( n1 n2 - n3) if n1 is greater than or equal to n2, n3 = n1 - n2, otherwise n3 = n1

build\_BootOpt :rasm

    spopt

    cmpsub    $C\_stTOS , $C\_treg1 wr

    jexit

;asm cmpsubtest

lockdict create cmpsubtest forthentry

$C\_a\_lxasm w, h116  h113  1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z1SyLIZ l, z3WiPRC l, z1SV01X l,

freedict

Prop0 Cog6 ok

The first instruction, spopt, pops a value off the stack (n2), and puts it in $C\_treg1. The value in $C\_a\_stTOS is now n1. The assembler instruction, cmpsub, subtracts the source value from the destination value if the source is greater than or equal to the destination. Note the use of wr, to explicitly write the result. When the assembler was first written, the reference used was the Propeller Manual version 1.01. In that reference the cmpsub instruction did not write the result by default.

The assembler supports, wr, nr, wz, and wc as instruction postfix operators.

To prevent the result from being written in the destination register, use nr, to write the result in the destination register, use wr, to write the z-flag ,use wz, and to write the c-flag, use wc.

Now we define the example:

lockdict create cmpsubtest forthentry

$C\_a\_lxasm w, h116  h113  1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z1SyLIZ l, z3WiPRC l, z1SV01X l,

freedict

lockdict create cmpsubtest forthentry

Prop0 Cog6 ok

$C\_a\_lxasm w, h116  h113  1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

Prop0 Cog6 ok

z1SyLIZ l, z3WiPRC l, z1SV01X l,

Prop0 Cog6 ok

freedict

Prop0 Cog6 ok

And run some tests:

sc 10 9 cmpsubtest st? 10 11 cmpsubtest st?

0 items cleared

ST: 0\_000\_000\_001

ST: 0\_000\_000\_001 0\_000\_000\_010

Prop0 Cog6 ok

One more stack example,

\ hibitset? ( n1 - n1 n2) n2 is the highest bit set in n1, -1 if there are not bits set

fl

build\_BootOpt :rasm

\

\ $C\_treg3 is a loop counter

\ $C\_treg2 is the return value, which we initialize to -1

\ $C\_treg1 is a mask with one bit on, to test n1

\

mov    $C\_treg3 , # d32

mov    $C\_treg1 , \_\_valhi

mov    $C\_treg2 , \_\_minusone

\_\_loop

\

\ if the bit is NOT on in n1, the z-flag will be true (1)

\

        test    $C\_stTOS , $C\_treg1 wz

\

\ if the zflag was NOT set, it means we have a 1 bit in n1

\ set the return value to the loop counter - 1

\

if\_nz   mov     $C\_treg2 , $C\_treg3

if\_nz   sub     $C\_treg2 , # 1

\

\ if the zflag was set, it means we have a 0 bit in n1

\ shift the mask register right, and loop

\

if\_z    shr     $C\_treg1 , # 1

if\_z    djnz    $C\_treg3 , # \_\_loop

\

\ push n1 down on the stack

\

spush

\

\ and set the new top of stack to the return value

\

mov    $C\_stTOS , $C\_treg2

jexit

\

\ the variables which we will use

\

\_\_valhi

h\_8000\_0000

\_\_minusone

-1

;asm hibitset?

lockdict create hibitset? forthentry

$C\_a\_lxasm w, h120 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z2WyPjW l, z2WiP[U l, z2WiPfV l, z1YFPRC l, z2W\PeE l, z24oPb1 l, zbtPW1 l, z3[tPnM l,

z1SyJQL l, z2WiPRD l, z1SV01X l, z200000 l, z3yyyyy l,

freedict

Prop0 Cog5 ok

Prop0 Cog6 ok

In assembler words, labels start with \_\_ . A long can be initialized with a value as shown in \_\_valhi and \_\_minusone. All the prefix operators can be used in the assembler as well.

Now to define the example:

fl

lockdict create hibitset? forthentry

$C\_a\_lxasm w, h120  h113  1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

z2WyPjW l, z2WiP[U l, z2WiPfV l, z1YFPRC l, zbyPW1 l, z2W\PeE l, z24oPb1 l, z3[tPnM l,

z1SyJQL l, z2WiPRD l, z1SV01X l, z200000 l, z3yyyyy l,

freedict

fl

Prop0 Cog5 ok

lockdict create hibitset? forthentry

Prop0 Cog5 ok

$C\_a\_lxasm w, h120 h113 1- tuck - h9 lshift or here W@ alignl h10 lshift or l,

Prop0 Cog5 ok

z2WyPjW l, z2WiP[U l, z2WiPfV l, z1YFPRC l, zbyPW1 l, z2W\PeE l, z24oPb1 l, z3[tPnM l,

Prop0 Cog5 ok

z1SyJQL l, z2WiPRD l, z1SV01X l, z200000 l, z3yyyyy l,

Prop0 Cog5 ok

freedict

Prop0 Cog5 ok

Prop0 Cog5 ok

Prop0 Cog6 ok

And run some tests:

sc -1 hibitset? st? 2drop 2 hibitset? st? 2drop 1 hibitset? st? 2drop 0 hibitset? st?

0 items cleared

ST: -0\_000\_000\_001 0\_000\_000\_031

ST: 0\_000\_000\_002 0\_000\_000\_001

ST: 0\_000\_000\_001 0\_000\_000\_000

ST: 0\_000\_000\_000 -0\_000\_000\_001

## Assembler Mnemonic List

These are the mnemonics the assembler recognizes. For a detailed description see the Propeller manual. The assembler is based on V1.01. There are some changes in later versions.

* abs
* absneg
* add
* addabs
* adds
* addsx
* addx
* and
* andn
* cogid
* coginit
* cogstop
* clkset
* cmp
* cmps
* cmpsub
* cmpsx
* cmpx
* djnz
* jmp
* jmpret
* lockclr
* locknew
* lockret
* lockset
* long
* max
* maxs
* min
* mins
* mov
* movd
* movi
* movs
* muxc
* muxnc
* muxnz
* muxz
* neg
* negc
* negnc
* negnz
* negz
* or
* rdbyte
* rdlong
* rdword
* rcl
* rcr
* rev
* rol
* ror
* sar
* shl
* shr
* sub
* subabs
* subs
* subsx
* subx
* sumc
* sumnc
* sumnz
* sumz
* test
* tjnz
* tjz
* waitcnt
* waitpeq
* waitpne
* waitvid
* wrbyte
* wrlong
* wrword
* xor

## Assembler Prefix List

These are the prefixes the assembler recognizes. For a detailed description see the Propeller manual.

* if\_always
* if\_never
* if\_e
* if\_ne
* if\_a
* if\_b
* if\_ae
* if\_be
* if\_c
* if\_nc
* if\_z
* if\_nz
* if\_c\_eq\_z
* if\_c\_ne\_z
* if\_c\_and\_z
* if\_c\_and\_nz
* if\_nc\_and\_z
* if\_nc\_and\_nz
* if\_c\_or\_z
* if\_c\_or\_nz
* if\_nc\_or\_z
* if\_nc\_or\_nz
* if\_z\_eq\_c
* if\_z\_ne\_c
* if\_z\_and\_c
* if\_z\_and\_nc
* if\_nz\_and\_c
* if\_nz\_and\_nc
* if\_z\_or\_c
* if\_z\_or\_nc
* if\_nz\_or\_c
* if\_nz\_or\_nc

## Assembler Postfix List

These are the postfixes the assembler recognizes. For a detailed description see the Propeller manual.

* nr
* wr
* wc
* wz

# A Low Power example

We are going to see how we can make a propeller go into very low power mode, and then boot up when a key is hit.

We are low to accomplish this by stopping all the cogs but one, and have it wait for a transition on the serial input line.

fl

\ sleep ( -- ) go into low power mode until a transition is detected on the serial input line to the cog

: sleep

\ print out a message, and pause, this will allow the serial driver to output the message before we shut it down

." ~h0D~h0DGOING TO SLEEP~h0D~h0D" 100 delms

\ shut down all the cogs but this one

8 0

do

i cogid <>

if

i cogstop

then

loop

\ make sure the serial input pin is an input

$S\_rxpin pinin

\ n1 0 hubopr drop is the same as a clkset, which writes to the propeller CLK register

\ setting the propeller CLK register to zero, sets the main clock to RCSLOW (13 - 33Khz)

0 0 hubopr drop

\ wait for the serial line to be high

$S\_rxpin >m dup waitpeq

\ wait for the serial line to be lo

$S\_rxpin >m dup waitpne

\ turn on the oscillator and PLL, assumes we have a crystal/resonator of 4 - 16 Mhz

h\_68 0 hubopr drop

\ wait at least 10 millisec for the oscillator and pll to stabilize

\ we are still running with a main clock of 13 - 33Khz, so this loop is longer than 10 ms

100 0

do

loop

\ set the clock to be 16x the crystal

h\_6F 0 hubopr drop

\ and execute the onboot word, this performs the initialization sequence

0 onboot drop

." ~h0D~h0D AWAKE~h0D~h0D" 100 delms

;

fl

." ~h0D~h0DGOING TO SLEEP~h0D~h0D" 100 delms

8 0

do

i cogid <>

if

i cogstop

then

loop

$S\_rxpin pinin

0 0 hubopr drop

$S\_rxpin >m dup waitpeq

$S\_rxpin >m dup waitpne

h\_68 0 hubopr drop

100 0

do

loop

h\_6F 0 hubopr drop

0 onboot drop

." ~h0D~h0D AWAKE~h0D~h0D" 100 delms

;

Prop0 Cog5 ok

Prop0 Cog6 ok

\ now put the prop to sleep

sleep

GOING TO SLEEP

The prop is now in low power mode, until we hit a key.

CON:Prop0 Cog0 RESET - last status: 0 ok

CON:Prop0 Cog1 RESET - last status: 0 ok

CON:Prop0 Cog2 RESET - last status: 0 ok

CON:Prop0 Cog3 RESET - last status: 0 ok

CON:Prop0 Cog4 RESET - last status: 0 ok

AWAKE

CON:Prop0 Cog5 RESET - last status: 0 ok

Prop0 Cog6 ok

According to the specs, typical current consumption should be in the 25 micro-amp range. Will measure and update sometime.

# Forth Word Reference

## Core Word Set (build\_BootKernel, build\_BootOpt)

### #

\ # ( n1 -- n2 ) divide n1 by base and convert the remainder to a char and append to the output

### #>

\ #> ( n1 -- caddr ) address of a counted string representing the output, NOT ANSI

### #s

\ #s ( n1 -- 0 ) execute # until the remainder is 0

### $C\_IP

\ The forth instruction pointer

### $C\_a\_(+loop)

\ This word constant is an assembler addresses

### $C\_a\_(loop)

\ This word constant is an assembler addresses

### $C\_a\_0branch

\ This word constant is an assembler addresses

### $C\_a\_2>r

\ This word constant is an assembler addresses

### $C\_a\_branch

\ This word constant is an assembler addresses

### $C\_a\_doconw

\ This word constant is an assembler addresses

### $C\_a\_dovarw

\ This word constant is an assembler addresses

### $C\_a\_exit

\ This word constant is an assembler addresses

### $C\_a\_litl

\ This word constant is an assembler addresses

### $C\_a\_litw

\ This word constant is an assembler addresses

### $C\_a\_lxasm

\ This word constant is an assembler addresses

### $C\_a\_next

\ This word constant is an assembler addresses

### $C\_fMask

\ This word constant is an assembler addresses

### $C\_resetDreg

\ This word constant is an assembler addresses

### $C\_varEnd

\ This word constant is an assembler addresses

### $H\_cogdata

\ This is a pointer to the main cogdata area

### $H\_cq

\ This is ' cq - the routine which handles the word c"

### $H\_dq

\ This is ' dq - the routine which handles the word ."

### $H\_entry

\ This is the address of the assembler which is loaded to a PropForth cog

### $S\_baud

\ Word constant, the initial starting baud rate of the serial driver

### $S\_cdsz

\ The size of the cog's data area, this will be initialized by $S\_cdsz defined as a spin constant

### $S\_con

\ prop 7 is normally the console channel, this is the prop which handles communication to the console, and

\ provides the interface to the rest of the cogs

### $S\_rxpin

\ Word constant, the rxpin of the serial driver

### $S\_txpin

\ Word constant, the txpin of the serial driver

### '

\ ' ( -- addr ) returns the execution token for the next name, if not found it returns 0

### (+loop)

\ (+loop) ( n1 -- ) \ add n1 to loop counter, branch if count is below limit, offset follows,

\ -2 is to itself, +2 is next word

### (createbegin)

\ Internal word

### (createend)

\ Internal word

### (fl)

\ (fl) ( -- n1 ) buffer input and emit n1 is the number of characters overflowed

\

\ t0 - the end of the buffer

\ t1 - the number of characters overflowed

\ fl\_in - pointer to next character for input

\ dictend - pointer to the next character for output

\ initialize

### (flout)

\ (flout) ( -- ) attempt to output a character

### (ioconn)

\ (ioconn) ( n1 n2 n3 n4 -- ) connect cog n1 channel n2 to cog n3 channel n4, disconnect them from other cogs first

### (iodis)

\ (iodis) ( n1 n2 -- ) cog n1 channel n2 disconnect, disconnect this cog and the cog it is connected to

### (iolink)

\ (iolink) ( n1 n2 n3 n4 -- ) links the 2 channels, output of cog n1 channel n2 -> input of cog n3 channel n4,

\ output of n3 channel n4 -> old output of n1 channel n2

### (iounlink)

\ (iounlink) ( n1 n2 -- ) unlinks cog n1 channel n2

### (loop)

\ (loop) ( -- ) \ add 1 to loop counter, branch if count is below limit offset follows,

\ -2 is to itself, +2 is next word

### (nfcog)

\ (nfcog) ( -- n1 n2 ) n1 the next valid free forth cog, n2 is 0 if the cog is valid

### (prop)

\ The default prop string

### (version)

\ The default version string

### +

\ + ( n1 n2 -- n1+n2 ) \ sum of n1 & n2

### +loop

\

### -

\ - ( n1 n2 -- n1-n2 ) \ subtracts n2 from n1

### -1

\ -1 or true, used frequently

### .

\ . ( n1 -- ) prints the signed number on the top of the stack

### ."

\

### ...

\ ... followed by a CR indicates the end of file by the file system write/update word, nop at the prompt

### .cstr

\ .cstr ( addr -- ) emit a counted string at addr

### .str

\ .str ( c-addr u1 -- ) emit u1 characters at c-addr

### .strname

\ .strname ( c-addr -- ) c-addr points to a forth name field, print the name

### 0

\ Word constant, 0 or false, used frequently

### 0<

\ 0< ( n1 -- t/f ) true if n1 < 0

### 0<>

\ 0<> ( n1 -- t/f ) true if n1 is not zero

### 0=

\ 0= ( n1 -- t/f ) true if n1 is zero

### 0>

\ 0> ( n1 -- t/f ) true if n1 > 0

### 0>=

\ 0>= ( n1 -- t/f ) true if n1 >= 0

### 0branch

\ 0branch ( t/f -- ) \ branch it top of stack value is zero 16 bit branch offset follows,

\ -2 is to itself, +2 is next word

### 1

\ Word constant, 1, used frequently

### 1+

\ 1+ ( n1 -- n1+1 )

### 1-

\ 1- ( n1 -- n1-1 )

### 2

\ Word constant, 2, used frequently

### 2+

\ 2+ ( n1 -- n1+2 )

### 2-

\ 2- ( n1 -- n1-2 )

### 2/

\ 2/ ( n1 -- n1>>1 ) n1 is shifted arithmetically right 1 bit

### 2>r

\ 2>r ( n1 n2 -- ) \ pop top 2 stack to RS

### 2drop

\ 2drop ( n1 n2 -- ) drop top 2 items on the stack

### 2dup

\ 2dup ( n1 n2 -- n1 n2 n1 n2 ) copy top 2 items on the stack

### 2lock

\

### 2unlock

\

### 3drop

\ 3drop ( n1 n2 n3 -- ) drop top 3 items on the stack

### 4\*

\ 4\* ( n1 -- n1<<2 ) n1 is shifted logically left 2 bits

### 4+

\ 4+ ( n1 -- n1+4 )

### :

\

### ;

\

### <

\ < ( n1 n2 -- t/f ) \ flag is true if and only if n1 is less than n2

### <#

\ <# ( -- ) initialize the output area

### <=

\ <= ( n1 n2 -- t/f) true if n1 <= n2

### <>

\ <> ( x1 x2 -- flag ) flag is true if and only if x1 is not bit-for-bit the same as x2.

### =

\ = ( n1 n2 -- t/f ) \ compare top 2 32 bit stack values, true if they are equal

### >

\ > ( n1 n2 -- t/f ) \ flag is true if and only if n1 is greater than n2

### >=

\ >= ( n1 n2 -- t/f) true if n1 >= n2

### >con

\ >con ( n1 -- ) disconnect the current cog, and connect the console to the cog n1

### >in

\ >in ( -- addr ) access as a word, addr is the var the offset in characters from the start of the input buffer to

### >m

\ >m ( n1 -- n2 ) produce a 1 bit mask n2 for position n1

### >out

\ >out ( -- addr ) access as a word, the offset to the current output byte

### >r

\ >r ( n1 -- ) \ pop stack top to RS

### C!

\ C! ( c1 addr -- ) \ store 8 bit value (c1) main memory at addr

### C@

\ C@ ( addr -- c1 ) \ fetch 8 bit value at main memory addr

### C@++

\ C@++ ( c-addr -- c-addr+1 c1 ) fetch the character and increment the address

### COG!

\ COG! ( n1 addr -- ) \ store 32 bit value (n1) at cog addr

### COG@

\ COG@ ( addr -- n1 ) \ fetch 32 bit value at cog addr

### ERR

\ ERR ( n1 -- ) clear the input queue, set the error n1 and reset this cog

### L!

\ L! ( n1 addr -- ) \ store 32 bit value (n1) at main memory addr

### L@

\ L@ ( addr -- n1 ) \ fetch 32 bit value at main memory addr

### RS!

\ RS! ( n1 n2 -- ) \ store n1 at the n2th position on the return stack, 0 is the top of stack

### RS@

\ RS@ ( addr -- n1 ) \ fetch n1th value down the return stack, 0 is the top of stack

### ST!

\ ST! ( n1 n2 -- ) \ store n1 at the n2th position on the stack, 0 is the top of stack

### ST@

\ ST@ ( addr -- n1 ) \ fetch n1th value down the stack, 0 is the top of stack

### W!

\ W! ( h1 addr -- ) \ store 16 bit value (h1) main memory at addr

### W+!

\ W+! ( n1 addr -- ) add n1 to the word contents of address

### W@

\ W@ ( addr -- h1 ) \ fetch 16 bit value at main memory addr

### [if

\ [if xxx ( flag -- ) if flag is 0, drop all characters until ], [if should be the first only only chars on the line

### [ifdef

\ [ifdef xxx ( -- ) if xxx is not defined drop all characters until ], [ifdef xxx should be the first only only chars on the line

### [ifndef

\ [ifndef xxx ( -- ) if xxx is defined drop all characters until ], [ifndef xxx should be the first only only chars on the line

### \

\ \ ( -- ) moves the parse pointer >in to the end of the line

### ]

\

### \_accept

\ \_accept ( -- +n2 ) collect padsize -2 characters or until eol, convert ctl chars to space,

\ pad with 1 space at start & end. For parsing ease, and for the length byte when we make cstrs

### \_asmpfa>nfa

\ \_asmpfa>nfa ( addr -- addr ) pfa>nfa for an asm word

### \_cnip

\ \_ cnip ( -- ) Use in the \_xasm\*>\* words to get rid of litw word

### \_dictsearch

\ \_dictsearch ( nfa cstr -- n1) nfa - addr to start searching in the dictionary, cstr - the counted string to find

\ n1 - -1 if found, 0 if not found, a fast assembler routine

### \_dl

\ \_dl( c1 -- ) drop lines unitl c1 is received as the first or second character in a line, a . is emitted for each line

### \_ecs

\ \_ecs ( -- ) emit a colon followed by a space

### \_eeread

\ \_eeread ( t/f -- c1 ) flag should be true is this is the last read

### \_eewrite

\ \_eewrite ( c1 -- t/f ) write c1 to the eeprom, true if there was an error

### \_femit?

\ \_femit? (c1 ioaddr -- t/f) true if the output emitted a char, a fast non blocking emit

### \_finit

\ This word variable is 0 (spin code) when the propeller is rebooted and set to non-zero when

\ forth is initialized

### \_fkey?

\ \_fkey? ( ioaddr -- c1 t/f ) fast nonblocking key routine, true if c1 is a valid key

### \_forthpfa>nfa

\ \_forthpfa>nfa ( addr -- addr ) pfa>nfa for a forth word

### \_if

\ \_if xxx ( flag -- ) if flag is 0, drop all characters until ], [if should be the first only only chars on the line

### \_lc

\ \_lc ( -- addr) the address of the last character in the pad, filled by the parse word

### \_lockarray

\ \_lockarray - 8 character array used to keep track of locks

\

\ \ one byte for each lock

\ \ hi 4 bits is the lockcount

\ \ lo 4 bits is the cogid

### \_maskin

\ \_maskin ( n -- t/f ) n is the bit mask to read in

### \_maskouthi

\ \_maskouthi ( n -- ) set the bits in n hi

### \_maskoutlo

\ \_maskoutlo ( n -- ) set the bits in n low

### \_mmcs

\ \_ mmcs ( -- ) print MISMATCHED CONTROL STRUCTURE(S), then clear input keys

### \_p+

\ \_p+ ( offset -- addr ) the offset is added to the contents of the par register, giving an address references

\ the cogdata

### \_p?

\ \ \_p? ( -- t/f) true if prompts and errors are on

### \_qp

\ \_qp ( -- cstr ) we are past the open " in a string, parse the string in the pad and return a cstr

### \_serial

\ \_serial ( n1 n2 n3 -- )

\ n1 - tx pin

\ n2 - rx pin

\ n3 - clocks/bit

\

\ h00 - h04 -- io channel

\ h04 - h84 -- the receive buffer

\ h84 - hC4 -- the transmit buffer

\ hC4 - breaklength (long), if this long is not zero the driver will transmit a break breaklength cycles,

\ the minmum lenght is 16 cycles, at 80 Mhz this is 200 nanoSeconds

\ hC8 - flags (long)

\ h\_0000\_0001 - if this bit is 0, CR is transmitted as CR LF

\ - if this bit is 1, CR is transmitted as CR

\

\

### \_sp

\ \_sp ( n1 -- ) put n1 in the dictionary, followed by the string in the pad

### \_udf

\ \_udf ( -- ) print out UNDEFINED WORD

### \_wc1

\ \_wc1 ( x -- nfa ) skip blanks parse the next word and create a constant, allocate a word, 2 bytes

### \_wkeyto

\ This word variable defines the number of loops for an input timeout

### \_xasm1>1

\ \_xasm1>1 ( n -- n ) \ the assembler operation is specified by the literal which follows (replaces the i field)

### \_xasm2>0

\ \_xasm2>0 ( n1 n2 -- ) \ the assembler operation is specified by the literal which follows (replaces the i field)

### \_xasm2>1

\ \_xasm2>1 ( n1 n2 -- n ) \ the assembler operation is specified by the literal which follows (replaces the i field)

### \_xasm2>1IMM

\ \_xasm2>1IMM ( n1 n2 -- n ) \ there is first an immediate word, then assembler operation

\ is specified by the literal which follows (replaces the i field)

### \_xasm2>flag

\ \_xasm2>flag ( n1 n2 -- n ) \ the assembler operation is specified by the literal which follows (replaces the i field)

### \_xasm2>flagIMM

\ \_xasm2>flagIMM ( n1 n2 -- n ) \ there is first an immediate word, then assembler operation

\ is specified by the literal which follows (replaces the i field)

### \_xis

\ \_xis ( c-addr len base -- t/f ) true if the string is numeric

### \_xnu

\ \_xnu ( c-addr len base -- n1 ) convert string to a signed number

### accept

\ accept ( -- ) uses the pad and accepts up to padsize - 2

### alignl

\ alignl ( n1 -- n1) aligns n1 to a long (32 bit) boundary

### alignw

\ alignw ( n1 -- n1) aligns n1 to a halfword (16 bit) boundary

### allot

\ allot ( n1 -- ) add n1 to here, allocates space on the data dictionary or release it

### and

\ and ( n1 n2 -- n1 ) \ bitwise n1 and n2

### andn

\ andn ( n1 n2 -- n1 ) \ bitwise n1 and inverted n2

### andnC!

\ andnC! ( c1 addr -- ) and inverse of c1 with the contents of address

### asmlabel

\ asmlabel ( x -- ) skip blanks parse the next word and create an assembler entry

### base

\ base ( -- addr ) access as a word, the address of the base variable

### begin

\

### between

\ between ( n1 n2 n3 -- t/f ) true if n2 <= n1 <= n3

### bl

\ This is space constant

### bounds

\ bounds ( x n -- x+n x )

### branch

\ branch \ 16 bit branch offset follows - -2 is to itself, +2 is next word

### build\_BootKernel

\

### build\_BootOpt

\

### c"

\ c" ( -- c-addr ) compiles the string delimited by ", runtime return the addr of the counted string \*\* valid only in that line

\ comiple time, caddress is not left on the stack

### c,

\ c, ( x -- ) allocate 1 byte in the dictionary and copy x to that location

### cappend

\ cappend ( c-addr1 c-addr2 -- ) addpend the cstr from c-addr1 to c-addr2

### cappendn

\ cappendn ( n cstr -- ) print the number n and append to cstr

### ccopy

\ ccopy ( c-addr1 c-addr2 -- ) Copy the cstr from c-addr1 to c-addr2

### ccreate

\ ccreate ( cstr -- ) create a dictionary entry

### cds

\ cds ( -- addr) access as a word, the display string for this cog

### checkdict

\ checkdict ( n -- ) make sure there are at least n bytes available in the dictionary

### clearkeys

\ clearkeys ( -- ) clear the input keys

### clkfreq

\ clkfreq ( -- u1 ) the system clock frequency

### cmove

\ cmove ( c-addr1 c-addr2 u -- ) If u is greater than zero, copy u consecutive characters from the data space starting

\ at c-addr1 to that starting at c-addr2, proceeding character-by-character from lower addresses to higher addresses.

### cnt

\ cnt - address of the the global cnt register for this cog

### cogcds

\ cogcds ( n1 -- addr) the address of the display string for cog n1

### coghere

\ coghere ( -- addr ) access as a word, the first unused register address in this cog

### cogid

\ cogid ( -- n1 ) return id of the current cog ( 0 - 7 )

### cogio

\ cogio ( n -- addr) the address of the data area for cog n

### cogiochan

\ cogiochan ( n1 n2 -- addr ) cog n1, channel n2 ->addr

### cognchan

\ cognchan ( n1 -- n2 ) number of io channels for cog n2

### cognumpad

\ cognumpad ( n1 -- addr ) the address of numpad for cog n1

### cogpad

\ cogpad ( n1 -- addr ) the address of pad for cog n1

### cogreset

\ cogreset ( n1 -- ) reset the forth cog

### cogstate

\ cogstate ( n1 -- addr ) the address of state for cog n1

### cogstop

\ cogstop ( n -- ) stop cog n

### cogx

\ cogx ( cstr n -- ) execute cstr on cog n

### compile?

\ compile? ( -- t/f ) true if we are in a compile

### cq

\ cq ( -- addr ) returns the address of the counted string following this word and increments the IP past it

### cr

\ cr ( -- ) emits a carriage return

### create

\ create ( -- ) skip blanks parse the next word and create a dictionary entry

### cstr=

\ cstr= ( cstr1 cstr2 -- t/f ) case sensitive compare

### delms

\ delms ( n1 -- ) delay n1 milli-seconds for 80Mhz h68DB max

### dictend

\ dictend - access as a word, the end of the total dictionary space

### dira

\ dira - address of the the dira register for this cog

### do

\

### doconl

\ doconl ( -- n1 ) \ push a 32 bit constant which follows the stack - implicit a\_exit

### doconw

\ doconw ( -- h1 ) \ push 16 bit constant which follows on the stack - implicit a\_exit

### doloop

\

### dothen

\

### dovarl

\ dovarl ( -- addr ) \ push address of 32 bit variable which follows the stack - implicit a\_exit

### dovarw

\ dovarw ( -- addr ) \ push address of 16 bit variable which follows on the stack - implicit a\_exit

### dq

\ dq ( -- ) emit a counted string at the ip, and increment the ip past it and word alignw it

### drop

\ drop ( n1 -- ) \ drop the value on the top of the stack

### dup

\ dup ( n1 -- n1 n1 )

### else

\

### emit

\ emit ( c1 -- ) emit the char on the stack

### exec

\ exec ( -- ) marks last entry as an eXecute word, executes always

### execute

\ execute ( addr -- ) execute the word - pfa address is on the stack

### execword

\ execword ( -- addr ) a long, an area where the current word for execute is stored

### exit

\ exit the current forth word, and back to the caller

### femit?

\ femit? (c1 -- t/f) true if the output emitted a char, a fast non blocking emit

### fill

\ fill ( c-addr u char -- ) fill the memory with char

### find

\ find ( c-addr -- c-addr 0 | xt 2 | xt 1 | xt -1 ) c-addr is a counted string, 0 - not found, 2 eXecute word,

\ 1 immediate word, -1 word NOT ANSI

### fisnumber

\ fisnumber ( -- ) dummy routines for indirection when float package is loaded

### fkey?

\ fkey? ( -- c1 t/f ) fast nonblocking key routine, true if c1 is a valid key

### fl

\ fl ( -- ) buffer the input and route to a free cog

### fl\_in

\ fl\_in - pointer to next character for input

### fl\_lock

\ to ensure one fast load at a time

### fnumber

\ fnumber ( c-addr len -- n1 ) convert string to a signed number

\ dummy routines for indirection when float package is loaded

### forthentry

\ forthentry ( -- ) marks last entry as a forth word

### freedict

\ freedict ( -- ) free the forth dictionary

### fstart

\ this word is what the IP is set to on a reboot or a reset

\ fstart ( -- ) the start word

### here

\ here - access as a word, the current end of the dictionary space being used

### herelal

\ herelal ( -- ) alignw contents of here to a long boundary, 4 byte boundary

### herewal

\ herewal ( -- ) align contents of here to a word boundary, 2 byte boundary

### hex

\ hex ( -- ) set the base for hexadecimal

### hubopf

\ hubopf ( n1 n2 -- t/f ) n2 specifies which hubop (0 - 7), t/f is the 'c' flag is set from the hubop

### hubopr

\ hubopr ( n1 n2 -- n3 ) n2 specifies which hubop (0 - 7), n1 is the source datcog, n3 is returned,

### i

\ i ( -- n1 ) the most current loop counter

### if

\

### immediate

\ immediate ( -- ) marks last entry as an immediate word

### ina

\ ina - address of the the ina register for this cog

### init\_coghere

\ init\_coghere ( -- ) This word can be replaced to the assembler optimizations, initializes the coghere wvariable

### initcon

\ initcon ( -- ) initialize the default serial console on this cog

### interpret

\ interpret ( -- ) the main interpreter loop

### interpretpad

\ interpretpad ( -- ) interpret the contents of the pad

### io

\ io ( -- addr ) the address of the io channel for the cog

### ioconn

\ ioconn ( n1 n2 -- ) connect the 2 cogs, disconnect them from other cogs first

### iodis

\ iodis ( n1 -- ) cogid to disconnect, disconnect this cog and the cog it is connected to

### iolink

\ iolink ( n1 n2 -- ) links the 2 cogs, output of n1 -> input of n2, output of n2 -> old output of n1

### iounlink

\ iounlink ( n1 -- ) unlinks the cog n1

### isdigit

\ isdigit ( c1 -- t/f ) true if is it a valid digit according to base

### isnamechar

\ isnamechar ( c1 -- t/f ) true if c1 is a valif name char > $20 < $7F

### isnumber

\ isnumber ( c-addr len -- t/f ) true if the string is numeric

### isunumber

\ isunumber ( c-addr len -- t/f ) true if the string is numeric

### key

\ key ( -- c1 ) get a key

### l,

\ l, ( x -- ) allocate 1 long, 4 bytes in the dictionary and copy x to that location

### l>w

\ l>w ( n1n2 -- n1 n2) break into 16 bits

### lasterr

\ lasterr ( -- addr ) access as a char, an errorcode, set by ERR, and the kernel - if 0 - no error

### lastnfa

\ lastnfa ( -- addr ) gets the last NFA

### leave

\ leave ( -- ) exits at the next loop or +loop, i is placed to the max loop value

### litl

\ litl ( -- n1 ) \ push a 32 bit literal on the stack

### litw

\ litw ( -- h1 ) \ push a 16 bit literal on the stack

### lock

\ lock ( lock# -- )

### lockdict

\ lockdict ( -- ) lock the forth dictionary

### loop

\

### lshift

\ lshift (n1 n2 -- n3) \ n3 = n1 shifted left n2 bits

### lxasm

\ lxasm ( addr -- ) load the assembler at addr and execute it

### max

\ max ( n1 n2 -- n1 ) \ signed max of top 2 stack values

### memend

\ memend - access as a word, the end of memory available to PropForth

### min

\ min ( n1 n2 -- n1 ) \ signed min of top 2 stack values

### name=

\ name= ( cstr1 cstr2 -- t/f ) case sensitive compare

### namecopy

\ namecopy ( c-addr1 c-addr2 -- ) Copy the name from c-addr1 to c-addr2

### namelen

\ namelen ( c-addr -- c-addr+1 len ) returns c-addr+1 and the length of the name at c-addr

### namemax

\ the maximum name length allowed must be 1F

### negate

\ negate ( n1 -- 0-n1 ) the negative of n1

### nextword

\ nextword ( -- ) increment >in past current counted string

### nfa>lfa

\ nfa>lfa ( addr -- addr ) go from the nfa (name field address) to the lfa (link field address)

### nfa>next

\ nfa>next ( addr -- addr ) go from the current nfa to the prev nfa in the dictionary

### nfa>pfa

\ nfa>pfa ( addr -- addr ) go from the nfa (name field address) to the pfa (parameter field address)

### nfcog

\ nfcog ( -- n ) returns the next valid free forth cog

### nip

\ nip ( x1 x2 -- x2 ) delete the item x1 from the stack

### npfx

\ npfx ( c-addr1 c-addr2 -- t/f ) -1 if c-addr2 is prefix of c-addr1, 0 otherwise

### number

\ number ( c-addr len -- n1 ) convert string to a signed number

### numpad

\ numpad ( -- addr ) the of the area used by the numeric output routines, can be used carefully by other code

### numpadsize

\ the size of the numpad, 34 bytes the largest number we can deal with is 33 digits

### onboot

\ onboot ( n1 -- n1 ) n1 - reset error code

### onreset

\ onreset ( n1 -- ) n1 - reset error code

### or

\ or ( n1 n2 -- n1\_or\_n2 ) \ bitwise or

### orC!

\ orC! ( c1 addr -- ) or c1 with the contents of address

### orlnfa

\ orlnfa ( c1 -- ) ors c1 with the nfa length of the last name field entered

### outa

\ outa - address of the the outa register for this cog

### over

\ over ( n1 n2 -- n1 n2 n1 ) \ duplicate 2 value down on the stack to the top of the stack

### pad

\ pad ( -- addr ) access as bytes, or words and long, the address of the pad area - used by accept for keyboard input,

\ can be used carefully by other code

### pad>in

\ pad>in ( -- addr ) addr is the address to the start of the parse area.

### pad>out

\ pad>out ( -- addr ) addr is the address to the the current output byte

### padbl

\ padbl ( -- ) fills this cogs pad with blanks

### padsize

\ the size of the pad area, 128 bytes

### par

\ This is the par register, always initalized to point to this cogs section of cogdata

### parse

\ parse ( c1 -- +n2 ) parse the word delimited by c1, or the end of buffer is reached, n2 is the length >in is the offset

\ in the pad of the start of the parsed word REPLACED IN VERSION 4.3 2011FEB24

### parsebl

\ parsebl ( -- t/f) parse the next word in the pad delimited by blank, true if there is a word

### parsenw

\ parsenw ( -- cstr ) parse and move to the next word, str ptr is zero if there is no next word

### parseword

\ parseword ( c1 -- +n2 ) skip blanks, and parse the following word delimited by c1, update to be a counted string in

\ the pad

### pfa>nfa

\ pfa>nfa ( addr -- addr ) gets the name field address (nfa) for a parameter field address (pfa)

### prop

\ prop - access as a word, the address of the string identifier of this prop

### propid

\ propid - access as a word, the numeric id of this prop

### r>

\ r> ( -- n1 ) \ pop top of RS to stack

### reboot

\ reboot ( -- ) reboot the propellor chip

### reset

\ reset ( -- ) reset this cog

### rot

: rot h2 ST@ h2 ST@ h2 ST@ 3 ST! 3 ST! 0 ST! ;

### rot2

\ rot2 ( x1 x2 x3 -- x3 x1 x2 )

### rshift

\ rshift ( n1 n2 -- n3) \ n3 = n1 shifted right logically n2 bits

### serial

\ serial ( n1 n2 n3 -- )

\ n1 - tx pin

\ n2 - rx pin

\ n3 - baud rate

\

\ h00 - h04 -- io channel

\ h04 - h84 -- the receive buffer

\ h84 - hC4 -- the transmit buffer

\ hC4 - breaklength (long), if this long is not zero the driver will transmit a break breaklength cycles,

\ the minmum lenght is 16 cycles, at 80 Mhz this is 200 nanoSeconds

\ hC8 - flags (long)

\ h\_0000\_0001 - if this bit is 0, CR is transmitted as CR LF

\ - if this bit is 1, CR is transmitted as CR

\

### seti

\ seti ( n1 -- ) set the most current loop counter

### skipbl

\ skipbl ( -- ) increment >in past blanks or until it equals padsize

### space

\ space ( -- ) emits a space

### spaces

\ spaces ( n -- ) emit n spaces

### state

\ state ( -- addr) access as a char

\ bit 0 - 0 - interpret mode / 1 - forth compile mode

\ bit 1 - 0 - prompts and errors on / 1 - prompts and errors off

\ bit 2 - 0 - Other / 1 - PropForth cog

\ bit 3 - 0 - accept echos chars on / 1 - accept echos chars off

\ bit 4 - 0 - accept echos line off / 1 - accept echos line on

\ bit 5 - 7 - number of io channels - 1

### swap

\ swap ( n1 n2 -- n2 n1 ) \ swap top 2 stack values

### t0

\ these are temporay variables, and by convention are only used within a word

\ caution, make sure you know what words you are calling

\ t0 - access as a word, temp variable

### t1

\ these are temporay variables, and by convention are only used within a word

\ caution, make sure you know what words you are calling

\ t1 - access as a word, temp variable

### tbuf

\ these are temporay variables, and by convention are only used within a word

\ caution, make sure you know what words you are calling

\ tbuf - access as a chars, words, or longs. Temp array of 32 bytes

### then

\

### thens

\

### tochar

\ tochar ( n1 -- c1 ) convert c1 to a char

### todigit

\ todigit ( c1 -- n1 ) converts character to a number

### tuck

\ tuck ( x1 x2 -- x2 x1 x2 )

### u\*

\ u\* ( u1 u2 -- u1\*u2) u1\*u2 must be a valid 32 bit unsigned number

### u.

\ u. ( n1 -- ) prints the unsigned number on the top of the stack

### u/

\ u/ ( u1 u2 -- u1/u2) u1 divided by u2

### u/mod

\ u/mod ( u1 u2 -- remainder quotient) both remainder and quotient are 32 bit unsigned numbers

### u>=

\ u>= ( u1 u2 -- t/f ) \ flag is true if and only if u1 is greater or equal to than u2

### um\*

\ um\* ( u1 u2 -- u1\*u2L u1\*u2H ) \ unsigned 32bit \* 32bit -- 64bit result

### um/mod

\ um/mod ( u1lo u1hi u2 -- remainder quotient ) \ unsigned divide & mod u1 divided by u2

### unlock

\ unlock ( lock# -- )

### unlockall

\ unlockall ( -- ) unlocks everything this cog has locked

### until

\

### unumber

\ unumber ( c-addr len -- u1 ) convert string to an unsigned number

### version

\ version - access as a word, the address of the string version of PropForth

### w,

\ w, ( x -- ) allocate 1 halfword 2 bytes in the dictionary and copy x to that location

### w>l

\ w>l ( n1 n2 -- n1n2 ) consider only lower 16 bits of each source word

### wconstant

\ wconstant ( x -- ) skip blanks parse the next word and create a constant, allocate a word, 2 bytes

### wlastnfa

\ wlastnfa - access as a word, the address of the last nfa

### wvariable

\ wvariable ( -- ) skip blanks parse the next word and create a variable, allocate a word, 2 bytes

### xisnumber

\ xisnumber ( c-addr len -- t/f ) true if the string is numeric

### xnumber

\ xnumber ( c-addr len -- n1 ) convert string to a signed number

### xor

\ \ xor ( n1 n2 -- n1\_xor\_n2 ) \ bitwise xor

### {

\ { ( -- ) discard all the characters between { and }

\ open brace MUST be the first and only character on a new line, the close brace must be on another line

### }

\ } ( -- )

## DevKernel Word Set (BuildDevKernel)

\

### #C

\ #C ( c1 -- ) prepend the character c1 to the number currently being formatted

### $C\_a\_\_xasm2>1

\ A word constant which is an address in the PropForth assembler kernel

### $C\_a\_\_xasm2>1IMM

\ A word constant which is an address in the PropForth assembler kernel

### $C\_a\_doconl

\ A word constant which is an address in the PropForth assembler kernel

### $C\_a\_dovarl

\ A word constant which is an address in the PropForth assembler kernel

### $C\_rsPtr

\ A word constant which is an address in the PropForth assembler kernel

### $C\_rsTop

\ A word constant which is an address in the PropForth assembler kernel

### $C\_stPtr

\ A word constant which is an address in the PropForth assembler kernel

### $C\_stTOS

\ A word constant which is an address in the PropForth assembler kernel

### $C\_stTop

\ A word constant which is an address in the PropForth assembler kernel

### (dumpb)

\ Internal word used by the dump words

### (dumpe)

\ Internal word used by the dump words

### (dumpm)

\ Internal word used by the dump words

### (forget)

\ (forget) ( cstr -- ) wind the dictionary back - caution

### \*

\ \* ( n1 n2 -- n1\*n2) n1 multiplied by n2

### \*/

\ \*/ ( n1 n2 n3 -- n4 ) n4 = (n1\*n2)/n3. Uses a 64bit intermediate result.

### \*/mod

\ \*/mod ( n1 n2 n3 -- n4 n5 ) n5 = (n1\*n2)/n3, n4 is the remainder. Uses a 64bit intermediate result.

### .byte

\ .byte ( n1 -- ) output a byte

### .cogch

\ .cogch ( n1 n2 -- ) print as x(y)

### .con

\ .con ( n1 -- ) print n1 to the console, non blocking, may get overwritten

### .conbyte

\ .con ( c1 -- ) print byte c1 to the console, non blocking, may get overwritten

### .concr

\ .concr ( -- ) emit a cr to the console, non blocking, may get overwritten

### .concstr

\ .concstr ( cstr -- ) emit cstr to console, non blocking, may get overwritten

### .conemit

\ .conemit ( c1 -- ) emit cr to console, non blocking, may get overwritten

### .conlong

\ .conlong ( n1 -- ) print n1 to console, non blocking, may get overwritten

### .const?

\ .const? ( -- ) prints out the stack to the console, non blocking, may get overwritten

### .conwait

\ .conwait ( -- ) if con is not ready for a char, wait long enough for a char to transmit

### .conword

\ .conword ( n1 -- ) print n1 to console, non blocking, may get overwritten

### .long

\ .long ( n1 -- ) output a long

### .word

\ .word ( n1 -- ) output a word

### /

\ / ( n1 n2 -- n1/n2) n1 divided by n2

### /mod

\ /mod ( n1 n2 -- n3 n4 ) \ signed divide & mod n4 = n1/n2, n3 is the remainder

### 1lock

\ 1lock( -- ) equivalent to 1 lock

### 1unlock

\ 1unlock( -- ) equivalent to 1 unlock

### 2\*

\ 2\* ( n1 -- n1<<1 ) n2 is shifted logically left 1 bit

### 4-

\ 4- ( n1 -- n1-4 )

### 4/

\ 4/ ( n1 -- n1>>2 ) n2 is shifted arithmetically right2 bits

### EC@

\ EC@ ( eeAddr -- c1 ) read a byte from the eeprom

### EW!

\ EW! ( n1 eeAddr -- ) write n1 to the eeprom

### EW@

\ EW@ ( eeAddr -- n1 ) read a word from the eeprom

### \_bf

\ \_bf ( n1 -- cstr ) format n1 as a byte

### \_eestart

\ \_eestart ( -- ) start the data transfer

### \_eestop

\ \_eestop ( -- ) stop the data transfer

### \_ft

\ \_ft ( n1 divisor -- cstr ) internal format routine

### \_lf

\ \_lf ( n1 -- cstr ) format n1 as a long

### \_nd

\ \_nd ( n1 -- n2 ) internal format routine

### \_pna

\ \_pna ( pfa -- ) print the address, contents and forth name

### \_sclh

\ \_sclh ( -- ) eeprom clk hi

### \_scli

\ \_scli ( -- ) eeprom clk in

### \_scll

\ \_scll ( -- ) eeprom clk lo

### \_sclo

\ \_scll ( -- ) eeprom clk out

### \_sda?

\ \_sda? ( -- t/f ) read the state of the sda pin

### \_sdah

\ \_sdah ( -- ) eeprom sda hi

### \_sdai

\ \_sdai ( -- ) eeprom sda in

### \_sdal

\ \_sdal ( -- ) eeprom sda lo

### \_sdao

\ \_sdao ( -- ) eeprom sda out

### \_wf

\ \_wf ( n1 -- cstr ) format n1 as a word

### \_words

\ \_words ( cstr -- ) prints the words in the forth dictionary starting with cstr, 0 prints all

### abs

\ abs ( n1 -- abs\_n1 ) absolute value of n1

### andC!

\ andC! ( c1 addr -- ) and c1 with the contents of address

### build?

\ build? ( -- ) print out build information

### build\_DevKernel

\ Word constant

### cog?

\ cog? ( -- ) print out cog information

### cogdump

\ cogdump ( adr cnt -- ) dump cog memory

### constant

\ constant ( x -- ) skip blanks parse the next word and create a constant, allocate a long, 4 bytes

### decimal

\ decimal ( -- ) set the base for decimal

### dump

\ dump ( adr cnt -- ) dump main memory, uses tbuf

### edump

\ edump ( adr cnt -- ) dump eeprom, uses tbuf

### eereadpage

\ the eereadpage and eewritePage words assume the eeprom are 64kx8 and will address up to

\ 8 sequential eeproms

\ eereadpage ( eeAddr addr u -- t/f ) return true if there was an error, use lock 1

### eewritepage

\ the eereadpage and eewritePage words assume the eeprom are 64kx8 and will address up to

\ 8 sequential eeproms

\ eewritepage ( eeAddr addr u -- t/f ) return true if there was an error, use lock 1

### forget

\ forget ( -- ) wind the dictionary back to the word which follows - caution

### free

\ free ( -- ) display free main bytes and current cog longs

### ibound

\ ibound ( -- n1 ) the upper bound of i

### invert

\ invert ( n1 -- n2 ) bitwise invert n1

### io>cogchan

\ io>cogchan ( addr -- n1 n2 ) addr -> n1 cogid, n2 channel

### j

\ j ( -- n1 ) the second most current loop counter

### lasti?

\ lasti? ( -- t/f ) true if this is the last value of i in this loop, assume an increment of 1

### lock?

\ lock? ( -- ) displays the status of the locks

### onreset

\ onreset ( n1 -- ) reset message and error n1 on a reset, echo to the console

### pfa?

\ pfa? ( addr -- t/f) true if addr is a pfa

### pinhi

\ pinhi ( n1 -- ) set pin # n1 to hi

### pinin

\ pinin ( n1 -- ) set pin # n1 to an input

### pinlo

\ pinlo ( n1 -- ) set pin # n1 to lo

### pinout

\ pinout ( n1 -- ) set pin # n1 to an output

### px

\ px ( t/f n1 -- ) set pin # n1 to h - true or l false

### px?

\ px? ( n1 -- t/f) true if pin n1 is hi

### rev

\ rev ( n1 n2 -- n3 ) n3 is n1 with the lower 32-n2 bits reversed and the upper bite cleared

### revb

\ revb ( n1 -- n2 ) n2 is the lower 8 bits of n1 reveresed

### rnd

\ rnd ( -- n1 ) n1 is a random number from 00 - FF

### rndtf

\ rndtf ( -- t/f) true or false randomly

### rs?

\ rs? ( -- ) prints out the return stack

### saveforth

\ saveforth( -- ) write the running image to eeprom UPDATES THE CURRENT VERSION STR

### sc

\ sc ( -- ) clears the stack

### serflags?

\ serflags? ( n1 -- n2 ) n2 are the serial flags for the serial driver running on cog n1

### sersendbreak

\ sersendbreak ( n2 n1 -- ) for the serial driver running on cog n1, send a break of n2 clock cycles

### sersetflags

\ sersetflags ( n2 n1 -- O ) for the serial driver running on cog n1, set the flags to n2

### sign

\ sign ( n1 n2 -- n3 ) n3 is the xor of the sign bits of n1 and n2

### st?

\ st? ( -- ) prints out the stack

### u\*/

\ u\*/ ( u1 u2 u3 -- u4 ) u4 = (u1\*u2)/u3 Uses a 64bit intermediate result.

### u\*/mod

\ u\*/mod ( u1 u2 u3 -- u4 u5 ) u5 = (u1\*u2)/u3, u4 is the remainder. Uses a 64bit intermediate result.

### variable

\ variable ( -- ) skip blanks parse the next word and create a variable, allocate a long, 4 bytes

### waitcnt

\ waitcnt ( n1 n2 -- n1 ) \ wait until n1, add n2 to n1

### waitpeq

\ waitpeq ( n1 n2 -- ) \ wait until state n1 is equal to ina anded with n2

### waitpne

\ waitpne ( n1 n2 -- ) \ wait until state n1 is not equal to ina anded with n2

### words

\ words ( -- ) prints the words in the forth dictionary, if the pad has another string following, with that prefix

## EEpromKernel Word Set (build\_fsrd, build\_fswr)

\ A very simple file system for eeprom. The goal is not a general file system, but a place to put text

\ (or code) in eeprom so it can be dynamically loaded by propforth

\

\ the eeprom area start is defined by fsbot and the top is defined by fstop

\ The files are in eeprom memory as such:

\ 2 bytes - length of the contents of the file

\ 1 byte - length of the file name (this is a normal counted string, counted strings can be up

\ 255 bytes in length, the length here is limited for space reasons)

\ 1 - 31 bytes - the file name

\ 0 - 65534 bytes - the contents of the file

\

\ the last file has a length of 65535 (0hFFFF)

\

\ the start of every file is aligned with eeprom pages, for efficient read and write, this is 64 bytes

\

\ Status: 2010NOV24 Beta

\

\ 2011FEB03 - fix to align page reads to page addresses so crossing eeproms does not cause a problem \_fsread

\

\ 2011MAY31 - stable, reformat, updated error codes, added error message for file not found, added RO option

\

\ main routines

\

\ fsload filename - reads filename and directs it to the next free forth cog, every additional nested fsload

\ requires an additional free cog

\ fsread filename - reads the file and echos it directly to the terminal

\ fswrite filename - writes the file to the filesystem - takes input from the input until ...\0h0d is encounterd

\ - ie 3 dots followed by a carriage return

\ fsls - lists the files

\ fsclear - erases all files

\ fsdrop - erases the last file

### \_fnf

\ \_fnf ( --) file not found message

### \_fsfind

\ \_fsfind ( cstr -- addr ) find the last file named cstr, addr is the eeprom address, 0 if not found

### \_fsfree

\ \_fsfree ( -- n1 ) n1 is the first location in the file system, -1 if there are none

### \_fsk

\ \_fsk ( n1 -- n2) n1<<8 or a key from the input

### \_fslast

\ \_fslast ( -- addr ) find the last file, 0 if not found

### \_fsload

\ \_fsload ( cstr -- ) load the using the next free cog

### \_fsnext

\ \_fsnext ( addr1 -- addr2 t/f) addr - the current file address, addr2 - the next addr, t/f - true if we have

\ gone past the end of the eeprom. t0 -length of the current file

\ t1 - length of the file name (char)

### \_fsp

\ \_fsp filename ( -- cstr ) filename, if cstr is 0 no file found

### \_fspa

\ \_fspa ( addr1 -- addr2) addr2 is the next page aligned address after addr1

### \_fsrd

\ \_fsrd ( addr1 addr2 n1 -- ) addr1 - the eepropm address to read, addr2 - the address of the read buffer

\ n1 - the number of bytes to read

### \_fsread

\ \_fsread ( cstr -- ) read file to output

### \_fswr

\ \_fswr ( addr1 addr2 n1 -- ) addr1 - the eepropm address to write, addr2 - the address to write from

\ n1 - the number of bytes to write

### build\_fsrd

\ Word constant

### build\_fswr

\ Word constant

### fsbot

\ Long constant - the start adress in eeprom for the file system

### fsclear

\ fsclear ( -- ) erase all files and initialize the eeprom file system

### fsdrop

\ fsdrop ( -- ) deletes last file

### fsfree

\ fsfree ( -- ) print out free bytes in the eeprom file system

### fsload

\ fsload filename ( -- ) send the file to the next free forth cog

### fsls

\ fsls ( -- ) list the files

### fsps

\ fsps - word constant, the page size set to 64, a page size which should work with 32kx8 & 64kx8 eeproms and should work with larger as well. MUST BE A POWER OF 2

### fsread

\ fsread filename ( -- ) prints filename to the output

### fstop

\ Long constant - the end address in the eeprom for the file system

### fswrite

\ fswrite filename ( -- ) writes a file until ... followed immediately by a cr is encountered

### onboot

\ onboot (n1 -- n1) execute file boot.f if it exists

## SDKernel Word Set (build\_sd)

sdfs is meant to be a very simple fast file system on top of sd\_driver.

The design criteria are around small code size and speed, as opposed to generality and versatility.

Main concepts:

1. A file system occupies n contiguous 512 byte blocks on the SD card. If it is desired that the card should be FAT32 formatted, it should be possible to format card, create a very large file, figure out which blocks the file occupies, and mount sdfs to use those blocks.

This means sdfs could be manipulated on a pc by writing some code. This is NOT a goal of the initial implementation.

The file system must not start at block 0, block 1 is the first valid block number.

This also means multiple file systems can be defined on one sd card, useful for isolating functions like logging.

An sd card can be partitioned into multiple "disks", each which can contain one file system. There is no partition table or disk routines, when a filesystem is created, the start and end inherently defines the partion.

2. Files are 2 - n contiguous blocks, the maximum file size is 2Gig, (max positive 32 bit integer.) When a file is created, the space that is allocated to the file (the space is allocated as blocks of 512 bytes) is the maximum size the file can grow to. This trades space efficiency for a very simple and fast allocation.

3. File names must be 1 to 26 characters in length, and can only contain characters 0h30 - 0h7D. There are no other restrictions on file names. It is recommended that names do not use special characters. The reason for this is mapping urls to file names gets more complicated.

4. There is directory support, a directory is a fixed length file, whose name ends with a / There is no other differentiator. A directory can contain up to 2048 entries. A simple hashing mechanism makes navigation quick. (This hash function should be tested more thouroughly for at some point, but initial testing seems ok.) This optimizes for opening files, the result is that to list a directory the whole directory must be traversed, so directory "listing" is slower.

However, assuming the hash function performs reasonably, finding a file, and opening the file file be fast, and not slow down as there are more entries in the directory.

The root directory is /

Pathnames are simple concatenated directory and file names.

The maximum total length of a path name is 120 characters, this should make mapping urls to files very easy, and allow the use of the pad for parsing and file name manipulation.

To access a file, or directory, the current directory must be set to the parent of the file or directory. File access is only in that directory. This means no relative navigation or fully qualified file names. Reasons are 2 fold, 1 simplicity, 2 security. This will bebome evident when the http server is using the file system.

5. There is no limit on directory depth other than that which is imposed by the maximum path name length. The deeper a file is in the structure, the longer it will take to navigate to it.

6. Each file has a header block, immediately followed by all the data blocks.

7. The header block number is used by routines to reference files and directories.

8. Block numbers are absolute, this makes debugging, repair, and verification much simpler.

Unfortunately it means you cannot easily move the file system around.

9. The main interface routines to sdfs are:

\ \_sd\_CrEaTe ( n1 n2 -- ) n1 - starting block, n2 - last block + 1, CREATE a file system, WIPES OUT DATA

\ sd\_mount ( n1 -- ) mount the file system, n1 - the starting block of the file system,

\ the file system must be mounted before it is used

\ sd\_createdir ( cstr -- n1 ) cstr is the name of the directory to create, n1 is the header block

\ of the directory. If this directory already exists, it returns the root block of the existing

\ directory

\ sd\_cd.. ( -- ) make the parent directory the current directory

\ sd\_cd ( cstr -- ) make cstr the current directory, if it does not exists, nothing happens

\ the directory name in cstr must have a / at the end of it

\ sd\_cwd ( -- ) get the pathname of the current directory and copy it to pad

\ sd\_ls ( -- ) list the current directory

\ sd\_createfile ( cstr n1 -- n2) allocate n1 blocks, this includes the header block

\ sd\_find ( filename -- blocknumber/0) search for filename in the current directory

\ sd\_stat ( filename -- ) prints stats for the file

\ sd\_write ( numblocks filename -- ) writes a new or existing file until ... followed immediately by a cr is encountered

\ if the file exists, writing will be truncated to the existing maximum file size allocated when the file was created

\ sd\_trunc ( length filename -- ) sets the number of bytes used in the file to length

\ sd\_appendblk( addr size blk -- )

\ sd\_append( addr size filename -- )

\ sd\_readblk ( n1 -- ) n1 - header block number of file,

\ read the file and emit the char

\ sd\_read ( filename -- ) read the file and emit the chars

\ sd\_loadblk ( n1 -- ) n1 - the header block for the fileloads the file,

\ routes the file to the next free forth cog

\ sd\_load ( cstr -- ) loads the file, routes the file to the next free forth cog

\

\ These are provided for command line convenience

\

\ ls ( -- )

\ cd dirname ( -- )

\ cd.. ( -- )

\ cd/ ( -- )

\ cwd ( -- ) print the current directory

\ mkdir dirname ( -- )

\ fread filename ( -- )

\ fcreate filename ( numblocks\_to\_allocate -- )

\ fwrite filename ( numblocks\_to\_allocate -- )

\ fstat filename ( -- )

### $S\_sd\_clk

\ Word constant, io pins connecting to the sd card

### $S\_sd\_cs

\ Word constant, io pins connecting to the sd card

### $S\_sd\_di

\ Word constant, io pins connecting to the sd card

### $S\_sd\_do

\ Word constant, io pins connecting to the sd card

### .num

\ .num ( n1 -- ) print n1 as a fixed format number

### \_fnf

\ \_fnf ( --) file not found message

### \_fsk

\ \_fsk ( n1 -- n2) n1<<8 or a key from the input

### \_nf

\ \_nf ( n1 -- cstr ) formats n1 to a fixed format 16 wide, leading spaces variable, one trailing space

### \_readlong

\ \_readlong ( addr -- long ) reads an unaligned long

### \_sd\_alloc

\ \_sd\_alloc ( n1 -- n2 ) n1 - number of blocks to allocate, n2 - starting block, assumes v\_currentdir is valid

### \_sd\_appendbytes

\ \_sd\_appendbytes ( src byteoffset nbytes -- updatedsrc )

\ t0 - nybtes

\ t1 - byteoffset

\ tbuf - src

### \_sd\_ccs

\ \ this variable is a reflection of the ccs bit in the OCR

\ \ register, if 0, we send byte addresses

\ \ ( block aligned) to the card, otherwise block addresses,

\ \ only used internally in the driver

\ \ initialized by sd\_init

### \_sd\_clk\_out

\ basic pin functions to drive the sd card

### \_sd\_clk\_out\_h

\ basic pin functions to drive the sd card

### \_sd\_clk\_out\_l

\ basic pin functions to drive the sd card

### \_sd\_cmdr16

\ \_sd\_cmdr16 ( crc arg cmd -- n1 ) send the command, wait for response, n1 - the 16 bit response

\ n1 is set to all 1's (FFFFFFFF or -1) in the case of a timeout

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_cmdr40

\ \_sd\_cmdr40 ( crc arg cmd -- n1 n2 ) send the command, wait for response, n1 - the 8 bit response,

\ n2 - 32 bit response, n1 and n2 are set to all 1's (FFFFFFFF or -1) in the case of a timeout

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_cmdr8

\ \_sd\_cmdr8 ( crc arg cmd -- n1 ) send the command, wait for response, n1 - the 8 bit response

\ n1 is set to all 1's (FFFFFFFF or -1) in the case of a timeout

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_cmdr8data

\ \_sd\_cmdr8data ( datalen crc arg cmd -- n1 ) send the command, wait for response, the read the data into \_sd\_buf,

\ n1 - the 8 bit response n1 is set to all 1's (FFFFFFFF or -1) in the case of a timeout

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_cogend

\ set the data area for the buffer at the end of the assembler code, the allocation is done in sd\_init

\ \_sd\_cogend is the end of the buffer

### \_sd\_cs\_out

\ basic pin functions to drive the sd card

### \_sd\_cs\_out\_h

\ basic pin functions to drive the sd card

### \_sd\_cs\_out\_l

\ basic pin functions to drive the sd card

### \_sd\_di\_out

\ basic pin functions to drive the sd card

### \_sd\_di\_out\_h

\ basic pin functions to drive the sd card

### \_sd\_di\_out\_l

\ basic pin functions to drive the sd card

### \_sd\_dn

\

### \_sd\_do\_in

\ basic pin functions to drive the sd card

### \_sd\_fsp

\

### \_sd\_hash

\

### \_sd\_hc

\ \ this variable is a reflection of the CSD structure

\ \ version bits in the CSD register,

\ \ if 0, it is a Standard card, otherwise a High or

\ \ Extended Capacity card

\ \ initialized by sd\_init

### \_sd\_init

\ \_sd\_init ( -- ) initialize the SD card, this routine is only called once for the propeller

### \_sd\_initdir

\ \_sd\_initdir ( n1 -- ) n1, directory block number, initialize the directory

### \_sd\_initialized

\ Word variable, 0 if the SD card is not initialized

### \_sd\_maxblock

\ \ this long variable is the maximum block number for the card

\ \ initialized by sd\_init (card capacity is this \* 512)

### \_sd\_readdata

\ \_sd\_readdata( n1 -- ) n1 number of bytes to read, n1 must be a multilpe of 4, and it does not include the crc,

\ the crc is discarded by this routine. The data is read to sd\_cogbuf

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_setdirentry

\ \_sd\_setdirentry ( filename blocknumber -- ) write the directory entry

### \_sd\_shift\_in

\ \_sd\_shift\_in ( -- c1 ) shift in one char, most siginificant bit first

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_shift\_inlong

\ \_sd\_shift\_inlong ( -- n1 ) shift in one long, most siginificant bit first

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_shift\_out

\ \_sd\_shift\_out ( c1 -- ) shift out one char most siginficant bit first

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_shift\_outlong

\ \_sd\_shift\_outlong ( n1 -- ) shift out one long most siginficant bit first

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### \_sd\_writedata

\ \_sd\_writedata( n1 -- ) n1 number of bytes to write, n1 must be a multilpe of 4, and it does not include the crc,

\ the crc is written as FF by this routine. The data is written from sd\_cogbuf

There are 2 versions of this word, the first is a slow version used during initialization. The second is a fast assembler version used after the SD card is initialized.

### a\_shift

\ Internal word, used to invoke the assembler routines

### build\_sd

\ Word constant

### cd

\ cd dirname ( -- )

### cd..

\ cd.. ( -- )

### cd/

\ cd/ ( -- )

### cog>mem

\ cog>mem ( memaddr cogaddr numlongs -- ) memaddr must be long aligned

### cog>pad

\ cog>pad ( n1 -- ) the cog address to start reading 32 longs

### cog>tbuf7

\ tbuf>cog7 ( n1 -- ) the cog address to start writing 7 longs

### cwd

\ cwd ( -- ) print the current directory

### fcreate

\ fcreate filename ( numblocks\_to\_allocate -- )

### fload

\ fload filename ( -- ) load the file using the next free cog

### fread

\ fread filename ( -- ) print the file to the ouput

### fstat

\ fstat filename ( -- ) print the file stats to the output

### fwrite

\ fwrite filename ( numblocks\_to\_allocate -- ) allocate blocks and write until a ... followed by a cr is encountered

### ls

\ ls ( -- ) list the files

### mem>cog

\ mem>cog ( memaddr cogaddr numlongs -- ) memaddr must be long aligned

### mkdir

\ mkdir dirname ( -- ) create the directory

### onboot

\ onboot ( n1 -- n1) load the file sd\_boot.f

### pad>cog

\ pad>cog ( n1 -- ) the cog address to start writing 32 longs

### sd\_append

\ sd\_append( addr size filename -- ) append buffer of size to the file

### sd\_appendblk

\ sd\_appendblk( addr size headerblk -- ) append buffer of size to the file at headerblk

### sd\_blockread

\ sd\_blockread ( n1 -- ) n1 - the block number. Reads a 512 byte block into \_sd\_buf

### sd\_blockwrite

\ sd\_blockwrite ( n1 -- ) n1 - the block number. Writes 512 byte block from \_sd\_buf

### sd\_cd

\ sd\_cd ( cstr -- ) make cstr the current directory, if it does not exists, nothing happens

\ the directory name in cstr must have a / at the end of it

### sd\_cd..

\ sd\_cd.. ( -- ) make the parent directory the current directory

### sd\_cogbuf

\ set the data area for the buffer at the end of the assembler code, the allocation is done in sd\_init

\ sd\_cogbuf is the beginning of the buffer

### sd\_cogbufclr

\ sd\_cogbufclr ( -- ) initialize the buffer to zeros

### sd\_createdir

\ sd\_createdir ( cstr -- n1 ) cstr is the name of the directory to create, n1 is the header block

\ of the directory. If this directory already exists, it returns the root block of the existing

\ directory

### sd\_createfile

\ sd\_createfile ( cstr n1 -- n2) allocate n1 blocks, this includes the header block,

\ create a directory entry, and write the file header,

\ n2 is the block number of the file header

### sd\_cwd

\ sd\_cwd ( -- ) get the pathname of the current directory and copy it to pad

### sd\_find

\ sd\_find ( filename -- blocknumber/0) search for filename in the current directory

### sd\_init

\ sd\_init ( -- ) call for every cog using the sd card

### sd\_load

\ sd\_load ( cstr -- ) loads the file, routes the file to the next free forth cog

### sd\_loadblk

\ sd\_loadblk ( n1 -- ) n1 - the header block for the fileloads the file,

\ routes the file to the next free forth cog

### sd\_lock

\ sd\_lock ( -- ) lock the sd card so no one else can use it

### sd\_ls

\ sd\_ls ( -- ) list the current directory

### sd\_mount

\ sd\_mount ( n1 -- ) mount the file system, n1 - the starting block of the file system,

\ the file system must be mounted before it is used

### sd\_read

\ sd\_read ( filename -- ) read the file and emit the chars

### sd\_readblk

\

\ sd\_readblk ( n1 -- ) n1 - header block number of file,

\ read the file and emit the chars

### sd\_stat

\ sd\_stat ( filename -- ) prints stats for the file

### sd\_trunc

\ sd\_trunc ( length filename -- ) sets the number of bytes used in the file to length

### sd\_uninit

\ sd\_uninit ( -- ) "releases" the cog memory

### sd\_unlock

\ sd\_unlock ( -- ) unlock the sd card

### sd\_write

\ sd\_write ( numblocks filename -- ) writes a new or existing file until ... followed immediately by a cr is encountered

\ if the file exists, writing will be truncated to the existing maximum file size allocated when the file was created

### tbuf>cog7

\ tbuf>cog7 ( n1 -- ) the cog address to start writing 7 longs

### v\_currentdir

\ Address to a long in cog memory, the block number of the current directory

### v\_sd\_clk

\ Address to a long in cog memory, a mask with the for sd\_clk

### v\_sd\_di

\ Address to a long in cog memory, a mask with the for sd\_di

### v\_sd\_do

\ Address to a long in cog memory, a mask with the for sd\_do

### v\_sdbase

\ Address to a long in cog memory, the base for all the cog memory used by thesd filesystem