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**Introducción:**

El objetivo de este informe es en primer lugar presentar una descripción de las estructuras de datos utilizadas para el desarrollo de la Blockchain y del árbol AVL, explicando cómo están compuestas y los métodos implementados.

En segundo lugar, se presenta una justificación de las decisiones de diseño y de por qué se decidió implementar estas estructuras de datos, comparándolas con estructuras alternativas que se tuvieron en cuenta durante el desarrollo, pero que finalmente fueron descartadas.

También se explica cómo fueron implementados los métodos más relevantes, y por qué fueron implementados de esa manera.

En cuarto lugar, también se presentan las convenciones utilizadas para los métodos que involucran el pasaje de archivos, como el modify.

Finalmente, se presenta una conclusión acerca de las decisiones de diseño tomadas a lo largo del desarrollo del trabajo práctico.

**Instalación:**

Para instalar el trabajo práctico, se debe ejecutar el comando *ant* en la carpeta principal, donde está ubicado el archivo *build.xml* (tener en cuenta que hay que tener ant instalado). El target default de *build.xml* generará dos carpetas, una llamada *dist*, y otra llamada *build*. En la carpeta *build* estarán todos los archivos *.class*, y en la carpeta *dist* se encuentra el archivo ejecutable *.jar*. Si se desea limpiar las carpetas generadas al ejecutar *ant*, el archivo *build.xml* también contiene un target llamado *clean*, que borrará las carpetas *build* y *dist*, por lo que sólo sería necesaria ejecutar el comando *ant clean*.

**Clase Blockchain:**

Modelado de la clase:

La clase Blockchain fue creada para modelar la Blockchain sobre la que se mantiene el árbol AVL.

A continuación se presenta una descripción de cómo fue pensada e implementada esta clase, y una justificación de las decisiones tomadas.

En primer lugar, se decidió modelar la Blockchain como una lista simplemente encadenada con header, con la particularidad de que cada elemento tiene una referencia al anterior, por lo que la lista se empieza a recorrer a partir del último elemento. En esta parte de la implementación, es posible analizar el siguiente punto de discusión: ¿Por qué una lista simplemente encadenada donde cada elemento apunta al anterior, y no al siguiente, o por qué no una lista doblemente encadenada? ¿Por qué una lista simplemente encadenada y no un ArrayList?.

Respecto a la primer pregunta, como veremos más adelante, el hecho de que cada elemento apunte al anterior, al siguiente, o a ambos, no modifica la complejidad temporal de los métodos implementados, por lo que se decidió elegir el modelo que le resultó más cómodo al equipo.

Respecto a la segunda pregunta, se requirió un poco más de reflexión para responderla. Sabemos que en un ArrayList las operaciones de acceso a un elemento son de orden O(1), ya que los elementos están contiguos en memoria y se acceden mediante índices. Pero, esto provoca que de vez en cuando, al insertar un elemento, se llegue al límite del tamaño fijo y haya que realocar el espacio donde están los elementos, provocando una inserción de orden O(n) en el peor caso. En cambio, al utilizar una lista simplemente encadenada, las operaciones de inserción siempre serán de orden O(1), ya que los elementos no están contiguos en memoria. El problema de esto es que las operaciones de acceso son de orden O(n). Es por esto que se tuvo que realizar una decisión sobre a qué darle más importancia: ¿Operaciones de acceso a un bloque de la Blockchain, u operaciones de inserción de bloques en la Blockchain? El único momento donde se realiza un acceso a un índice particular de la Blockchain es cuando se ejecuta el comando *modify* para modificar un bloque en específico. Pero cuando se modifica un bloque, lo más probable es que la Blockchain quede inválida, y si la Blockchain es inválida, ya no se podrá seguir usando porque no es confiable. En cambio, los comando como *add* y *remove* se ejecutarán con mucha frecuencia, ya que la idea de esta Blockchain es poder realizar operaciones sobre un árbol AVL. Como se realizarán más operaciones de inserción de bloques que de búsqueda de bloques, se optó por implementar una lista simplemente encadenada en vez de un ArrayList.

Comentarios sobre métodos importantes:

Los métodos “*mine”* y “*valid* *ceros”* son explicados con profundidad en la sección “Calculando el Hash”. Respecto al método “*addBlock”*, es importante justificar por qué se decidió chequear la validez de la Blockchain cada vez que se agrega un elemento. En un primer lugar, se había implementado este método permitiendo que una vez que ya no sea válida la Blockchain, igual se pueda seguir agregando bloques. La idea de la Blockchain es que sea segura, y una vez inválida e insegura, se consideró que ya no se debería poder seguir usando. Una discusión que se tuvo fue si en vez de validar la Blockchain cada vez que se agrega un bloque, que sólo se chequee la validez una vez modificada la Blockchain con el método *modify*. Se llegó a la conclusión de que de todas maneras se seguiría validando en el método *addBlock*, ya que si por alguna razón de error de seguridad se llegase a modificar la Blockchain por otro lado que no es el método *modify*, no lo estaríamos verificando, y no se estarían presentando los estándares de confianza y seguridad que se esperan de una estructura como lo es la Blockchain. Una desventaja es que el método para chequear la validez de la Blockchain es de orden O(n) ya que hay que recorrerla, pero teniendo en cuenta que la Blockchain tiene que ser completamente segura, es un sacrificio que se consideró que era necesario tomar.

**Clase Block:**

La clase Block fue creada para modelar cada bloque de la Blockchain.

Como sabemos, cada bloque en una Blockchain tiene un índice, un nonce, un hash, una referencia al hash del bloque anterior, e información que se quiere almacenar en el bloque.

El índice y el nonce se decidió representar con la clase Integer. Para representar el hash se decidió usar un arreglo de bytes, la explicación del hash se ve más a fondo en la sección “Calculando el hash”.

También, se decidió en cada bloque agregar un campo nuevo, que sería un conjunto de nodos modificados por la operación almacenada en el bloque. El propósito de esto es facilitar la implementación del método *lookup*, que devuelve una lista de los índices de los bloques que modificaron a un nodo en particular.

Por último, se decidió crear la clase BlockData para representar el resto de la información. En esta clase se almacena por un lado la operación realizada sobre el árbol AVL en el bloque actual, y también una copia del árbol AVL al momento de haber agregado el bloque a la Blockchain. La operación realizada se almacena como un String, por ejemplo, “*add 4”*, el propósito de almacenarla como un String está explicado en la sección “Calculando el hash”.

**Clase AVLTree:**

La clase AVLTree fue modelada con una referencia al nodo raíz y los métodos para realizar las distintas operaciones del árbol. Cada nodo es modelado con una clase interna (AVLNode) la cual posee una referencia a su hijo izquierdo, otra para su derecho, el número/elemento que guarda, y también almacena la altura del nodo que es recalculada en cada operación.

Tanto la inserción como la remoción se realizan recursivamente, y recalcula la altura de cada nodo al pasar por él.

Para la inserción, se inserta como en un BST normal y luego va calculando los factores de balanceo (altura nodo izq. – altura nodo der.) de los nodos que anteceden al nuevo nodo hasta la raíz. Cuando encuentra uno con factor menor a -1 o mayor a 1, realiza la debida rotación, con la convención vista en clase (LL -> R, RR -> L, RL -> LR, LR -> RL).

Para la remoción, se remueve como en un BST normal, reemplazando su valor por el de su sucesor in-order, o su predecesor en caso de no tener, o simplemente se lo borra si el nodo en cuestión es una hoja. Al proceder a reemplazar el valor del nodo, se hace una remoción del nodo que contiene el valor que se utilizó para reemplazar al removido, así el algoritmo revisa los factores de balanceo hasta la raíz y hace las debidas rotaciones en caso de ser necesario.

Para pasar el árbol a un Sting se utiliza el algoritmo del BFS, para que al construirlo de nuevo insertando los nodos en orden no realice rotaciones.

**Calculando el Hash:**

El objetivo de esta sección del informe es explicar cómo se decidió representar y calcular el hash de cada bloque, y explicar los métodos implementados para lograr el minado de un bloque.

En primer lugar, creamos la clase abstracta HashUtilities, que contiene un conjunto de métodos estáticos que permiten realizar validaciones relacionadas al hash y al minado de un bloque. Se decidió utilizar el algoritmo SHA-256, ya que está provisto por la API de Java. Para calcular el hash, se tuvo en cuenta que se necesitaría una representación única de la información del bloque para no obtener hashes repetidos. Se consideró que la mejor manera de obtener esta representación única del bloque era mediante un String, concatenando cada campo del bloque obteniendo un String con todos los campos concatenados. Otra opción podía ser obteniendo un número único que represente al bloque y después aplicarle el hash, pero es igual de útil y más comprensible trabajar con un String, razón por la que se decidió usar eso.

El método provisto por la API de Java para calcular el SHA-256 devuelve un arreglo de bytes. En un primer momento, para calcular si el hash es válido se había decidido convertir ese arreglo de bytes a un String en hexadecimal, y luego hacer comparación con la cantidad de ceros para verificar que sea válido. El problema es que el nonce en numerosos casos llega hasta más de un millón, y por cada una de esas iteraciones se está haciendo la conversión de un arreglo de bytes a String. El algoritmo de minado podría ser más eficiente si en vez de convertir el arreglo de bytes en un String, se trabaja directamente con el arreglo de bytes, que es lo que se decidió hacer. En el método donde se verifican los ceros iniciales del hash, realizamos comparaciones bit a bit para evitar convertir el arreglo de bytes a un String.

**Convenciones:**

El objetivo de esta sección del informe es presentar la convención utilizada para leer el archivo que se le pasa al comando *modify*. Teniendo en cuenta esta convención de formato, el comando *modify* leerá correctamente el archivo y se ejecutará sin problemas.

El formato del archivo es el siguiente (la *x* seria un numero Integer):

nonce: *x*

operation: (add|remove) *x*

tree: *x1, x2, x3, … , xn*

modified: x1, x2, x3, … , xn

prevHash: x

Notar que en los números separados por coma, después de cada coma viene un espacio. También, tener en cuenta que a prevHash sólo se le puede pasar un número en hexadecimal. Y en operation, solo se puede indicar o add o remove, pero no las dos.

Un ejemplo de un archivo válido:![C:\Users\Jonathan\AppData\Local\Microsoft\Windows\INetCache\Content.Word\valid_data.png](data:image/png;base64,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)

**Conclusión:**

En la toma de decisiones del proyecto decidimos optar por una lista simplemente encadenada en vez de un array ya que llegamos a la conclusión de que las operaciones de modify serán escasas y si se realiza una, a menos de que se haga una copia exacta del bloque que se modifica, es muy altamente probable que la cadena quede invalida. Por esto, a fines prácticos se decidió por optar por la estructura de datos que favorece la inserción a expensas de búsqueda. Cabe destacar que cuando se hace lookup, si es que se debe buscar el historial del nodo, esta operación sería O(n) no importa si es una lista o un array ya que se deben recorrer todos los bloques.

También se consiguió evadir el recorrido de n árboles AVL en el lookup al utilizar un array de nodos modificados, así reduciendo gran cantidad de chequeos ya que la cantidad de nodos modificados por operación es mucho menor a la cantidad de nodos en un árbol cuando se trata de árboles de tamaño considerable por lo cual las listas son de un tamaño mucho menor a los árboles.

Finalmente se decidió verificar la cadena cada vez que se hace una operación ya que si no se hace se puede seguir operando sobre la misma cuando esta es inválida porque, por ejemplo, pudo haber sido invalidada previamente por algún agente externo.

En su totalidad el proyecto presentó ciertas dificultades en cuanto a la elección de estructuras para mejor representar una blockchain teniendo en cuenta aspectos de performance como también requirió investigación sobre la naturaleza de una blockchain. En nuestra opinión el proyecto presentó un gran valor pedagógico y nos encontramos satisfechos con el desarrollo del mismo