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Complete all problems

1. On a machine where you plan to generate symmetric keys for, say, AES, you have access to a single entropy source E. E has the following statistical properties: You can draw four bits of entropy, a1,a2,a3,a4, from E per call. The process generating these bits is not “memory-less” and has the following distribution: Pr(a1=0)= Pr(a1=1)= 1/2. For i>1, Pr(ai=0|ai-1=0)= 2/3, Pr(ai=1|ai-1=0)= 1/3, Pr(ai=1|ai-1=1)= 3/4 and Pr(ai=0|ai-1=1)=1/4. You can call access E many times and each time you receive a four-bit response with the foregoing distribution but there is a time delay between calls and you don’t want to “waste” entropy.
   1. What is the entropy (or information rate) of E? Remember if E consisted of independent, identically distributed bits (which is doesn’t) each with equal probability for drawing 0 or 1, the information rate would be 4 bits.
   2. You wish to use E efficiently to generate keys. Key bit should be independent, identically distributed bits with maximum information rate (i.e.-for 128 bit key, you want 128 bits, **k**, with H(**k**)=128). Design a mechanism to obtain **k** from E. You may assume a cryptographic hash, like SHA-1 is a “perfect” mixer that loses no entropy.
   3. What is the most likely and least likely sequences, a1,a2,a3,a4, that E would generate?
   4. Your ambitious, but lazy, companion decides to use concatenated outputs from E for key generation. If E had been perfect, AES-128, exhaustive search (given a corresponding plain and cipher text) would find the key in about 2127 trials on average. How many trials, on average, would a key search from this flawed distribution take?

|  |  |  |
| --- | --- | --- |
| **Sequence (s)** | **ps** | **ps lg(ps)** |
| 0000 | 0.148148148 | -0.408131482 |
| 0001 | 0.074074074 | -0.278139815 |
| 0010 | 0.027777778 | -0.143609028 |
| 0011 | 0.083333333 | -0.298746875 |
| 0100 | 0.027777778 | -0.143609028 |
| 0101 | 0.013888889 | -0.085693403 |
| 0110 | 0.03125 | -0.15625 |
| 0111 | 0.09375 | -0.320159766 |
| 1000 | 0.055555556 | -0.2316625 |
| 1001 | 0.027777778 | -0.143609028 |
| 1010 | 0.010416667 | -0.068593359 |
| 1011 | 0.03125 | -0.15625 |
| 1100 | 0.0625 | -0.25 |
| 1101 | 0.03125 | -0.15625 |
| 1110 | 0.0703125 | -0.269302148 |
| 1111 | 0.2109375 | -0.473578418 |

Summing column 3 (and multiplying by -1), we get H(X)= 3.583584849 bits

One way to use this source to generate keys (roughly) is to input raw entropy and state to a one-way random function like (SHA-1). For example, let si be a sample from E. Let state1= SHA1(s1) and statei+1= SHA1(statei||si). statei has 3.583584849i bits of entropy and because of the properties of SHA-1, we can sample any [3.583584849i] bits of statei to obtain a [3.583584849i] bit “cryptographically good” random number. For AES-128, where we want a cryptographically secure 128 number, we’d sample E 26 times.

Consulting the table above, the most likely sequence from E is 1111, which occurs with probability ~.21, the least likely sequence is 1010, which occurs with probability ~.01.

If E were “perfect,” the average number of keys we’d need to try to find a 4 bit key is is
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By sorting the 16 probabilities of sequences from E so that p1≥…≥p16, we can calculate the average number of 4-bit keys we’d need to try to find keys from the “real” E is
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Computing the average number of trials for a bit stream consisting of k-E samples comprising 4k bits by computing the 16k joint probabilities p(1) •…• p(k), where each p(i) takes on all 16 possible 4-bit outcome probabilities for 4-bit sequences generated by E. For k=1, we calculated this value above.

For k=2, we can calculate (with excel or a program)

nE||E≈72 trials

This is substantially lower than the approximately 128 trials expected from a “perfect” distribution. In fact, for a single E-sample, we need to examine 5.19/8≈.648 of the trials we’d have with a perfect source and for two samples, we need only examine 72/128≈.5625 of the number of trials we’d expect for a perfect 8-bit sample. We can make estimates based of the exact ratio but you should have noted that for the 32 E-samples required for AES-128 key generation,
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where pi is the sorted (from largest to smallest) sequence p(1) •…• p(32) where each p(i) takes on the 16 probabilities of E-sequences.
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1. What is a cryptographic hash? What three properties should a cryptographic hash have? Let’s explore one of these.

Suppose we have n objects (n is large) and we select r of them (with replacement). Let’s calculate the probability that we will have r *distinct* (i.e.-non-colliding) objects when we’re done: There are nr ways to pick the r objects. There n ways to pick the first object (without duplication), (n-1) ways to pick the second and so on, the rth object can be selected (n-(r-1)) ways so the probability we will have *no* duplication is: (n/n) ((n-1)/n)…((+1-r)/n). We write this as
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2. Suppose we use two Merkle-Damgard hashes of output size 256 bits ~~(say, SHA-256 and SHA-3 with 256 bit output)~~ in which any collision could be used to produce other collisions by appending the same bit strings to the original (non-identical) colliding strings. ~~Assuming (which is the best case) each has a 50% chance of collision, what is the probability that~~ *~~both~~* ~~have a collision? For what a, is there a 50% probability that both have a collision? What is r in this case? Finally, what r is there a 50% chance that a (good) hash with 512 bits of output has a collision?~~ How much time (in the size of the output hash) does it take to find a string that produces the same hash for both hash algorithms with 25% probability? 50% probability? What do you conclude about building cryptographic hashes out of independent hash functions is?
3. What do you conclude about building cryptographic hashes out of independent hash functions is?

A cryptographic hash is a function h: {0,1}\* 🡪 {1,1}n with the following properties.

One way: It is computationally difficult given y: y=h(x) (x unspecified) to find x.

Pre-image resistance: It is computationally difficult given x,y: y=h(x) (x specified) to find x’≠x: h(x)=h(x’).

Collision resistance: It is computationally difficult to find x’≠x: h(x)=h(x’).
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|  |  |
| --- | --- |
| t | a |
| 1/2 | 1.177 |
| 3/4 | .759 |
| 99/100 | .142 |

Suppose we find a collision (m1, m2) to H1 in time t1, finding t1 with probability p1 is determined by the above analysis. We can append arbitrary strings, x, to get additional collisions, (m1||x, m2||x) to H1 and eventually, one of these collides for H2; again, the time is dictated by the analysis above. Thus if it takes t1 to find the first collision with p1= .5 and t2 to find the first collision with p2= .5, it will take t1+ t2 with probability .25. To find the probability of both collisions with probability .5, we need to find t1 for p1=1/√2.

Breaking a 512 bit has takes time about 2-256 but breaking two 256 bit hashes seems to takes only ≈2x2-128 so this isn’t a super efficient way to design hashes.

1. The k-linear feedback shift register LFSR(a1, a2,… ak) is defined by xk+n+1= xk+1a1Å xk+2a2Åxk+n ak, where ak![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHCAYAAADam2dgAAAC0WlDQ1BJQ0MgUHJvZmlsZQAAKJGNlM9LFGEYx7+zjRgoQWBme4ihQ0ioTBZlROWuv9i0bVl/lBLE7Oy7u5Ozs9PM7JoiEV46ZtE9Kg8e+gM8eOiUl8LALALpblFEgpeS7Xlnxt0R7ccLM/N5nx/f53nf4X2BGlkxTT0kAXnDsZJ9Uen66JhU+xEhHEEdwqhTVNuMJBIDoMFjsWtsvofAvyute/v/OurStpoHhP1A6Eea2Sqw7xfZC1lqBBC5XsOEYzrE9zhbnv0x55TH8659KNlFvEh8QDUtHv+auEPNKWmgRiRuyQZiUgHO60XV7+cgPfXMGB6k73Hq6S6ze3wWZtJKdz9xG/HnNOvu4ZrE8xmtN0bcTM9axuod9lg4oTmxIY9DI4YeH/C5yUjFr/qaoulEk9v6dmmwZ9t+S7mcIA4TJ8cL/TymkXI7p3JD1zwW9KlcV9znd1Yxyeseo5g5U3f/F/UWeoVR6GDQYNDbgIQk+hBFK0xYKCBDHo0iNLIyN8YitjG+Z6SORIAl8q9TzrqbcxtFyuZZI4jGMdNSUZDkD/JXeVV+Ks/JX2bDxeaqZ8a6qanLD76TLq+8ret7/Z48fZXqRsirI0vWfGVNdqDTQHcZYzZcVeI12P34ZmCVLFCpFSlXadytVHJ9Nr0jgWp/2j2KXZpebKrWWhUXbqzUL03v2KvCrlWxyqp2zqtxwXwmHhVPijGxQzwHSbwkdooXxW6anRcHKhnDpKJhwlWyoVCWgUnymjv+mRcL76y5o6GPGczSVImf/4RVyGg6CxzRf7j/c/B7xaOxIvDCBg6frto2ku4dIjQuV23OFeDCN7oP3lZtzXQeDj0BFs6oRavkSwvCG4pmdxw+6SqYk5aWzTlSuyyflSJ0JTEpZqhtLZKi65LrsiWL2cwqsXQb7Mypdk+lnnal5lO5vEHnr/YRsPWwXP75rFzeek49rAEv9d/AvP1FThgxSQAAAF5JREFUGJWlz7EJhEAUhOFPUTExNBPMtIEr0AJs4OqwEYuwA8HQNVllOcxuYJifF8zw+FMTivSQYYhu8UWI/KjBEh2wYsbHT92ecI8R9T1z5xm5Q4kKG450ckb+9sEFxnELamYfxY4AAAAASUVORK5CYII=)0, and all arithmetic is over GF(2). We say xt=LFSRt(a1, a2,… ak). (x1, x2 ,…, xk) is the key and the plaintext message is m1, m2 ,…, ml, the ciphertext message is m1Åx1, m2Åx2 ,…, xlÅml.. Given a corresponding plaintext and ciphertext messages of length t, “bread” this cipher system. What is the minimum size to t for k?

An LFSR with k stages can be broken given 2k consecutive bits since we can then solve for the ci as element d of GF(2) in:

a1x1+…+akxk= xk+1

a1x2+…+akxk+1= xk+2

… … …

a1xk+…+akx2k-1= x2k

We know the xi because we have corresponding plain, ri, and cipher text , si, with ri+ xi = si (these equations are over GF(2)) and so riÅ si= xi. Even if we don’t know the length of the shift register, we can do trial solutions. We know we’ve gotten enough because

x1, x2, …, xk

det x2, x3, …, xk+1

… … ….

xk, xk+1, …, x2k-1

will be 0 in GF(2) when k is exceeds the number of shift registers.

1. Describe its construction of DES in terms of basic transformations. What is the role of the key schedule? S-boxes? What is linear cryptanalysis? Consider a DES like cipher with the same key schedule and same high level single round, namely, ri: (L,R)🡪(R, L+ f(K(i), R), however, f is different in the following respects: (1) there is no expansion matrix and the first 32 key bits of the traditional DES round key is xored with R to produce the S-box input, (2) the permutation matrix P is replaced by the identity permutation, and (3) there is a single S-box, S, which takes four bit inputs and produces four bit outputs. The S-box is applied to each four bits of K(i)+R, in succession. Thus f(K(i), R)= S(K(i)+R)1,2,3,4 || S(K(i)+R)5,6,7,8 ||… || S(K(i)+R)29,30,31,32. S is defined as:

S(t,u,v,w)= (t+tw, u+uv, v+uvw, w+tw).

Discuss the linear and differential characteristics of this per round function and analyze generally, but without implementing, the prospects for linear and differential cryptanalysis of this modified cipher.

DES is a map from E: {0,1)64 x {0,1}56 🡪 {0,1)64. We write E(P,K)=C. For fixed key, K, E is a bijection from {0,1)64 to {0,1)64. For fixed K, DES is a composition of 33 permutations: E= IP-1 s16 t s15 t… t s1 IP. t maps (L,R)🡪(R,L) where L and R are respectively the left and right 32 bit subwords of the input to t. si: (L,R)🡪 (LÅf(K(i)ÅE(R)), where K(i) is the 48 bit keys schedule for round i, specified by the key schedule algorithm in FIPS-46 and E is the “expansion” operation (taking {0,1}32 🡪 {0,1)48) in FIPS-46. Each si is an involution – that is si2=1. t is also and involution and as a result, running DES backwards produces the inverse permutation: E-1(C,K)= IP-1 s1 t s2 t… t s16 IP. The round transformation is thus ri= t s15 (the last round omits t).

The f function is built from 8 S-boxes, S1,…,S8. Each S box is a map {0,1}6🡪{0,1}4 and a permutation, P (specified in FIPS-46) which permutes the bits in a 32 bit block. f(b1, …, b48)= P(S1(b1, …, b6)|| S2(b7, …, b12)||…|| S2(b41, …, b48)).

The key schedule mixes key bits so each key bit affects almost every output disk-the key schedule *diffuses* the effect of key bits. The S-boxes act as non-linear transformations, which *confuses* the contribution of each input bit to the final output.

Linear cryptanalysis is a technique, which consists of finding linear relations

a, b, g between the inputs of an S-box, the outputs of an S-box and the key bits used by the S-box in a round [a(p)Åb(c)=g(k)] which hold with probability p= 1/2+eij and then“stitching” these together to obtain a linear constraint among the plaintext, cipher and key bits of the form:

PR[17]ÅPL[3,8,14,25]ÅCL[3,8,14,25]ÅCR[17]= K1[26]ÅK3[26].

These equations are used to find key bits faster than exhaustive search.

For the S above, we have S(t,u,v,w)[1]ÅS(t,u,v,w)[4]=tÅw. Let switch to GF(2) notation. A[a,b] means add bit a of A to bit b of A (over GF(2)). We thus have:

Li[1+4k, 4+4k]ÅRo[1+4k, 4+4k]= Ri[1+4k, 4+4k]Åkr[1+4k, 4+4k], k=0,1,…,7

This holds with p=1 (You should be so lucky in real life). Note that Ri= Lo. Extending the first constraint to two rounds (see figure below), we get:

L1[1, 4]ÅR2[1, 4]= R1[1, 4]Åk1[1, 4], R1= L2

L2[1, 4]ÅR3[1, 4]= R2[1, 4]Åk2[1, 4], R2= L3

Adding and cancelling, we get:

L1[1, 4]~~ÅR~~~~2~~~~[1, 4]ÅL~~~~2~~~~[1, 4~~]ÅR3[1, 4]=

~~R~~~~1~~~~[1, 4]Å~~k1[1, 4]~~ÅR~~~~2~~~~[1, 4~~]Åk2[1, 4], since R1= L2

Or,

L1[1, 4]ÅR3[1, 4]= k1[1, 4]Åk2[1, 4].

Similarly,

L4[1, 4]ÅR6[1, 4]= k4[1, 4]Åk5[1, 4],

L7[1, 4]ÅR9[1, 4]= k7[1, 4]Åk8[1, 4].,

L10[1, 4]ÅR12[1, 4]= k10[1, 4]Åk11[1, 4]

L13[1, 4]ÅR15[1, 4]= k13[1, 4]Åk14[1, 4].

Noting that R6= L7, R9= L10, R12= L13, and R15= L16, and adding, this becomes:

L1[1, 4]ÅL16[1, 4]= k1[1, 4]Åk2[1, 4]Åk4[1, 4]Åk5[1, 4]Åk7[1, 4]Åk8[1, 4]

Åk10[1, 4]Åk11[1, 4]Åk13[1, 4]Åk14[1, 4].

There is no switch in the last round and CL= L17, CR= R16= R17, so

L16[1, 4]Å CL[1, 4]= CR[1, 4]Åk16[1, 4].

Finally, L1= PL and R1= PR. Adding all these, we get:

PL[1, 4]ÅCL[1, 4]= k1[1, 4]Åk2[1, 4]Åk4[1, 4]Åk5[1, 4]Åk7[1, 4]Åk8[1, 4]

Åk10[1, 4]Åk11[1, 4]Åk13[1, 4]Åk14[1, 4]Åk16[1, 4]ÅCR[1, 4].

Further,looking at the inverse cipher we get another relation. Now similar

Equations occur for positions 1+4k, 4+4k, for k= 0,1,…7, so, all together we have 16 linear constraints. We need only guess 40 bits and these equations (plus corresponding plain and cipher text) give us the remainder!

Calculating the differential: D(x,y)= |{t: S(x)ÅS(xÅt)=y}|, we get

SBox, S(t,u,v,w)= (t+tw, u+uv, v+uvw, w+tw)

x: 00 01 02 03 04 05 06 07 08 09 0a 0b 0c 0d 0e 0f

y: 00 01 02 03 04 05 02 01 08 00 0a 02 0c 04 0a 00

The convention, as with DES, is that the high order bit is first, that is, S(x1x2x3x4)=y1y2y3y4. Thus 0x01 has t=0, u=0, v=0 and x=1.

Differences, S(t,u,v,w)= (t+tw, u+uv, v+uvw, w+tw)

y': 00 01 02 03 04 05 06 07 08 09 0a 0b 0c 0d 0e 0f

16 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00, x'= 00

00 06 00 02 00 00 00 00 06 00 02 00 00 00 00 00, x'= 01

00 00 08 00 04 00 04 00 00 00 00 00 00 00 00 00, x'= 02

00 00 00 04 00 02 00 02 00 00 04 00 02 00 02 00, x'= 03

04 00 04 00 08 00 00 00 00 00 00 00 00 00 00 00, x'= 04

00 02 00 02 00 04 00 00 02 00 02 00 04 00 00 00, x'= 05

04 00 04 00 00 00 08 00 00 00 00 00 00 00 00 00, x'= 06

00 02 00 02 00 00 00 04 02 00 02 00 00 00 04 00, x'= 07

00 08 00 00 00 00 00 00 08 00 00 00 00 00 00 00, x'= 08

06 00 02 00 00 00 00 00 00 06 00 02 00 00 00 00, x'= 09

00 00 00 04 00 04 00 00 00 00 04 00 00 00 04 00, x'= 0a

00 00 04 00 02 00 02 00 00 00 00 04 00 02 00 02, x'= 0b

00 00 00 04 00 04 00 00 04 00 00 00 04 00 00 00, x'= 0c

02 00 02 00 04 00 00 00 00 02 00 02 00 04 00 00, x'= 0d

00 04 00 00 00 00 00 04 00 00 04 00 00 00 04 00, x'= 0e

02 00 02 00 00 00 04 00 00 02 00 02 00 00 00 04, x'= 0f

There are good intra-s-box differentials; for example 0x00🡪0x02, p=.5, 0x04🡪0x04, p=.5, 0x08🡪0x00, p=.5 and 0x08🡪0x08, p=.5. Because of the lack of mixing (provided by the P transformation in DES), these differentials are easy to track through an entire encryption – the p=.5 Sbox differentials, for example, give a full cipher characteristic that holds with p= 2-16 - so differential analysis offers a significant speedup. Finally, the intra-Sbox differentials happen in each S-box position so there are lots of them across a round.

1. Describe the RSA public key system. Key generation, basis for safety, encryption process. Suppose p= 1493 and q= 1499. Calculate n and f(n). If e=5 is the encryption exponent, calculate the decryption exponent, d.

n=p⋅q=1493⋅1499=2238007.

p-1= 1492= 4⋅373, q-1= 1498=2⋅749

φ(2238007)= 4⋅373⋅749= 558754

Want to find x, y: 5x+558754y=1

558754= 111750+4, 5=4+1 so 5(111751)+ 558754(-1)=1

So d= 111751.

1. Factoring using the x2=y2 (mod n) a la quadratic sieve. Suppose n=3837523. Observe that 93982= 55 x191 (mod n), 190952= 22x51x111x131x191 (mod n), 19642= 32 x 133 (mod n), and 170782= 26x32x111(mod n). Use these to find (x,y): x2=y2 (mod n). Finally, calculate (x-y, n) where (a,b) is the gcd of a and b to find the factors of n.

93982= 55 x191 (mod 3837523)

190952= 22x51x111x131x191 (mod 3837523)

19642= 32 x 133 (mod 3837523)

170782= 26x32x111(mod 3837523)

So

(9398•19095•1964•17078)2= (24•32 •53•11•132•19)2.

x=9398•19095•1964•17078= 2230387 and y=24•32 •53•11•132•19= 2586705.

y-x= 356318 and (356318, 3837523)= 1093.

3837523/1093=3511. 1093•3511=3837523.

1. Describe a discrete log public key cipher over a finite field of characteristic p. What is the public key? The private key? Describe the encryption process using a “small” p (for example, p= 3467). Set k=[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAPCAYAAACMa21tAAAC0WlDQ1BJQ0MgUHJvZmlsZQAAKJGNlM9LFGEYx7+zjRgoQWBme4ihQ0ioTBZlROWuv9i0bVl/lBLE7Oy7u5Ozs9PM7JoiEV46ZtE9Kg8e+gM8eOiUl8LALALpblFEgpeS7Xlnxt0R7ccLM/N5nx/f53nf4X2BGlkxTT0kAXnDsZJ9Uen66JhU+xEhHEEdwqhTVNuMJBIDoMFjsWtsvofAvyute/v/OurStpoHhP1A6Eea2Sqw7xfZC1lqBBC5XsOEYzrE9zhbnv0x55TH8659KNlFvEh8QDUtHv+auEPNKWmgRiRuyQZiUgHO60XV7+cgPfXMGB6k73Hq6S6ze3wWZtJKdz9xG/HnNOvu4ZrE8xmtN0bcTM9axuod9lg4oTmxIY9DI4YeH/C5yUjFr/qaoulEk9v6dmmwZ9t+S7mcIA4TJ8cL/TymkXI7p3JD1zwW9KlcV9znd1Yxyeseo5g5U3f/F/UWeoVR6GDQYNDbgIQk+hBFK0xYKCBDHo0iNLIyN8YitjG+Z6SORIAl8q9TzrqbcxtFyuZZI4jGMdNSUZDkD/JXeVV+Ks/JX2bDxeaqZ8a6qanLD76TLq+8ret7/Z48fZXqRsirI0vWfGVNdqDTQHcZYzZcVeI12P34ZmCVLFCpFSlXadytVHJ9Nr0jgWp/2j2KXZpebKrWWhUXbqzUL03v2KvCrlWxyqp2zqtxwXwmHhVPijGxQzwHSbwkdooXxW6anRcHKhnDpKJhwlWyoVCWgUnymjv+mRcL76y5o6GPGczSVImf/4RVyGg6CxzRf7j/c/B7xaOxIvDCBg6frto2ku4dIjQuV23OFeDCN7oP3lZtzXQeDj0BFs6oRavkSwvCG4pmdxw+6SqYk5aWzTlSuyyflSJ0JTEpZqhtLZKi65LrsiWL2cwqsXQb7Mypdk+lnnal5lO5vEHnr/YRsPWwXP75rFzeek49rAEv9d/AvP1FThgxSQAAAbJJREFUSInN1SGIVEEYB/Dfkwtyp8iGFcRyynlBuCC3YjnEYNV4QQxnMVgMslgvyBUXLBarYYNBEIMgli0GEdQsqMHgceHg0GBxDfM93uzu271XFv3DMDPf/Od9//m+b+bxn6FoyHuMvXkKwUe8aEI8ibvz1VLhSAPOJbybt5ASTQRdwIcYF9jA2hTuAlo19uPYwnLMW2NtoZHawE7mbIhe9P0abrmeo499tGN+LXh52yjJhykrYgNcwVH8xiN8x42Meyf63cw2wAmjUVs3epmGeFtODkvZOXyO8ZsQAw9xMeMt4yxuYSlsHVyOfdtYDft2tq+Nb/hT53wFT/Eqs93E+Wy+iK/SqQZhK6SUQDdz2A3eqipNnTGfPVytE1MuruC9lB54oD6Ka+GgJb0fnRDWw5MYd6OV6MdajqEGBX1bVbA7M3j7OGOyQIdSFLuqKJJqLL8IbVVkZ+KY9CqfMprvRen6kqI2NIk8Ze3glAU8wGbG7UmpHEFdOn7iOe7jU2bfxAFeSk/80uRW8Cv6PVzHl3B+gGcZ7x5eT/nGBNbxA6fH7MWUQ8xCob5Omv5H/y3+AvmfVfstM8iSAAAAAElFTkSuQmCC)]=58. Suppose a=5 and b =2717 where b= ax (mod p). Find x as follows (Baby step, giant step). Compute a table (a, aj (mod p)), for j= 1,2,…,k. Now compute, ba-kj (mod p), for j= 1,2,…,k and find the intersection in the first table. Compute x from this. Finally, describe the Diffie Hellman key exchange protocol using exponentiation mod p.

|  |  |
| --- | --- |
| **n** | **5n (mod 3467)** |
| 1 | 5 |
| 2 | 25 |
| 4 | 625 |
| 8 | 2321 |
| 16 | 2790 |
| 32 | 685 |
| 64 | 1180 |

Using this, we compute the following table:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **5n (mod 3467)** | **n** | **5n (mod 3467)** |
| 1 | 5 | 30 | 2801 |
| 2 | 25 | 31 | 137 |
| 3 | 125 | 32 | 685 |
| 4 | 625 | 33 | 3425 |
| 5 | 3125 | 34 | 3257 |
| 6 | 1757 | 35 | 2417 |
| 7 | 1851 | 36 | 1684 |
| 8 | 2321 | 37 | 1486 |
| 9 | 1204 | 38 | 496 |
| 10 | 2553 | 39 | 2480 |
| 11 | 2364 | 40 | 1999 |
| 12 | 1419 | 41 | 3061 |
| 13 | 161 | 42 | 1437 |
| 14 | 805 | 43 | 251 |
| 15 | 558 | 44 | 1255 |
| 16 | 2790 | 45 | 2808 |
| 17 | 82 | 46 | 172 |
| 18 | 410 | 47 | 860 |
| 19 | 2050 | 48 | 833 |
| 20 | 3316 | 49 | 698 |
| 21 | 2712 | 50 | 23 |
| 22 | 3159 | 51 | 115 |
| 23 | 1927 | 52 | 575 |
| 24 | 2701 | 53 | 2875 |
| 25 | 3104 | 54 | 507 |
| 26 | 1652 | 55 | 2535 |
| 27 | 1326 | 56 | 2274 |
| 28 | 3163 | 57 | 969 |
| 29 | 1947 | 58 | 1378 |

ax =558= 1378 (mod 3467).

(-595)3467+(1497)1378=1, so 5-58= 1497 (mod 3467).

ba-kj(mod 3467)= 2717•1497= 558(mod 3467).

From the table above, 558= 515 (mod 3467). So 2717•5-58= 515 (mod 3467), and 2717= 558+15 (mod 3467). Thus x=73.

**Diffie-Hellman:** Alice and Bob agree on a base, g and modulus p. Alice generates a nonce, a, and sends ga (mod p). Bob generates a nonce, b, and sends gb (mod p). The shared key is gab (mod p).

1. Suppose Ep(a,b) is the set of points (including the point at ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAGCAYAAAD37n+BAAAC0WlDQ1BJQ0MgUHJvZmlsZQAAKJGNlM9LFGEYx7+zjRgoQWBme4ihQ0ioTBZlROWuv9i0bVl/lBLE7Oy7u5Ozs9PM7JoiEV46ZtE9Kg8e+gM8eOiUl8LALALpblFEgpeS7Xlnxt0R7ccLM/N5nx/f53nf4X2BGlkxTT0kAXnDsZJ9Uen66JhU+xEhHEEdwqhTVNuMJBIDoMFjsWtsvofAvyute/v/OurStpoHhP1A6Eea2Sqw7xfZC1lqBBC5XsOEYzrE9zhbnv0x55TH8659KNlFvEh8QDUtHv+auEPNKWmgRiRuyQZiUgHO60XV7+cgPfXMGB6k73Hq6S6ze3wWZtJKdz9xG/HnNOvu4ZrE8xmtN0bcTM9axuod9lg4oTmxIY9DI4YeH/C5yUjFr/qaoulEk9v6dmmwZ9t+S7mcIA4TJ8cL/TymkXI7p3JD1zwW9KlcV9znd1Yxyeseo5g5U3f/F/UWeoVR6GDQYNDbgIQk+hBFK0xYKCBDHo0iNLIyN8YitjG+Z6SORIAl8q9TzrqbcxtFyuZZI4jGMdNSUZDkD/JXeVV+Ks/JX2bDxeaqZ8a6qanLD76TLq+8ret7/Z48fZXqRsirI0vWfGVNdqDTQHcZYzZcVeI12P34ZmCVLFCpFSlXadytVHJ9Nr0jgWp/2j2KXZpebKrWWhUXbqzUL03v2KvCrlWxyqp2zqtxwXwmHhVPijGxQzwHSbwkdooXxW6anRcHKhnDpKJhwlWyoVCWgUnymjv+mRcL76y5o6GPGczSVImf/4RVyGg6CxzRf7j/c/B7xaOxIvDCBg6frto2ku4dIjQuV23OFeDCN7oP3lZtzXQeDj0BFs6oRavkSwvCG4pmdxw+6SqYk5aWzTlSuyyflSJ0JTEpZqhtLZKi65LrsiWL2cwqsXQb7Mypdk+lnnal5lO5vEHnr/YRsPWwXP75rFzeek49rAEv9d/AvP1FThgxSQAAAGxJREFUGJWFzbEJwgAUhOHPkAWsbK1SuYJYWbpIZnEBF3CMgJAB0tqYIoPE5kJCUHJw3Du4n8esHcb4iWrRb9OoWAAnXAO2eOOcfvkFHNDkHpJt8rPagj26vB/ximv06/GkIx5Jge8o/wGb+gKAJBGx/5+PywAAAABJRU5ErkJggg==)) on the equation y2=x3+ax+b. Recall Ep(a,b) is non-singular if D=4a3+27b2![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHCAYAAADam2dgAAAC0WlDQ1BJQ0MgUHJvZmlsZQAAKJGNlM9LFGEYx7+zjRgoQWBme4ihQ0ioTBZlROWuv9i0bVl/lBLE7Oy7u5Ozs9PM7JoiEV46ZtE9Kg8e+gM8eOiUl8LALALpblFEgpeS7Xlnxt0R7ccLM/N5nx/f53nf4X2BGlkxTT0kAXnDsZJ9Uen66JhU+xEhHEEdwqhTVNuMJBIDoMFjsWtsvofAvyute/v/OurStpoHhP1A6Eea2Sqw7xfZC1lqBBC5XsOEYzrE9zhbnv0x55TH8659KNlFvEh8QDUtHv+auEPNKWmgRiRuyQZiUgHO60XV7+cgPfXMGB6k73Hq6S6ze3wWZtJKdz9xG/HnNOvu4ZrE8xmtN0bcTM9axuod9lg4oTmxIY9DI4YeH/C5yUjFr/qaoulEk9v6dmmwZ9t+S7mcIA4TJ8cL/TymkXI7p3JD1zwW9KlcV9znd1Yxyeseo5g5U3f/F/UWeoVR6GDQYNDbgIQk+hBFK0xYKCBDHo0iNLIyN8YitjG+Z6SORIAl8q9TzrqbcxtFyuZZI4jGMdNSUZDkD/JXeVV+Ks/JX2bDxeaqZ8a6qanLD76TLq+8ret7/Z48fZXqRsirI0vWfGVNdqDTQHcZYzZcVeI12P34ZmCVLFCpFSlXadytVHJ9Nr0jgWp/2j2KXZpebKrWWhUXbqzUL03v2KvCrlWxyqp2zqtxwXwmHhVPijGxQzwHSbwkdooXxW6anRcHKhnDpKJhwlWyoVCWgUnymjv+mRcL76y5o6GPGczSVImf/4RVyGg6CxzRf7j/c/B7xaOxIvDCBg6frto2ku4dIjQuV23OFeDCN7oP3lZtzXQeDj0BFs6oRavkSwvCG4pmdxw+6SqYk5aWzTlSuyyflSJ0JTEpZqhtLZKi65LrsiWL2cwqsXQb7Mypdk+lnnal5lO5vEHnr/YRsPWwXP75rFzeek49rAEv9d/AvP1FThgxSQAAAF5JREFUGJWlz7EJhEAUhOFPUTExNBPMtIEr0AJs4OqwEYuwA8HQNVllOcxuYJifF8zw+FMTivSQYYhu8UWI/KjBEh2wYsbHT92ecI8R9T1z5xm5Q4kKG450ckb+9sEFxnELamYfxY4AAAAASUVORK5CYII=)0. How many points are on E23(2,13)? Describe ECC encryption on E23(2,13)? In the role of Alice, pick a public key for an ECC public key system on E23(2,13). Show how to embed the message m=7 in an point PM on E23(2,13). In the role of Bob encrypt the message and in the role of Alice, decrypt it. What was the most computationally expensive procedure called for in this problem?

|  |  |
| --- | --- |
| **n** | **n2 (mod 23)** |
| 0 | 0 |
| 1 | 1 |
| 2 | 4 |
| 3 | 9 |
| 4 | 16 |
| 5 | 2 |
| 6 | 13 |
| 7 | 3 |
| 8 | 18 |
| 9 | 12 |
| 10 | 8 |
| 11 | 6 |
| 12 | 6 |
| 13 | 8 |
| 14 | 12 |
| 15 | 18 |
| 16 | 3 |
| 17 | 13 |
| 18 | 2 |
| 19 | 16 |
| 20 | 9 |
| 21 | 4 |
| 22 | 1 |

|  |  |  |
| --- | --- | --- |
| **x** | **x3+2x+13 (mod 23)** | **y** |
| 0 | 13 | ±6 |
| 1 | 16 | ±4 |
| 2 | 2 | ±5 |
| 3 | 0 | 0 |
| 4 | 16 | ±4 |
| 5 | 10 | --- |
| 6 | 11 | --- |
| 7 | 2 | ±5 |
| 8 | 12 | ±9 |
| 9 | 1 | ±1 |
| 10 | 21 | --- |
| 11 | 9 | ±3 |
| 12 | 17 | --- |
| 13 | 5 | --- |
| 14 | 2 | ±5 |
| 15 | 14 | --- |
| 16 | 1 | ±1 |
| 17 | 15 | --- |
| 18 | 16 | ±4 |
| 19 | 10 | --- |
| 20 | 3 | ±7 |
| 21 | 1 | ±1 |
| 22 | 10 | --- |

So the curve has 28 elements, counting ∞.

Recall the addition laws:

If Ep(a,b): y2=x3+ax+b (mod p), P1=(x1,y1), P2=(x2,y2), then P1+P2= P3 and

P3=∞, if x1=x2 and y1=-y2.

Otherwise P3=(x3,y3) where

λ= (y2-y1)/(x2- x1) (mod p), if x1≠x2

λ= (3x12+a)/(2y1), if x1=x2

x3= λ2-x1-x2  (mod p),

y3= λ(x1-x3)- y1  (mod p).

(1,4) is a point of order 14 in the elliptic curve group and (0,0) is an element of order 2. 7(1,4)= (3,0) is another element of order 2.

For m=7, we check to see if there is a point on Ep(a,b) whose x coordinate is 14. There is, namely (14,5), so PM= (14,5). Suppose Alice’s secret is 3 so the public key parameters are E23(2,13). Alice picks G=(1,4) as the base point and publishes PA=3(1,4)=(18,4). Bob picks the secret b=5 and sends (5G, 5PA+PM). 5G=(20,16), 5PA=5(18,4)=(0,17) and 5PA+PM=(21,1)+(14,5)=(1,4). Alice computes 3(5G)= (21,1) and subtracts this from (1,4) to recover the message point (14,5). She divides the x-coordinate by 2 to get the message 7.

I hope you enjoyed the class. Please feel free to contact me if you have any questions in the future.

John