Primula Clipping Experiment
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2/13/2023

To do: - 6/26 update: Met with Jenn, we came up with more ideas: - let’s take out the vegetative plants, bc we think theyre doing weird things - there are more interactions that I didnt try before - we also think that the stepwise selection is wrong, theyre not nested models so it wont work - change clipping trt to ln(seeds) and log(fruits produced) - a better measure of reproductive effort! We will have to treat clipping and abortion the same way, which is maybe questionable… - ^we can compare which one is better - Throw in soil moisture in case that fits better - daily average soil moisutre April-end of May

#read in data, make df's  
# Add in demography data:  
source("../scripts/dode\_allyears\_cleaned.R")

## Warning: Values from `psurvival` are not uniquely identified; output will contain  
## list-cols.  
## • Use `values\_fn = list` to suppress this warning.  
## • Use `values\_fn = {summary\_fun}` to summarise duplicates.  
## • Use the following dplyr code to identify duplicates.  
## {data} %>%  
## dplyr::group\_by(tag, year) %>%  
## dplyr::summarise(n = dplyr::n(), .groups = "drop") %>%  
## dplyr::filter(n > 1L)

## Warning in left\_join(Dodecatheon, dtable, by = c("tag", "year")): Each row in `x` is expected to match at most 1 row in `y`.  
## ℹ Row 78 of `x` matches multiple rows.  
## ℹ If multiple matches are expected, set `multiple = "all"` to silence this  
## warning.

#add in tags in clipping experiment  
clip <- read.csv("../data/2021\_Primula\_Clipping.csv")  
clip <- clip %>%   
 select(1:8, -c(coor, date.of.clipping)) %>%   
 mutate(tag = as.character(tag),  
 plot = as.character(plot),  
 initial.flower = no.flowers.at.start +no.buds.at.start)  
  
#adding in soil moisture data  
sm <- read.csv("C:/Users/Jenna/Dropbox/Williams' Lab/Students/Jenna/loggerdata/cleaned.data/SM\_AprilMayavg\_allyears.csv")  
sm <- sm %>% mutate(plot = as.character(plot),  
 year = as.character(year))  
  
#add in number of seeds made  
seeds21 <- read.csv("C:/Users/Jenna/Dropbox/Williams' Lab/Cowichan IDE/Cowichan\_DemographyData/Dodecatheon/2021\_Dodecatheon\_Seed\_Counts.csv")  
  
#In 2021, which flowers made it to being a capsule?  
#seeds21 <- subset(seeds21, tag != "1556") # not an experiment plant  
#seeds21 <- subset(seeds21, tag != 1998) # not an experiment plant  
#seeds21 <- subset(seeds21, tag != 1813)  
seeds21 <- seeds21 %>%   
 mutate(pseeds = if\_else(no.seeds > 0, 1, 0),  
 tag = as.character(tag),  
 plot = as.character(plot))  
seeds21$pseeds[is.na(seeds21$pseeds)] <- 1 #assuming the plants where we couldn't count capsules separately had all their capsules contribute to seed total  
  
  
cap <- seeds21 %>% group\_by(tag, plot) %>%   
 dplyr::summarize(no.success.cap = sum(pseeds),  
 total.seeds = sum(no.seeds))

## `summarise()` has grouped output by 'tag'. You can override using the `.groups`  
## argument.

cap$total.seeds[cap$tag == 1556] <- 29  
cap$total.seeds[cap$tag == 1988] <- 58  
cap$total.seeds[cap$tag == 1988] <- 58  
cap$total.seeds[cap$tag == 282] <- 50  
cap$total.seeds[cap$tag == 494] <-98  
  
#adding cap to the clip df  
  
clip <- full\_join(clip, cap) %>%   
 mutate(total.seeds = if\_else(no.success.cap == 0, 0, total.seeds))

## Joining with `by = join\_by(plot, tag)`

remove(cap)  
clip$no.success.cap[is.na(clip$no.success.cap)] <- 0  
clip$initial.flower[clip$tag == 1490] <- 6  
clip$initial.flower[clip$tag == 5769] <- 5  
clip$initial.flower[clip$tag == 962] <- 6  
clip$initial.flower[clip$tag == 5746] <- 5  
clip$no.success.cap[clip$tag == 540] <- 4  
clip$no.success.cap[clip$tag == 693] <- 2  
  
  
  
############################################################################  
#add in clipping experiment treatments  
  
clip <- left\_join(clip, Dodecatheon, by = c("tag", "plot")) %>%   
 filter(year == 2021) %>%   
 mutate(fruitset = no.success.cap/initial.flower) %>%   
 mutate(pflower = as.factor(pflower),  
 rgr = log.ros.areaT1-log.ros.area) #calc relative growth rate

## Warning in left\_join(clip, Dodecatheon, by = c("tag", "plot")): Each row in `x` is expected to match at most 1 row in `y`.  
## ℹ Row 1 of `x` matches multiple rows.  
## ℹ If multiple matches are expected, set `multiple = "all"` to silence this  
## warning.

# these are all of the tags in the clipping experiment for 2021 and 2022  
#add soil moisture:  
clip <- left\_join(clip, sm)

## Joining with `by = join\_by(plot, year, trt)`

#subsetting - get rid of 12 and 14 (only 3 observations per plot - maybe this will help?)  
clip <- clip %>% filter(plot != "12") %>%   
 filter(plot != "14")  
  
#this is code to get the vegetative plants back in - unchecked for now  
# ###  
# # what sizes are plants in 2021 to 2022  
# Dodecatheon.21 <- Dodecatheon %>%   
# filter(year == "2021")  
# #of the plants that flowered in 2021, what was their min size? it doesnt look like I need to set a max size  
# ggplot(Dodecatheon.21, aes(log.ros.area, log.ros.areaT1, color = pflower)) +  
# geom\_jitter()+  
# facet\_wrap(~trt)  
# ggplot(subset(Dodecatheon.21, !is.na(pflower)), aes(log.ros.area))+  
# geom\_histogram()+  
# facet\_wrap(pflower~trt)  
# min <- Dodecatheon.21 %>%   
# group\_by(pflower, trt) %>%   
# summarize(min.size = min(log.ros.area, na.rm = TRUE))  
# clip2 <- Dodecatheon.21 %>%   
# filter(log.ros.area > 2) %>%   
# mutate(pflower = as.factor(pflower))  
# join <- left\_join(clip2, clip)  
# join <- join %>%   
# #eft\_join(join,sm, by = c("trt", "plot", "year")) %>%   
# mutate(treatment = if\_else(is.na(treatment) & pflower == 0, "veg", if\_else(is.na(treatment) & pflower == 1, "flowernt", treatment), treatment),  
# rgr = log.ros.areaT1-log.ros.area)  
#   
# remove(sm, clip2, Dodecatheon, min, Dodecatheon.21)  
#   
# #non experiment plants that flowered:  
# no.exp <- read.csv("/Users/Jenna/Dropbox/Williams' Lab/Cowichan IDE/Cowichan\_DemographyData/Dodecatheon/2021\_Dodecatheon\_Resurveys.csv", header=T)  
# no.exp <- no.exp %>%   
# filter(!is.na(pseeds)) %>%   
# dplyr::rename(fruitset1 = pseeds) %>%   
# select(c(plot, tag, fruitset1)) %>%   
# mutate(plot = as.character(plot),  
# tag = as.character(tag))  
  
  
#making a decision here that I may need to change: setting pseeds = fruitset (ie assuming that for these plants, if you made seeds, all of your flowers made seeds) - I have the data to check this, but will go check this later  
  
clip <- clip %>%   
 mutate(log.cap = log(no.success.cap + 1), #because there are zeros   
 total.seeds = if\_else(fruitset == 0, 0, total.seeds),  
 pseeds = if\_else(total.seeds > 0, 1, 0),  
 log.total.seeds = log(total.seeds + 1), #because there are zeros   
 psurvivalT1 = if\_else(is.na(psurvivalT1), 0, psurvivalT1))  
clip <- clip %>%  
 select(-c(no.flowers.at.start, no.buds.at.start, tag.pulled, problem.tag, toothpick, lv.length))  
  
  
#clip.sub filtered out the plots with very few observations

ggplot(clip, aes(x = log.ros.area, y = log.ros.areaT1))+  
 geom\_point()+  
 geom\_smooth(method = "lm", se = F)+  
 geom\_abline(slope=1, intercept=0)+  
 facet\_wrap(~plot)

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 10 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 10 rows containing missing values (`geom\_point()`).
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ggplot(clip, aes(x = log.ros.area, y = pflowerT1))+  
 geom\_point()+  
 geom\_smooth(method = "glm", method.args = list(family = binomial), se = F)+   
 geom\_abline(slope=1, intercept=0)+  
 facet\_wrap(~plot)

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 2 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 2 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

#These are the vital rate models we want to build:

growth.01 <- lmer(log.ros.areaT1 ~ log.ros.area +(1|plot), data = clip, REML = F)  
growth.02 <- lmer(log.ros.areaT1 ~ log.ros.area\*trt +(1|plot), data = clip, REML= F)  
growth.03 <- lmer(log.ros.areaT1 ~ log.ros.area + trt + log.total.seeds + (1|plot), data = clip, REML= F)  
growth.04 <- lmer(log.ros.areaT1 ~ log.ros.area + trt + log.total.seeds + trt:log.total.seeds + log.ros.area:trt + (1|plot), data = clip, REML= F)  
growth.05 <- lmer(log.ros.areaT1 ~ log.ros.area + log.total.seeds + trt + log.total.seeds:trt + log.ros.area:log.total.seeds + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, REML= F)  
  
growth.06 <- lmer(log.ros.areaT1 ~ log.ros.area + trt + log.cap + (1|plot), data = clip, REML= F)  
growth.07 <- lmer(log.ros.areaT1 ~ log.ros.area + trt + log.cap + trt:log.cap + log.ros.area:trt + (1|plot), data = clip, REML= F)  
growth.08 <- lmer(log.ros.areaT1 ~ log.ros.area + log.cap + trt + log.cap:trt + log.ros.area:log.cap + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, REML= F)  
  
#add in SM data for fun  
growth.09 <- lmer(log.ros.areaT1 ~ log.ros.area\*sm\_avg +(1|plot), data = clip, REML= F)  
growth.10 <- lmer(log.ros.areaT1 ~ log.ros.area + sm\_avg + log.total.seeds + (1|plot), data = clip, REML= F)  
growth.11 <- lmer(log.ros.areaT1 ~ log.ros.area + sm\_avg + log.total.seeds + sm\_avg:log.total.seeds + log.ros.area:sm\_avg + (1|plot), data = clip, REML= F)  
growth.12 <- lmer(log.ros.areaT1 ~ log.ros.area + log.total.seeds + sm\_avg + log.total.seeds:sm\_avg + log.ros.area:log.total.seeds + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, REML= F)  
  
growth.13 <- lmer(log.ros.areaT1 ~ log.ros.area + sm\_avg + log.cap + (1|plot), data = clip, REML= F)  
growth.14 <- lmer(log.ros.areaT1 ~ log.ros.area + sm\_avg + log.cap + sm\_avg:log.cap + log.ros.area:sm\_avg + (1|plot), data = clip, REML= F)  
growth.15 <- lmer(log.ros.areaT1 ~ log.ros.area + log.cap + sm\_avg + log.cap:sm\_avg + log.ros.area:log.cap + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, REML= F)  
growth.16 <- lmer(log.ros.areaT1 ~ log.ros.area + log.total.seeds + (1|plot), data = clip, REML= F)  
growth.17 <- lmer(log.ros.areaT1 ~ log.ros.area\*log.total.seeds + (1|plot), data = clip, REML= F)  
growth.18 <- lmer(log.ros.areaT1 ~ log.ros.area + log.cap + (1|plot), data = clip, REML= F)  
growth.19 <- lmer(log.ros.areaT1 ~ log.ros.area\*log.cap + (1|plot), data = clip, REML= F)  
  
model.names = c("log(size)",   
 "log(size)\*IDE",   
 "log(size) + IDE + log(total seeds)",   
 "log(size) + IDE + log(total seeds) + IDE:log(total seeds) + log(size):IDE",  
 "log(size) + log(total seeds) + IDE + log(total seeds):IDE + log(size):log(total seeds) + log(size):IDE + log(size):log(total seeds):IDE",  
 "log(size) + IDE + log(total capsules)",  
 "log(size) + IDE + log(total capsules) + IDE:log(total capsules) + log(size):IDE",  
 "log(size) + log(total capsules) + IDE + log(total capsules):IDE + log(size):log(total capsules) + log(size):IDE + log(size):log(total seeds):IDE",  
 "log(size)\*soil moisture",  
 "log(size) + soil moisture + log(total seeds)",  
 "log(size) + soil moisture + log(total seeds) + soil moisture:log(total seeds) + log(size):soil moisture",  
 "log(size) + log(total seeds) + soil moisture + log(total seeds):soil moisture + log(size):log(total seeds) + log(size):soil moisture + log(size):log(total seeds):soil moisture",  
 "log(size) + soil moisture + log(total capsules)",  
 "log(size) + soil moisture + log(total capsules) + soil moisture:log(total capsules) + log(size):soil moisture",  
 "log(size) + log(total capsules) + soil moisture + log(total capsules):soil moisture + log(size):log(total capsules) + log(size):soil moisture + log(size):log(total seeds):soil moisture",  
 "log(size) + log(total seeds)",  
 "log(size)\*log(total seeds)",  
 "log(size) + log(total capsules)",  
 "log(size)\*log(total capsules)")  
  
gr.mods <- mget(ls(pattern = "growth")) #make a list of all of those models that start with gm (^ means start with)  
gr\_AICc<-aictab(cand.set = gr.mods, modnames = model.names,second.ord=TRUE,nobs=NULL,sort=TRUE)  
#test<-aictab(cand.set = gr.mods, modnames = NULL,second.ord=TRUE,nobs=NULL,sort=TRUE)  
  
  
summary(growth.16)

## Linear mixed model fit by maximum likelihood . t-tests use Satterthwaite's  
## method [lmerModLmerTest]  
## Formula: log.ros.areaT1 ~ log.ros.area + log.total.seeds + (1 | plot)  
## Data: clip  
##   
## AIC BIC logLik deviance df.resid   
## 224.1 238.4 -107.0 214.1 126   
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -3.3182 -0.5101 -0.0115 0.5900 2.4006   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## plot (Intercept) 0.06635 0.2576   
## Residual 0.26775 0.5174   
## Number of obs: 131, groups: plot, 11  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 2.82746 0.38069 124.49497 7.427 1.54e-11 \*\*\*  
## log.ros.area 0.41897 0.09528 130.97842 4.397 2.25e-05 \*\*\*  
## log.total.seeds -0.05886 0.03098 128.77374 -1.900 0.0597 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) lg.rs.  
## log.ros.are -0.968   
## log.ttl.sds 0.102 -0.191

#rm(list = ls()[grepl("growth", ls())]) #removes these models

#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(growth.16, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
#graph it  
ggplot(clip, aes(x = log.ros.area, y = log.ros.areaT1))+  
 geom\_abline(slope=1, intercept = 0, linetype = 2, color= "grey", size = 1)+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 5), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid4")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 4), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid3")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 3), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid2")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 2), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid1")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 1), aes(x = log.ros.area, y = log.ros.areaT1), color = "violet")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = "grey")+  
 scale\_y\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 scale\_x\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 labs(x = "log(Rosette Area) in 2021", y = "log(Rosette Area) in 2022")

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.

## Warning: Removed 10 rows containing missing values (`geom\_point()`).
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#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), sm\_avg = seq(.1, .25, by = .01), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(growth.10, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
#graph it  
ggplot(clip, aes(x = log.ros.area, y = log.ros.areaT1))+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .25 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[1], size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .13 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[3], size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .1 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[5], size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .25 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), linetype = "dashed", color = Z[1])+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .13 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[3], linetype = "dashed", size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .1 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[5], linetype = "dashed", size = 1)+  
 geom\_abline(slope=1, intercept = 0, linetype = 2, color= "grey", size = 1)+  
 scale\_y\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 scale\_x\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 labs(x = "log(Rosette Area) in 2021", y = "log(Rosette Area) in 2022")

## Warning: Removed 10 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

#these seem kind of weird - I think the interaction may make more sense

pf.01 <- glmer(pflowerT1 ~ log.ros.area +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.02 <- glmer(pflowerT1 ~ log.ros.area\*trt +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.03 <- glmer(pflowerT1 ~ log.ros.area + trt + log.total.seeds + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.04 <- glmer(pflowerT1 ~ log.ros.area + trt + log.total.seeds + trt:log.total.seeds + log.ros.area:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.05 <- glmer(pflowerT1 ~ log.ros.area + log.total.seeds + trt + log.total.seeds:trt + log.ros.area:log.total.seeds + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.06 <- glmer(pflowerT1 ~ log.ros.area + trt + log.cap + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.07 <- glmer(pflowerT1 ~ log.ros.area + trt + log.cap + trt:log.cap + log.ros.area:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.08 <- glmer(pflowerT1 ~ log.ros.area + log.cap + trt + log.cap:trt + log.ros.area:log.cap + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.09 <- glmer(pflowerT1 ~ log.ros.area\*sm\_avg +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.10 <- glmer(pflowerT1 ~ log.ros.area + sm\_avg + log.total.seeds + (1|plot), data = clip, family = "binomial")  
pf.11 <- glmer(pflowerT1 ~ log.ros.area + sm\_avg + log.total.seeds + sm\_avg:log.total.seeds + log.ros.area:sm\_avg + (1|plot), data = clip, family = "binomial")

## Warning in checkConv(attr(opt, "derivs"), opt$par, ctrl = control$checkConv, : Model is nearly unidentifiable: large eigenvalue ratio  
## - Rescale variables?

pf.12 <- glmer(pflowerT1 ~ log.ros.area + log.total.seeds + sm\_avg + log.total.seeds:sm\_avg + log.ros.area:log.total.seeds + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "binomial")

## Warning in checkConv(attr(opt, "derivs"), opt$par, ctrl = control$checkConv, : Model is nearly unidentifiable: large eigenvalue ratio  
## - Rescale variables?

pf.13 <- glmer(pflowerT1 ~ log.ros.area + sm\_avg + log.cap + (1|plot), data = clip, family = "binomial")  
pf.14 <- glmer(pflowerT1 ~ log.ros.area + sm\_avg + log.cap + sm\_avg:log.cap + log.ros.area:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.15 <- glmer(pflowerT1 ~ log.ros.area + log.cap + sm\_avg + log.cap:sm\_avg + log.ros.area:log.cap + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

pf.16 <- glmer(pflowerT1 ~ log.ros.area + log.total.seeds +(1|plot), data = clip, family = "binomial")  
pf.17 <- glmer(pflowerT1 ~ log.ros.area\*log.total.seeds +(1|plot), data = clip, family = "binomial")  
pf.18 <- glmer(pflowerT1 ~ log.ros.area + log.cap +(1|plot), data = clip, family = "binomial")  
pf.19 <- glmer(pflowerT1 ~ log.ros.area\*log.cap +(1|plot), data = clip, family = "binomial")  
  
pflower <- mget(ls(pattern = "pf")) #make a list of all of those models that start with gm (^ means start with)  
pflower\_AICc<-aictab(cand.set = pflower, modnames = model.names,second.ord=TRUE,nobs=NULL,sort=TRUE)  
  
#rm(list = ls()[grepl("pflower", ls())]) #removes these models  
summary(pf.16)

## Generalized linear mixed model fit by maximum likelihood (Laplace  
## Approximation) [glmerMod]  
## Family: binomial ( logit )  
## Formula: pflowerT1 ~ log.ros.area + log.total.seeds + (1 | plot)  
## Data: clip  
##   
## AIC BIC logLik deviance df.resid   
## 174.0 185.7 -83.0 166.0 135   
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.5838 -0.7210 -0.4974 0.9565 2.7851   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## plot (Intercept) 0.0586 0.2421   
## Number of obs: 139, groups: plot, 11  
##   
## Fixed effects:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -5.0607 1.5530 -3.259 0.00112 \*\*  
## log.ros.area 1.0814 0.3920 2.758 0.00581 \*\*  
## log.total.seeds 0.1812 0.1210 1.497 0.13426   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) lg.rs.  
## log.ros.are -0.987   
## log.ttl.sds 0.151 -0.242

#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(pf.16, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
ggplot(clip, aes(x = log.ros.area, y = pflowerT1))+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 5), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid4")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 4), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid3")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 3), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid2")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 2), aes(x = log.ros.area, y = log.ros.areaT1), color = "darkorchid1")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 1), aes(x = log.ros.area, y = log.ros.areaT1), color = "violet")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = "grey")+  
 scale\_x\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 labs(x = "log(Rosette Area) in 2021", y = "Probability of Flowering in 2022")

## Warning: Removed 2 rows containing missing values (`geom\_point()`).
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#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), trt = c("irrigated", "control", "drought"), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(pf.03, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
ggplot(clip, aes(x = log.ros.area, y = pflowerT1))+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, trt == "irrigated" & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[1])+  
 geom\_line(data = subset(pred.dat.output, trt == "control" & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[3], size = 1)+  
 geom\_line(data = subset(pred.dat.output, trt == "drought" & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[5], size = 1)+  
 geom\_line(data = subset(pred.dat.output, trt == "irrigated" & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), linetype = "dashed", color = Z[1])+  
 geom\_line(data = subset(pred.dat.output, trt == "control" & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[3], linetype = "dashed", size = 1)+  
 geom\_line(data = subset(pred.dat.output, trt == "drought" & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = Z[5], linetype = "dashed", size = 1)

## Warning: Removed 2 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), sm\_avg = seq(.1, .25, by = .01), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(pf.11, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
ggplot(clip, aes(x = log.ros.area, y = pflowerT1))+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .25 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = "blue")+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .13 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = "grey", size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .1 & log.total.seeds == 5.3), aes(x = log.ros.area, y = log.ros.areaT1), color = "red", size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .25 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), linetype = "dashed", color = "blue")+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .13 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = "grey", linetype = "dashed", size = 1)+  
 geom\_line(data = subset(pred.dat.output, sm\_avg == .1 & log.total.seeds == 0), aes(x = log.ros.area, y = log.ros.areaT1), color = "red", linetype = "dashed", size = 1)

## Warning: Removed 2 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

#why are plants that make more seeds more likely to flower the next year. What to do???

nof.01 <- glmer(no.flowersT1 ~ log.ros.area + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.02 <- glmer(no.flowersT1 ~ log.ros.area\*trt + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.03 <- glmer(no.flowersT1 ~ log.ros.area + trt + log.total.seeds + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.04 <- glmer(no.flowersT1 ~ log.ros.area + trt + log.total.seeds + trt:log.total.seeds + log.ros.area:trt + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.05 <- glmer(no.flowersT1 ~ log.ros.area + log.total.seeds + trt + log.total.seeds:trt + log.ros.area:log.total.seeds + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.06 <- glmer(no.flowersT1 ~ log.ros.area + trt + log.cap + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.07 <- glmer(no.flowersT1 ~ log.ros.area + trt + log.cap + trt:log.cap + log.ros.area:trt + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.08 <- glmer(no.flowersT1 ~ log.ros.area + log.cap + trt + log.cap:trt + log.ros.area:log.cap + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.09 <- glmer(no.flowersT1 ~ log.ros.area\*sm\_avg + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.10 <- glmer(no.flowersT1 ~ log.ros.area + sm\_avg + log.total.seeds + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.11 <- glmer(no.flowersT1 ~ log.ros.area + sm\_avg + log.total.seeds + sm\_avg:log.total.seeds + log.ros.area:sm\_avg + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.12 <- glmer(no.flowersT1 ~ log.ros.area + log.total.seeds + sm\_avg + log.total.seeds:sm\_avg + log.ros.area:log.total.seeds + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.13 <- glmer(no.flowersT1 ~ log.ros.area + sm\_avg + log.cap + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.14 <- glmer(no.flowersT1 ~ log.ros.area + sm\_avg + log.cap + sm\_avg:log.cap + log.ros.area:sm\_avg + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.15 <- glmer(no.flowersT1 ~ log.ros.area + log.cap + sm\_avg + log.cap:sm\_avg + log.ros.area:log.cap + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.16 <- glmer(no.flowersT1 ~ log.ros.area + log.total.seeds + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.17 <- glmer(no.flowersT1 ~ log.ros.area\*log.total.seeds + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.18 <- glmer(no.flowersT1 ~ log.ros.area + log.cap + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

nof.19 <- glmer(no.flowersT1 ~ log.ros.area\*log.cap + (1|plot), data = clip, family = "poisson")

## boundary (singular) fit: see help('isSingular')

flowers <- mget(ls(pattern = "nof.")) #make a list of all of those models that start with gm (^ means start with)  
flowers\_AICc<-aictab(cand.set = flowers, modnames = model.names,second.ord=TRUE,nobs=NULL,sort=TRUE)  
  
#rm(list = ls()[grepl("flowers", ls())]) #removes these models  
summary(nof.17)

## Generalized linear mixed model fit by maximum likelihood (Laplace  
## Approximation) [glmerMod]  
## Family: poisson ( log )  
## Formula: no.flowersT1 ~ log.ros.area \* log.total.seeds + (1 | plot)  
## Data: clip  
##   
## AIC BIC logLik deviance df.resid   
## 221.8 231.8 -105.9 211.8 50   
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.7083 -0.7617 -0.1230 0.7750 2.3676   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## plot (Intercept) 0 0   
## Number of obs: 55, groups: plot, 11  
##   
## Fixed effects:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.65452 0.72944 -3.639 0.000274 \*\*\*  
## log.ros.area 0.93767 0.17403 5.388 7.12e-08 \*\*\*  
## log.total.seeds 0.85465 0.42486 2.012 0.044261 \*   
## log.ros.area:log.total.seeds -0.20491 0.09865 -2.077 0.037794 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) lg.rs. lg.tt.  
## log.ros.are -0.992   
## log.ttl.sds -0.463 0.452   
## lg.rs.r:l.. 0.468 -0.465 -0.995  
## optimizer (Nelder\_Mead) convergence code: 0 (OK)  
## boundary (singular) fit: see help('isSingular')

#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1), log.total.seeds = seq(0, 5.3, by = .1))  
pred.output <- predict(nof.16, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(no.flowersT1 = pred.output)  
  
ggplot(clip, aes(x = log.ros.area, y = no.flowersT1))+  
 geom\_point()+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 5), aes(x = log.ros.area, y = no.flowersT1), color = "darkorchid4")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 4), aes(x = log.ros.area, y = no.flowersT1), color = "darkorchid3")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 3), aes(x = log.ros.area, y = no.flowersT1), color = "darkorchid2")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 2), aes(x = log.ros.area, y = no.flowersT1), color = "darkorchid1")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 1), aes(x = log.ros.area, y = no.flowersT1), color = "violet")+  
 geom\_line(data = subset(pred.dat.output, log.total.seeds == 0), aes(x = log.ros.area, y = no.flowersT1), color = "grey")+  
 scale\_x\_continuous(expand = c(0, 0), limits = c(0, 6))+  
 labs(x = "log(Rosette Area) in 2021", y = "No. flowers in 2022")

## Warning: Removed 89 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

#this seems reasonable...but is a singular fit!

sur.01 <- glmer(psurvivalT1 ~ log.ros.area +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.02 <- glmer(psurvivalT1 ~ log.ros.area\*trt +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.03 <- glmer(psurvivalT1 ~ log.ros.area + trt + log.total.seeds + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.04 <- glmer(psurvivalT1 ~ log.ros.area + trt + log.total.seeds + trt:log.total.seeds + log.ros.area:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.05 <- glmer(psurvivalT1 ~ log.ros.area + log.total.seeds + trt + log.total.seeds:trt + log.ros.area:log.total.seeds + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.06 <- glmer(psurvivalT1 ~ log.ros.area + trt + log.cap + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.07 <- glmer(psurvivalT1 ~ log.ros.area + trt + log.cap + trt:log.cap + log.ros.area:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.08 <- glmer(psurvivalT1 ~ log.ros.area + log.cap + trt + log.cap:trt + log.ros.area:log.cap + log.ros.area:trt + log.ros.area:log.total.seeds:trt + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.09 <- glmer(psurvivalT1 ~ log.ros.area\*sm\_avg +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.10 <- glmer(psurvivalT1 ~ log.ros.area + sm\_avg + log.total.seeds + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.11 <- glmer(psurvivalT1 ~ log.ros.area + sm\_avg + log.total.seeds + sm\_avg:log.total.seeds + log.ros.area:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.12 <- glmer(psurvivalT1 ~ log.ros.area + log.total.seeds + sm\_avg + log.total.seeds:sm\_avg + log.ros.area:log.total.seeds + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.13 <- glmer(psurvivalT1 ~ log.ros.area + sm\_avg + log.cap + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.14 <- glmer(psurvivalT1 ~ log.ros.area + sm\_avg + log.cap + sm\_avg:log.cap + log.ros.area:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.15 <- glmer(psurvivalT1 ~ log.ros.area + log.cap + sm\_avg + log.cap:sm\_avg + log.ros.area:log.cap + log.ros.area:sm\_avg + log.ros.area:log.total.seeds:sm\_avg + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.16 <- glmer(psurvivalT1 ~ log.ros.area + log.total.seeds + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.17 <- glmer(psurvivalT1 ~ log.ros.area\*log.total.seeds + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.18 <- glmer(psurvivalT1 ~ log.ros.area + log.cap + (1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

sur.19 <- glmer(psurvivalT1 ~ log.ros.area\*log.cap +(1|plot), data = clip, family = "binomial")

## boundary (singular) fit: see help('isSingular')

survival <- mget(ls(pattern = "sur.")) #make a list of all of those models that start with gm (^ means start with)  
survival\_AICc<-aictab(cand.set = survival, modnames = NULL,second.ord=TRUE,nobs=NULL,sort=TRUE)  
  
#rm(list = ls()[grepl("survival", ls())]) #removes these models  
#the "best" 2 models give weird warnigns so going with the null model with just size

#create df with all possible x values  
#this is for model without an interaction  
pred.dat <- expand.grid(log.ros.area = seq(2, 5.5, by = .1))  
pred.output <- predict(sur.01, newdata = pred.dat, type="response", re.form=~0) #re.form = ~0 tells it to not include random effects  
pred.output <- as.data.frame(pred.output)  
pred.dat.output <- cbind(pred.dat, pred.output) %>%   
 rename(log.ros.areaT1 = pred.output)  
  
ggplot(clip, aes(x = log.ros.area, y = psurvivalT1))+  
 geom\_point()+  
 geom\_line(data = pred.dat.output, aes(x = log.ros.area, y = log.ros.areaT1))
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Maybe cost is in whether or not you flower, not how much effort you put into flowering?

Growth::

#What to do about differential flowering success → what about 3 models

# fecundity -

#Probability of successfully making seeds ~ treatment\*size (data = plants that tried to flower)

#Seed production ~ treatment\*size (data = plants that made seeds, this is Poisson)

Great, it’s significant - now make a graph