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# 环境篇

# Linux C/C++开发环境

# C语言篇

# 基本数据类型

## sizeof

C语言中提供了sizeof运算符，用于计算数据类型或者变量的数据长度，sizeof为单目运算符，写作：sizeof(*数据类型*) 或者 sizeof(*变量名*)，比如以下代码。

|  |
| --- |
| printf(“%d\n”, sizeof(char));  printf(“%d\n”, sizeof(long));  char var1 = 5;  long var2 = 6;  printf(“%d\n”, sizeof(var1));  printf(“%d\n”, sizeof(var2)); |

表格 1 sizeof 使用举例

虽然采用sizeof()的形式，但sizeof不是一个被调用的函数，在编译器编译期间可以获知数据类型或者变量的长度，并将sizeof()部分替换为数据类型的长度。sizeof()运算符不仅能获取基本数据类型的长度，也能获取结构体、共用体数据的长度。

## 基本数据类型

C语言支持多种不同的基本数据类型，比如 char、int等，而这些基本的数据类型在不同的编译环境下的长度并不相同(主要受目标计算机字长的影响，通常为16位，32位和64位)。具体的数据类型占用字节数如下：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 类型 | DOS  Turbo C  16bit | Linux  GCC  32bit | Linux  GCC  64bit | Windows  VC  32bit | Windows  VC  64bit |
| char | 1 | 1 | 1 | 1 | 1 |
| unsigned char | 1 | 1 | 1 | 1 | 1 |
| short | 2 | 2 | 2 | 2 | 2 |
| unsigned short | 2 | 2 | 2 | 2 | 2 |
| int | 2 | 4 | 4 | 4 | 4 |
| unsigned int | 2 | 4 | 4 | 4 | 4 |
| long | 4 | 4 | 8 | 4 | 4 |
| unsigned long | 4 | 4 | 8 | 4 | 4 |
| long long |  | 8 | 8 | 8 | 8 |
| unsigned long long |  | 8 | 8 | 8 | 8 |
| float | 4 | 4 | 4 | 4 | 4 |
| double | 8 | 8 | 8 | 8 | 8 |
| void \* | 2 | 4 | 8 | 4 | 8 |

上表中，比如long和unsigned long 数据类型，在32bit和64bit的gcc编译环境下，数据的长度并不相同，在编程的时候需要多加注意。void \*表示C语言中指针数据类型的长度，指针类型的长度全都与计算机的字长相同，这样才能使指针指向任意的地址位置。

值得注意的是，决定的数据类型长度的是编译器而不是运行时的操作系统，比如在32bit gcc编译的程序拷贝到64bit linux下运行，此时long型依然占4个字节。因为64bit linux提供了兼容32bit的运行环境，将64bit的计算机当做32bit计算机来使用。程序的数据长度在编译完成时就已经确定了，并且不会再改变。如果希望long型占用8个字节，则需要使用64bit gcc重新编译。
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