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The primary goal of this code is to test whether these sedimentary properties can discriminate amongst the different litofacies. This code will import elemental concentrations and physical property data from from Integrated Ocean Drilling Site U1419. See here for more details about this drilling location: <http://iodp.tamu.edu/scienceops/expeditions/alaska_tectonics_climate.html>

Code is available on Github at: <https://github.com/jmjak86/Penkrot_et_al_2018_Geosphere>
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# Code Information

This code will import physical property data and normalized scanning XRF elemental concentrations (NMS normalized; Lyle et al., 2012) from Integrated Ocean Drilling Site U1419, and then perform two types of supevised classification on these data. See here for more details about this drilling location: <http://iodp.tamu.edu/scienceops/expeditions/alaska_tectonics_climate.html>.

* The datasets come from samples analyzed in the Department of Geological Sciences at the University of Florida and published values from: Walczak, M. H., Mix, A. C., Willse, T., Slagle, A., Stoner, J. S., Jaeger, J., … Kioka, A. (2015). Correction of non-intrusive drill core physical properties data for variability in recovered sediment volume. Geophysical Journal International, 202(2), 1317–1323. <https://doi.org/10.1093/gji/ggv204>

### Load packages

library(plyr)  
library(dplyr)  
library(psych)  
library(caret)  
library(car)  
library(robCompositions)  
library(klaR)  
library(e1071)

## Import the data

# load the dataset  
U1419\_all <- read.csv("../raw\_data/2018-03-20\_U1419-Penkrot\_Geosphere-2018-data.csv")   
U1419\_all<-U1419\_all[,1:15]  
U1419.all<- tbl\_df(U1419\_all)

## Data preparation

We remove outlier values because they have strong influence on variance-related analyses. Because the data include compositional parameters (i.e., elemental abundances), we use a robust routine from the robCompositions package (Filzmoser, P., & Hron, K. (2008). Outlier detection for compositional data using robust methods. Mathematical Geosciences, 40(3), 233–248. <https://doi.org/10.1007/s11004-007-9141-5>).

U1419.all[,11] <- U1419.all[,11]+10 # adjust b\* so it has only positive values  
nRows <- nrow(U1419.all)  
nCols <- ncol(U1419.all)  
U1419.mud <- U1419.all[1:508,]  
U1419.diamict <- U1419.all[509:nRows,]  
  
mudout <- outCoDa(U1419.mud[5:13], quantile = 0.975, method = "robust", h = 1/2, coda=log)  
plot(mudout,which=2)

![](data:image/png;base64,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)

mud.outclean <- U1419.mud[!mudout$outlierIndex,]  
diaout <- outCoDa(U1419.diamict[5:13], quantile = 0.975, method = "robust", h = 1/2, coda=log)  
plot(diaout,which=2)
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diamict.outclean <- U1419.diamict[!diaout$outlierIndex,]  
  
U1419.allClean <- rbind(mud.outclean,diamict.outclean)  
U1419.diamict <- U1419.allClean[509:nRows,]

## Data Inspection

### Near Zero Values

The next step is to remove any constant and almost constant predictors across samples (called zero and near-zero variance predictors) using the the function nearZeroVar from the caret package does. It not only removes predictors that have one unique value across samples (zero variance predictors), but also removes predictors that have both 1) few unique values relative to the number of samples and 2) large ratio of the frequency of the most common value to the frequency of the second most common value (near-zero variance predictors).

nearZeroVar(U1419.allClean[,5:13], saveMetrics = TRUE)

## freqRatio percentUnique zeroVar nzv  
## Al 1.454545 43.8385573 FALSE FALSE  
## Ca 1.400000 57.1275225 FALSE FALSE  
## Zr 1.200000 59.1670245 FALSE FALSE  
## K 1.500000 40.1674538 FALSE FALSE  
## Rb 1.200000 57.3207385 FALSE FALSE  
## Si 1.090909 49.0768570 FALSE FALSE  
## b\_star 1.083871 1.6745384 FALSE FALSE  
## NGR 1.656194 0.2146844 FALSE FALSE  
## MS 1.055556 11.0991842 FALSE FALSE

nearZeroVar(U1419.diamict[,5:13], saveMetrics = TRUE)

## freqRatio percentUnique zeroVar nzv  
## Al 1.454545 29.6890672 FALSE FALSE  
## Ca 1.400000 39.9699097 FALSE FALSE  
## Zr 1.200000 41.6248746 FALSE FALSE  
## K 1.500000 28.7362086 FALSE FALSE  
## Rb 1.200000 39.5854229 FALSE FALSE  
## Si 1.090909 33.7345369 FALSE FALSE  
## b\_star 1.058442 1.1200267 FALSE FALSE  
## NGR 1.720299 0.1170177 FALSE FALSE  
## MS 1.055556 7.5727182 FALSE FALSE

The results show that all variables do not have zer-zero variance so they are all included in the following data preparation steps.

### Kruskal-Wallis tests

We first perform a non-parametric Kruskal-Wallis test on each property to see if the Mud and Diamict lithofacies have unique values following Collins, A. L., Walling, D. E., & Leeks, G. J. L. (1998). Use of composite fingerprints to determine the provenance of the contemporary suspended sediment load transported by rivers. Earth Surface Processes and Landforms, 23(1), 31–52. <https://doi.org/10.1002/(SICI)1096-9837(199801)23:1><31::AID-ESP816>3.0.CO;2-Z

#Kruskal-Wallis test to see if lithofacies are unique; if P-value <<.05 significance level, we conclude that samples are nonidentical populations.  
  
U1419.allClean$Mud\_Diamict <- as.factor(U1419.allClean$Mud\_Diamict)  
  
kruskal.test(U1419.allClean$Al, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$Al and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 817.88, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$Ca, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$Ca and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 300.02, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$Zr, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$Zr and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 6.9157, df = 1, p-value = 0.008544

kruskal.test(U1419.allClean$K, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$K and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 210.07, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$Rb, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$Rb and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 847.85, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$Si, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$Si and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 764.27, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$b\_star, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$b\_star and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 804.61, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$NGR, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$NGR and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 953.45, df = 1, p-value < 2.2e-16

kruskal.test(U1419.allClean$MS, U1419.allClean$Mud\_Diamict)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.allClean$MS and U1419.allClean$Mud\_Diamict  
## Kruskal-Wallis chi-squared = 570.42, df = 1, p-value < 2.2e-16

All sedimentary properties are distinctive at p=0.05 for the Mud-Diamict binary lithofacies model.

We now repeat the same test for the Diamict-only samples.

#Kruskal-Wallis test to see if lithofacies are unique; if P-value <<.05 significance level, we conclude that samples are nonidentical populations.  
  
U1419.allClean$Diamict\_only <- as.factor(U1419.allClean$Diamict\_only)  
  
kruskal.test(U1419.diamict$Al, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$Al and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 289.59, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$Ca, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$Ca and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 99.87, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$Zr, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$Zr and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 367.27, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$K, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$K and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 368.06, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$Rb, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$Rb and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 401.9, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$Si, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$Si and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 614.04, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$b\_star, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$b\_star and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 218.76, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$NGR, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$NGR and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 226.42, df = 4, p-value < 2.2e-16

kruskal.test(U1419.diamict$MS, U1419.diamict$Diamict\_only)

##   
## Kruskal-Wallis rank sum test  
##   
## data: U1419.diamict$MS and U1419.diamict$Diamict\_only  
## Kruskal-Wallis chi-squared = 86.652, df = 4, p-value < 2.2e-16

All sedimentary properties are distinctive at p=0.05 for the Diamict-only lithofacies model.

### Data Correlation

The next step is to eliminate highly correlated elements following methodology here: <https://topepo.github.io/caret/pre-processing.html>

#Identifying Correlated Predictors in Mud/diamict data  
AllCor <- cor(U1419.allClean[,5:13],use="pairwise.complete.obs")  
hc <- findCorrelation(as.matrix(AllCor), cutoff=0.9) # putt any value as a "cutoff"  
hc <- sort(hc)  
print(AllCor)

## Al Ca Zr K Rb  
## Al 1.00000000 -0.69620646 -0.5278694 -0.10235944 -0.6759842  
## Ca -0.69620646 1.00000000 0.3409005 -0.08431194 0.3000243  
## Zr -0.52786938 0.34090055 1.0000000 0.12035672 0.2688239  
## K -0.10235944 -0.08431194 0.1203567 1.00000000 0.6701262  
## Rb -0.67598425 0.30002426 0.2688239 0.67012619 1.0000000  
## Si 0.86703600 -0.44302572 -0.4448555 -0.30042874 -0.7618901  
## b\_star -0.62311395 0.47376708 0.3225605 0.25490363 0.5762382  
## NGR 0.72681284 -0.52669585 -0.3173942 -0.09539348 -0.5861278  
## MS 0.02359015 0.39456129 0.1292273 -0.28970024 -0.3570453  
## Si b\_star NGR MS  
## Al 0.8670360 -0.6231140 0.72681284 0.02359015  
## Ca -0.4430257 0.4737671 -0.52669585 0.39456129  
## Zr -0.4448555 0.3225605 -0.31739421 0.12922734  
## K -0.3004287 0.2549036 -0.09539348 -0.28970024  
## Rb -0.7618901 0.5762382 -0.58612775 -0.35704530  
## Si 1.0000000 -0.5021288 0.65402498 0.22079750  
## b\_star -0.5021288 1.0000000 -0.60724293 -0.13292707  
## NGR 0.6540250 -0.6072429 1.00000000 0.21907961  
## MS 0.2207975 -0.1329271 0.21907961 1.00000000

if(length(hc)==0){  
 print(AllCor)  
}else{  
 print(AllCor[-hc,-hc])  
}

## Al Ca Zr K Rb  
## Al 1.00000000 -0.69620646 -0.5278694 -0.10235944 -0.6759842  
## Ca -0.69620646 1.00000000 0.3409005 -0.08431194 0.3000243  
## Zr -0.52786938 0.34090055 1.0000000 0.12035672 0.2688239  
## K -0.10235944 -0.08431194 0.1203567 1.00000000 0.6701262  
## Rb -0.67598425 0.30002426 0.2688239 0.67012619 1.0000000  
## Si 0.86703600 -0.44302572 -0.4448555 -0.30042874 -0.7618901  
## b\_star -0.62311395 0.47376708 0.3225605 0.25490363 0.5762382  
## NGR 0.72681284 -0.52669585 -0.3173942 -0.09539348 -0.5861278  
## MS 0.02359015 0.39456129 0.1292273 -0.28970024 -0.3570453  
## Si b\_star NGR MS  
## Al 0.8670360 -0.6231140 0.72681284 0.02359015  
## Ca -0.4430257 0.4737671 -0.52669585 0.39456129  
## Zr -0.4448555 0.3225605 -0.31739421 0.12922734  
## K -0.3004287 0.2549036 -0.09539348 -0.28970024  
## Rb -0.7618901 0.5762382 -0.58612775 -0.35704530  
## Si 1.0000000 -0.5021288 0.65402498 0.22079750  
## b\_star -0.5021288 1.0000000 -0.60724293 -0.13292707  
## NGR 0.6540250 -0.6072429 1.00000000 0.21907961  
## MS 0.2207975 -0.1329271 0.21907961 1.00000000

# no parameters are correlated at >0.9  
  
#Identifying Correlated Predictors in Diamict-only data  
DiaCor <- cor(U1419.diamict[,5:13],use="pairwise.complete.obs")  
hc2 <- findCorrelation(as.matrix(DiaCor), cutoff=0.9) # putt any value as a "cutoff"  
hc2 <- sort(hc2)  
print(DiaCor)

## Al Ca Zr K Rb  
## Al 1.00000000 -0.6913392 -0.5779896 0.06702474 -3.951456e-01  
## Ca -0.69133915 1.0000000 0.2943595 -0.11846426 1.802858e-01  
## Zr -0.57798957 0.2943595 1.0000000 0.14693810 3.267864e-01  
## K 0.06702474 -0.1184643 0.1469381 1.00000000 7.528147e-01  
## Rb -0.39514557 0.1802858 0.3267864 0.75281467 1.000000e+00  
## Si 0.75845747 -0.3260279 -0.4785979 -0.19106541 -5.332767e-01  
## b\_star -0.38320532 0.3731763 0.3685637 0.20181033 3.063185e-01  
## NGR 0.48543376 -0.4893586 -0.4065281 0.10395204 -1.081213e-01  
## MS -0.35684211 0.5875183 0.1153821 -0.14750124 -3.230785e-05  
## Si b\_star NGR MS  
## Al 0.7584575 -0.3832053 0.4854338 -3.568421e-01  
## Ca -0.3260279 0.3731763 -0.4893586 5.875183e-01  
## Zr -0.4785979 0.3685637 -0.4065281 1.153821e-01  
## K -0.1910654 0.2018103 0.1039520 -1.475012e-01  
## Rb -0.5332767 0.3063185 -0.1081213 -3.230785e-05  
## Si 1.0000000 -0.1941714 0.3616576 -7.623560e-02  
## b\_star -0.1941714 1.0000000 -0.2552473 1.586736e-01  
## NGR 0.3616576 -0.2552473 1.0000000 -1.644191e-01  
## MS -0.0762356 0.1586736 -0.1644191 1.000000e+00

if(length(hc2)==0){  
 print(DiaCor)  
}else{  
 print(DiaCor[-hc2,-hc2])  
}

## Al Ca Zr K Rb  
## Al 1.00000000 -0.6913392 -0.5779896 0.06702474 -3.951456e-01  
## Ca -0.69133915 1.0000000 0.2943595 -0.11846426 1.802858e-01  
## Zr -0.57798957 0.2943595 1.0000000 0.14693810 3.267864e-01  
## K 0.06702474 -0.1184643 0.1469381 1.00000000 7.528147e-01  
## Rb -0.39514557 0.1802858 0.3267864 0.75281467 1.000000e+00  
## Si 0.75845747 -0.3260279 -0.4785979 -0.19106541 -5.332767e-01  
## b\_star -0.38320532 0.3731763 0.3685637 0.20181033 3.063185e-01  
## NGR 0.48543376 -0.4893586 -0.4065281 0.10395204 -1.081213e-01  
## MS -0.35684211 0.5875183 0.1153821 -0.14750124 -3.230785e-05  
## Si b\_star NGR MS  
## Al 0.7584575 -0.3832053 0.4854338 -3.568421e-01  
## Ca -0.3260279 0.3731763 -0.4893586 5.875183e-01  
## Zr -0.4785979 0.3685637 -0.4065281 1.153821e-01  
## K -0.1910654 0.2018103 0.1039520 -1.475012e-01  
## Rb -0.5332767 0.3063185 -0.1081213 -3.230785e-05  
## Si 1.0000000 -0.1941714 0.3616576 -7.623560e-02  
## b\_star -0.1941714 1.0000000 -0.2552473 1.586736e-01  
## NGR 0.3616576 -0.2552473 1.0000000 -1.644191e-01  
## MS -0.0762356 0.1586736 -0.1644191 1.000000e+00

# no parameters are significantly correlated

No parameters are positvely correlated at >0.9 so all will be used in subsequent analyses.

### Levine Test for data distribution

The next processing step is to determine which type of discriminant analyses to conduct (linear or quadratic) to test for discrimation power of the chosen properties This is done with the Levene test, which is less sensistive to non-normality of data following methods here: <http://www.itl.nist.gov/div898/handbook/eda/section3/eda35a.htm>. For this section, only one element is analyzed (Ca). Replace Ca with other parameters to test.

## Tests for Homogeneity of variance, run for each element ----------------------------------------------------  
leveneTest(Ca~ Mud\_Diamict, data=U1419.allClean)#p value >0.05 means they are homogeneous; if not homogeneous, you cannot use LDA

## Levene's Test for Homogeneity of Variance (center = median)  
## Df F value Pr(>F)   
## group 1 11.982 0.0005419 \*\*\*  
## 4656   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Ca, Zr, K, Rb, Si, MS do not have homogeneous variance in the mud-diamict dataset, so a quadratic discrimination analysis will be used

## Tests for Homogeneity of variance, run for each element ----------------------------------------------------  
leveneTest(Ca~ Diamict\_only, data=U1419.diamict)#p value >0.05 means they are homogeneous; if not homogeneous, you cannot use LDA

## Levene's Test for Homogeneity of Variance (center = median)  
## Df F value Pr(>F)   
## group 4 8.9696 3.284e-07 \*\*\*  
## 4145   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Al, Zr, K, Rb, Si, b\_star, NGR, MS do not have homogeneous variance in the diamict-only dataset, so a quadratic discrimination analysis will be used

## Data Transformation-Full Dataset

The next step is to transform and scale data. A center-log ratio transformation is chosen for elemental data to remove constant-sum effects (Templ, M., Filzmoser, P., & Reimann, C. (2008). Cluster analysis applied to regional geochemical data: Problems and possibilities. Applied Geochemistry, 23(8), 2198–2213. <https://doi.org/10.1016/j.apgeochem.2008.03.004>).

mudout <- U1419.allClean[which(U1419.allClean$Mud\_Diamict== "mud"), ]  
diamictout <- U1419.allClean[which(U1419.allClean$Mud\_Diamict== "diamict"), ]  
  
dataCLRmud <- cenLR(mudout[,5:10]) #clr transformed elemental data  
dataCLRdiamict <- cenLR(diamictout[,5:10]) #clr transformed elemmental data  
  
mudCLR <- dataCLRmud$x.clr  
diamictCLR <- dataCLRdiamict$x.clr  
  
allelementdata.CLR <- rbind(mudCLR,diamictCLR)  
ppdata <- U1419.allClean[,13:nCols-2]  
  
allelements.norm <- apply(allelementdata.CLR, MARGIN = 2, FUN = function(X) (X - min(X))/diff(range(X)))  
ppdataA.norm <- apply(U1419.allClean[,13:nCols-2], MARGIN = 2, FUN = function(X) (X - min(X))/diff(range(X)))  
  
lith1 <- U1419.allClean[,3]  
lith2 <- U1419.allClean[,4]  
alldata.norm<- cbind(lith1,allelements.norm,ppdataA.norm)  
  
diamictdata<- cbind(lith2,allelementdata.CLR,ppdata)  
nRows <- nrow(diamictdata)  
diamictdataD<- diamictdata[509:nRows,]  
diamictdata.norm1 <- apply(diamictdataD[,2:10], MARGIN = 2, FUN = function(X) (X - min(X))/diff(range(X)))  
diamictdata.norm <- cbind(lith2[509:nRows,],diamictdata.norm1)

## Quadradic Discrimination Analysis of Mud-Diamict Lithofacies

The next step is to select the elements that best discriminate amongst the groups. The Greedy Wilks approach is used following methods of Gorman Sanisaca, L.E., Gellis, A.C., and Lorenz, D.L., 2017, Determining the sources of fine-grained sediment using the Sediment Source Assessment Tool (Sed\_SAT): U.S. Geological Survey Open File Report 2017–1062, 104 p., <https://doi.org/10.3133/ofr20171062>

gw\_obj<- greedy.wilks(Mud\_Diamict~., data=alldata.norm[,1:10], niveau = 0.05)## 'niveau' is probabilty that addition of variable does not contribute to model  
gw\_obj

## Formula containing included variables:   
##   
## Mud\_Diamict ~ Al + NGR + Rb + Si + MS + b\_star + Ca  
## <environment: 0x7f93e3456eb0>  
##   
##   
## Values calculated in each step of the selection procedure:   
##   
## vars Wilks.lambda F.statistics.overall p.value.overall  
## 1 Al 0.6720183 2272.383 0  
## 2 NGR 0.4488721 2857.718 0  
## 3 Rb 0.2863132 3866.975 0  
## 4 Si 0.2433640 3616.628 0  
## 5 MS 0.2289303 3133.719 0  
## 6 b\_star 0.2177738 2784.337 0  
## 7 Ca 0.2116233 2474.716 0  
## F.statistics.diff p.value.diff  
## 1 2272.3832 0  
## 2 2314.1229 0  
## 3 2642.3832 0  
## 4 821.1684 0  
## 5 293.3002 0  
## 6 238.2705 0  
## 7 135.1457 0

The next step is to test the discrimination power of the combination of the elements chosen from the Greedy Wilks routine.

Group\_mod1All<-dplyr::select(alldata.norm,Mud\_Diamict,Al,NGR,Rb,Si,MS,b\_star,Ca)  
# Select Training and Testing subsets -------------------------------------  
data <- Group\_mod1All  
nColsF <- ncol(data)  
set.seed(2969)  
sample.ind = sample(2,   
 nrow(data),  
 replace = T,  
 prob = c(0.25,0.75))  
data.test = data[sample.ind==1,]#data.dev  
data.train = data[sample.ind==2,]#data.val  
dataD.train <-data.train   
#See how balanced the test & training sets look as Group; training set should be balanced  
table(data$Mud\_Diamict)/nrow(data)

##   
## diamict mud   
## 0.93237441 0.06762559

table(data.test$Mud\_Diamict)/nrow(data.test)

##   
## diamict mud   
## 0.9374457 0.0625543

table(data.train$Mud\_Diamict)/nrow(data.train)

##   
## diamict mud   
## 0.93071001 0.06928999

#if one of the training groups is too large, you need to resample using Caret  
set.seed(9560)  
dtrainCols <- ncol(data.train)  
  
down\_train <- downSample(x = data.train[, 1:dtrainCols],  
 y = data.train$Mud\_Diamict)  
table(down\_train$Mud\_Diamict)/nrow(down\_train)

##   
## diamict mud   
## 0.5 0.5

dataD.train <- down\_train[,1:dtrainCols]  
  
# Discriminant Testing ---------------------------------------------------  
qda.fit <- qda(Mud\_Diamict ~., data=dataD.train)  
qda.fit

## Call:  
## qda(Mud\_Diamict ~ ., data = dataD.train)  
##   
## Prior probabilities of groups:  
## diamict mud   
## 0.5 0.5   
##   
## Group means:  
## Al NGR Rb Si MS b\_star  
## diamict 0.7477778 0.6451760 0.3071679 0.7141303 0.4223308 0.3603694  
## mud 0.3994768 0.1518061 0.6914481 0.4236820 0.1547725 0.7535171  
## Ca  
## diamict 0.4145803  
## mud 0.5625050

qda.class <- predict(qda.fit, data.test)$class  
qda1.table <- table(qda.class, data.test$Mud\_Diamict)  
qda1.table

##   
## qda.class diamict mud  
## diamict 1079 0  
## mud 0 72

mean(qda.class == data.test$Mud\_Diamict)

## [1] 1

fitControl <- trainControl(## 10-fold CV  
 method = "repeatedcv",  
 number = 10,  
 ## repeated ten times  
 repeats = 100)  
set.seed(825)  
qdaFit1 <- train(Mud\_Diamict~ ., data = dataD.train,   
 method = "qda",   
 trControl = fitControl,  
 finalModel=TRUE,  
 verbose = FALSE,  
 na.action = na.omit)  
qdaFit1

## Quadratic Discriminant Analysis   
##   
## 486 samples  
## 7 predictor  
## 2 classes: 'diamict', 'mud'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 100 times)   
## Summary of sample sizes: 437, 438, 437, 438, 437, 438, ...   
## Resampling results:  
##   
## Accuracy Kappa  
## 1 1

qdaFit1$finalModel

## Call:  
## qda(x, grouping = y, finalModel = TRUE, verbose = FALSE)  
##   
## Prior probabilities of groups:  
## diamict mud   
## 0.5 0.5   
##   
## Group means:  
## Al NGR Rb Si MS b\_star  
## diamict 0.7477778 0.6451760 0.3071679 0.7141303 0.4223308 0.3603694  
## mud 0.3994768 0.1518061 0.6914481 0.4236820 0.1547725 0.7535171  
## Ca  
## diamict 0.4145803  
## mud 0.5625050

confusionMatrix(data.test$Mud\_Diamict, predict(qdaFit1, data.test))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction diamict mud  
## diamict 1079 0  
## mud 0 72  
##   
## Accuracy : 1   
## 95% CI : (0.9968, 1)  
## No Information Rate : 0.9374   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
## Mcnemar's Test P-Value : NA   
##   
## Sensitivity : 1.0000   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 1.0000   
## Prevalence : 0.9374   
## Detection Rate : 0.9374   
## Detection Prevalence : 0.9374   
## Balanced Accuracy : 1.0000   
##   
## 'Positive' Class : diamict   
##

#relative importance of variables in model  
qdaImp <- varImp(qdaFit1, scale = FALSE)  
qdaImp

## ROC curve variable importance  
##   
## Importance  
## NGR 0.9980  
## Rb 0.9928  
## b\_star 0.9761  
## Al 0.9684  
## Si 0.9389  
## MS 0.9056  
## Ca 0.7721

## Support Vector Machine Classification Analysis of Mud-Diamict Lithofacies

The SVM design follows Masaaki Tsujitani and Yusuke Tanaka, “Cross-Validation, Bootstrap, and Support Vector Machines,” Advances in Artificial Neural Systems, vol. 2011, Article ID 302572, 6 pages, 2011. <doi:10.1155/2011/302572>

Group\_mod1All<-dplyr::select(alldata.norm,Mud\_Diamict,Al,NGR,Rb,Si,MS,b\_star,Ca)  
  
## svm >  
svm.model1 <- svm(Mud\_Diamict~ ., data = dataD.train, cost = 100, gamma = 1)  
svm.pred1 <- predict(svm.model1, data.test)  
## compute svm confusion matrix >   
svmtable1 <- table(pred = svm.pred1, data.test$Mud\_Diamict)  
svmtable1

##   
## pred diamict mud  
## diamict 1079 0  
## mud 0 72

classAgreement(svmtable1,qda1.table)

## $diag  
## [1] 1  
##   
## $kappa  
## [1] 1  
##   
## $rand  
## [1] 1  
##   
## $crand  
## [1] 1

## compute rpart confusion matrix >   
fitControl <- trainControl(## 10-fold CV  
 method = "repeatedcv",  
 number = 10,#10  
 ## repeated ten times  
 repeats = 100)#100  
set.seed(645)  
#fitControl <- trainControl(number = 200)  
SVMFit1 <- train(Mud\_Diamict~ ., data = dataD.train,   
 method = "svmRadial",   
 trControl = fitControl,  
 tuneLength = 3,  
 finalModel=TRUE,  
 verbose = FALSE,  
 scaled = FALSE,  
 na.action = na.omit)

## Loading required package: kernlab

##   
## Attaching package: 'kernlab'

## The following object is masked from 'package:ggplot2':  
##   
## alpha

## The following object is masked from 'package:psych':  
##   
## alpha

SVMFit1

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 486 samples  
## 7 predictor  
## 2 classes: 'diamict', 'mud'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 100 times)   
## Summary of sample sizes: 438, 438, 437, 438, 437, 438, ...   
## Resampling results across tuning parameters:  
##   
## C Accuracy Kappa   
## 0.25 0.9999792 0.9999583  
## 0.50 1.0000000 1.0000000  
## 1.00 1.0000000 1.0000000  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.3479712  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were sigma = 0.3479712 and C = 0.5.

SVMFit1$finalModel

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 0.5   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 0.347971239344602   
##   
## Number of Support Vectors : 61   
##   
## Objective Function Value : -17.5037   
## Training error : 0

confusionMatrix(data.test$Mud\_Diamict, predict(SVMFit1, data.test))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction diamict mud  
## diamict 1079 0  
## mud 0 72  
##   
## Accuracy : 1   
## 95% CI : (0.9968, 1)  
## No Information Rate : 0.9374   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
## Mcnemar's Test P-Value : NA   
##   
## Sensitivity : 1.0000   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 1.0000   
## Prevalence : 0.9374   
## Detection Rate : 0.9374   
## Detection Prevalence : 0.9374   
## Balanced Accuracy : 1.0000   
##   
## 'Positive' Class : diamict   
##

#relative importance of variables in model  
SVMImp1 <- varImp(SVMFit1, scale = FALSE)  
SVMImp1

## ROC curve variable importance  
##   
## Importance  
## NGR 0.9980  
## Rb 0.9928  
## b\_star 0.9761  
## Al 0.9684  
## Si 0.9389  
## MS 0.9056  
## Ca 0.7721

## Quadradic Discrimination Analysis of Diamict-only Lithofacies

diamictsel <- subset(diamictdata.norm, select=c("Diamict\_only", "Al", "Ca","Zr","Rb","Si","MS","b\_star","NGR")) #K and Rb are too correlated and routine crashes; Rb only is used  
  
gw\_obj2<- greedy.wilks(Diamict\_only~., data=diamictsel, niveau = 0.05)## 'niveau' is probabilty that addition of variable does not contribute to model  
gw\_obj2

## Formula containing included variables:   
##   
## Diamict\_only ~ Si + Zr + b\_star + Al + NGR + MS + Ca + Rb  
## <environment: 0x7f93c6604b80>  
##   
##   
## Values calculated in each step of the selection procedure:   
##   
## vars Wilks.lambda F.statistics.overall p.value.overall  
## 1 Si 0.8337180 206.67628 7.093025e-162  
## 2 Zr 0.7345493 172.78561 8.659758e-271  
## 3 b\_star 0.6843991 140.77478 0.000000e+00  
## 4 Al 0.6555591 117.23534 0.000000e+00  
## 5 NGR 0.6367466 100.12423 0.000000e+00  
## 6 MS 0.6203556 88.27207 0.000000e+00  
## 7 Ca 0.6123183 77.67767 0.000000e+00  
## 8 Rb 0.5983227 71.27323 0.000000e+00  
## F.statistics.diff p.value.diff  
## 1 206.67628 7.093025e-162  
## 2 139.86639 0.000000e+00  
## 3 75.89582 0.000000e+00  
## 4 45.55482 0.000000e+00  
## 5 30.58613 0.000000e+00  
## 6 27.34675 0.000000e+00  
## 7 13.58206 5.293554e-11  
## 8 24.19846 0.000000e+00

The next step is to test the discrimination power of the combination of the elements chosen from the Greedy Wilks routine.

Group\_mod2All<-dplyr::select(diamictdata.norm,Diamict\_only,Si,Zr,b\_star,Al,NGR,MS,Ca,Rb)  
  
# Select Training and Testing subsets -------------------------------------  
data <- Group\_mod2All  
nColsF <- ncol(data)  
set.seed(2969)  
sample.ind = sample(2,   
 nrow(data),  
 replace = T,  
 prob = c(0.25,0.75))  
data.test = data[sample.ind==1,]#data.dev  
data.train = data[sample.ind==2,]#data.val  
  
# #See how balanced the test & training sets look as Group; training set should be balanced  
table(data$Diamict\_only)/nrow(data)

##   
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.008433735 0.728915663 0.017349398   
## sandy\_diamict stratified\_diamict   
## 0.090361446 0.154939759

table(data.test$Diamict\_only)/nrow(data.test)

##   
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.006829268 0.728780488 0.021463415   
## sandy\_diamict stratified\_diamict   
## 0.086829268 0.156097561

table(data.train$Diamict\_only)/nrow(data.train)

##   
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.00896 0.72896 0.01600   
## sandy\_diamict stratified\_diamict   
## 0.09152 0.15456

#if one of the training groups is too large, you need to resample using Caret  
set.seed(9560)  
dtrainCols <- ncol(data.train)  
  
down\_train <- downSample(x = data.train[, 1:dtrainCols],  
 y = data.train$Diamict\_only)  
table(down\_train$Diamict\_only)/nrow(down\_train)

##   
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.2 0.2 0.2   
## sandy\_diamict stratified\_diamict   
## 0.2 0.2

dataD.train <- down\_train[,1:dtrainCols]  
  
# Discriminant Testing ---------------------------------------------------  
qda.fit2 <- qda(Diamict\_only ~., data=dataD.train)  
qda.fit2

## Call:  
## qda(Diamict\_only ~ ., data = dataD.train)  
##   
## Prior probabilities of groups:  
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.2 0.2 0.2   
## sandy\_diamict stratified\_diamict   
## 0.2 0.2   
##   
## Group means:  
## Si Zr b\_star Al NGR  
## clastrich\_diamict 0.7368108 0.4128705 0.2628571 0.6715367 0.5119048  
## massive\_diamict 0.6658299 0.3635199 0.4085714 0.6735068 0.5297619  
## mud\_wdropstones 0.5509637 0.3769569 0.5961905 0.4964558 0.5238095  
## sandy\_diamict 0.6857384 0.4515262 0.3000000 0.7116534 0.5178571  
## stratified\_diamict 0.4298626 0.4997714 0.4576190 0.4888311 0.3630952  
## MS Ca Rb  
## clastrich\_diamict 0.4041324 0.4482569 0.4118703  
## massive\_diamict 0.4296267 0.4479437 0.4420490  
## mud\_wdropstones 0.4429016 0.5430975 0.5388665  
## sandy\_diamict 0.3683626 0.3740992 0.4090718  
## stratified\_diamict 0.4203510 0.4663823 0.5702371

qda.class <- predict(qda.fit2, data.test)$class  
qda.table <- table(qda.class, data.test$Diamict\_only)  
qda.table

##   
## qda.class clastrich\_diamict massive\_diamict mud\_wdropstones  
## clastrich\_diamict 7 70 2  
## massive\_diamict 0 265 1  
## mud\_wdropstones 0 85 18  
## sandy\_diamict 0 207 0  
## stratified\_diamict 0 120 1  
##   
## qda.class sandy\_diamict stratified\_diamict  
## clastrich\_diamict 8 4  
## massive\_diamict 21 32  
## mud\_wdropstones 2 5  
## sandy\_diamict 55 37  
## stratified\_diamict 3 82

mean(qda.class == data.test$Diamict\_only)

## [1] 0.4165854

fitControl <- trainControl(## 10-fold CV  
 method = "repeatedcv",  
 number = 10,  
 ## repeated ten times  
 repeats = 100)  
set.seed(825)  
qdaFit3 <- train(Diamict\_only~ ., data = dataD.train,   
 method = "qda",   
 trControl = fitControl,  
 finalModel=TRUE,  
 verbose = FALSE,  
 na.action = na.omit)  
qdaFit3

## Quadratic Discriminant Analysis   
##   
## 140 samples  
## 8 predictor  
## 5 classes: 'clastrich\_diamict', 'massive\_diamict', 'mud\_wdropstones', 'sandy\_diamict', 'stratified\_diamict'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 100 times)   
## Summary of sample sizes: 125, 125, 125, 126, 126, 129, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.5529401 0.4404742

qdaFit3$finalModel

## Call:  
## qda(x, grouping = y, finalModel = TRUE, verbose = FALSE)  
##   
## Prior probabilities of groups:  
## clastrich\_diamict massive\_diamict mud\_wdropstones   
## 0.2 0.2 0.2   
## sandy\_diamict stratified\_diamict   
## 0.2 0.2   
##   
## Group means:  
## Si Zr b\_star Al NGR  
## clastrich\_diamict 0.7368108 0.4128705 0.2628571 0.6715367 0.5119048  
## massive\_diamict 0.6658299 0.3635199 0.4085714 0.6735068 0.5297619  
## mud\_wdropstones 0.5509637 0.3769569 0.5961905 0.4964558 0.5238095  
## sandy\_diamict 0.6857384 0.4515262 0.3000000 0.7116534 0.5178571  
## stratified\_diamict 0.4298626 0.4997714 0.4576190 0.4888311 0.3630952  
## MS Ca Rb  
## clastrich\_diamict 0.4041324 0.4482569 0.4118703  
## massive\_diamict 0.4296267 0.4479437 0.4420490  
## mud\_wdropstones 0.4429016 0.5430975 0.5388665  
## sandy\_diamict 0.3683626 0.3740992 0.4090718  
## stratified\_diamict 0.4203510 0.4663823 0.5702371

confusionMatrix(data.test$Diamict\_only, predict(qdaFit3, data.test))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction clastrich\_diamict massive\_diamict mud\_wdropstones  
## clastrich\_diamict 7 0 0  
## massive\_diamict 70 265 85  
## mud\_wdropstones 2 1 18  
## sandy\_diamict 8 21 2  
## stratified\_diamict 4 32 5  
## Reference  
## Prediction sandy\_diamict stratified\_diamict  
## clastrich\_diamict 0 0  
## massive\_diamict 207 120  
## mud\_wdropstones 0 1  
## sandy\_diamict 55 3  
## stratified\_diamict 37 82  
##   
## Overall Statistics  
##   
## Accuracy : 0.4166   
## 95% CI : (0.3862, 0.4475)  
## No Information Rate : 0.3112   
## P-Value [Acc > NIR] : 7.497e-13   
##   
## Kappa : 0.1824   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Statistics by Class:  
##   
## Class: clastrich\_diamict Class: massive\_diamict  
## Sensitivity 0.076923 0.8307  
## Specificity 1.000000 0.3173  
## Pos Pred Value 1.000000 0.3548  
## Neg Pred Value 0.917485 0.8058  
## Prevalence 0.088780 0.3112  
## Detection Rate 0.006829 0.2585  
## Detection Prevalence 0.006829 0.7288  
## Balanced Accuracy 0.538462 0.5740  
## Class: mud\_wdropstones Class: sandy\_diamict  
## Sensitivity 0.16364 0.18395  
## Specificity 0.99563 0.95317  
## Pos Pred Value 0.81818 0.61798  
## Neg Pred Value 0.90828 0.73932  
## Prevalence 0.10732 0.29171  
## Detection Rate 0.01756 0.05366  
## Detection Prevalence 0.02146 0.08683  
## Balanced Accuracy 0.57963 0.56856  
## Class: stratified\_diamict  
## Sensitivity 0.3981  
## Specificity 0.9048  
## Pos Pred Value 0.5125  
## Neg Pred Value 0.8566  
## Prevalence 0.2010  
## Detection Rate 0.0800  
## Detection Prevalence 0.1561  
## Balanced Accuracy 0.6514

#relative importance of variables in model  
qdaImp <- varImp(qdaFit3, scale = FALSE)  
qdaImp

## ROC curve variable importance  
##   
## variables are sorted by maximum importance across the classes  
## clastrich\_diamict massive\_diamict mud\_wdropstones sandy\_diamict  
## b\_star 0.9847 0.8246 0.9145 0.8246  
## Si 0.8776 0.6709 0.9145 0.7270  
## Al 0.8954 0.6365 0.7334 0.8202  
## Rb 0.7360 0.5357 0.7934 0.6824  
## NGR 0.5408 0.5325 0.7698 0.5325  
## Zr 0.6148 0.6148 0.7041 0.6148  
## Ca 0.6875 0.7015 0.5574 0.6735  
## MS 0.5179 0.6065 0.5427 0.5153  
## stratified\_diamict  
## b\_star 0.9847  
## Si 0.8776  
## Al 0.8954  
## Rb 0.7360  
## NGR 0.5408  
## Zr 0.5702  
## Ca 0.7015  
## MS 0.6065

## Support Vector Machine Classification Analysis of Diamict-only Lithofacies

## svm >   
svm.model <- svm(Diamict\_only ~ ., data = dataD.train, cost = 100, gamma = 1)  
svm.pred <- predict(svm.model, data.test)  
## compute svm confusion matrix >   
svmtable <- table(pred = svm.pred, data.test$Diamict\_only)  
svmtable

##   
## pred clastrich\_diamict massive\_diamict mud\_wdropstones  
## clastrich\_diamict 6 66 3  
## massive\_diamict 1 431 3  
## mud\_wdropstones 0 40 16  
## sandy\_diamict 0 126 0  
## stratified\_diamict 0 84 0  
##   
## pred sandy\_diamict stratified\_diamict  
## clastrich\_diamict 6 4  
## massive\_diamict 31 39  
## mud\_wdropstones 0 0  
## sandy\_diamict 48 18  
## stratified\_diamict 4 99

classAgreement(svmtable,qda.table)

## $diag  
## [1] 0.5853659  
##   
## $kappa  
## [1] 0.3025034  
##   
## $rand  
## [1] 0.5527782  
##   
## $crand  
## [1] 0.144368

## compute rpart confusion matrix >   
fitControl <- trainControl(## 10-fold CV  
 method = "repeatedcv",  
 number = 10,#10  
 ## repeated ten times  
 repeats = 100)#100  
set.seed(645)  
#fitControl <- trainControl(number = 200)  
SVMFit2 <- train(Diamict\_only~ ., data = dataD.train,   
 method = "svmRadial",   
 trControl = fitControl,  
 tuneLength = 12,  
 finalModel=TRUE,  
 verbose = FALSE,  
 scaled = FALSE,  
 na.action = na.omit)  
SVMFit2

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 140 samples  
## 8 predictor  
## 5 classes: 'clastrich\_diamict', 'massive\_diamict', 'mud\_wdropstones', 'sandy\_diamict', 'stratified\_diamict'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 100 times)   
## Summary of sample sizes: 125, 125, 125, 126, 127, 125, ...   
## Resampling results across tuning parameters:  
##   
## C Accuracy Kappa   
## 0.25 0.2720610 0.1320918  
## 0.50 0.3628651 0.2250427  
## 1.00 0.4327305 0.3027396  
## 2.00 0.4541064 0.3240749  
## 4.00 0.4797717 0.3511361  
## 8.00 0.5065166 0.3835791  
## 16.00 0.5515361 0.4389786  
## 32.00 0.5739535 0.4668211  
## 64.00 0.5809287 0.4753673  
## 128.00 0.5807713 0.4751457  
## 256.00 0.5742982 0.4670105  
## 512.00 0.5509512 0.4379128  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.1616777  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were sigma = 0.1616777 and C = 64.

SVMFit2$finalModel

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 64   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 0.161677737572634   
##   
## Number of Support Vectors : 115   
##   
## Objective Function Value : -1373.785 -649.626 -2035.449 -543.3263 -1449.355 -2145.998 -1597.825 -704.8161 -849.7802 -1277.091   
## Training error : 0.3

confusionMatrix(data.test$Diamict\_only, predict(SVMFit2, data.test))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction clastrich\_diamict massive\_diamict mud\_wdropstones  
## clastrich\_diamict 7 0 0  
## massive\_diamict 142 240 99  
## mud\_wdropstones 2 0 19  
## sandy\_diamict 17 10 0  
## stratified\_diamict 8 18 6  
## Reference  
## Prediction sandy\_diamict stratified\_diamict  
## clastrich\_diamict 0 0  
## massive\_diamict 169 97  
## mud\_wdropstones 1 0  
## sandy\_diamict 52 10  
## stratified\_diamict 35 93  
##   
## Overall Statistics  
##   
## Accuracy : 0.401   
## 95% CI : (0.3708, 0.4317)  
## No Information Rate : 0.2615   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.205   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Statistics by Class:  
##   
## Class: clastrich\_diamict Class: massive\_diamict  
## Sensitivity 0.039773 0.8955  
## Specificity 1.000000 0.3303  
## Pos Pred Value 1.000000 0.3213  
## Neg Pred Value 0.833988 0.8993  
## Prevalence 0.171707 0.2615  
## Detection Rate 0.006829 0.2341  
## Detection Prevalence 0.006829 0.7288  
## Balanced Accuracy 0.519886 0.6129  
## Class: mud\_wdropstones Class: sandy\_diamict  
## Sensitivity 0.15323 0.20233  
## Specificity 0.99667 0.95182  
## Pos Pred Value 0.86364 0.58427  
## Neg Pred Value 0.89531 0.78098  
## Prevalence 0.12098 0.25073  
## Detection Rate 0.01854 0.05073  
## Detection Prevalence 0.02146 0.08683  
## Balanced Accuracy 0.57495 0.57708  
## Class: stratified\_diamict  
## Sensitivity 0.46500  
## Specificity 0.91879  
## Pos Pred Value 0.58125  
## Neg Pred Value 0.87630  
## Prevalence 0.19512  
## Detection Rate 0.09073  
## Detection Prevalence 0.15610  
## Balanced Accuracy 0.69189

#relative importance of variables in model  
SVMImp <- varImp(SVMFit2, scale = FALSE)  
SVMImp

## ROC curve variable importance  
##   
## variables are sorted by maximum importance across the classes  
## clastrich\_diamict massive\_diamict mud\_wdropstones sandy\_diamict  
## b\_star 0.9847 0.8246 0.9145 0.8246  
## Si 0.8776 0.6709 0.9145 0.7270  
## Al 0.8954 0.6365 0.7334 0.8202  
## Rb 0.7360 0.5357 0.7934 0.6824  
## NGR 0.5408 0.5325 0.7698 0.5325  
## Zr 0.6148 0.6148 0.7041 0.6148  
## Ca 0.6875 0.7015 0.5574 0.6735  
## MS 0.5179 0.6065 0.5427 0.5153  
## stratified\_diamict  
## b\_star 0.9847  
## Si 0.8776  
## Al 0.8954  
## Rb 0.7360  
## NGR 0.5408  
## Zr 0.5702  
## Ca 0.7015  
## MS 0.6065