**Introduction**

This assignment was given to help understand how sets can be applied to computer science. The main objective to complete consists of producing a correctly-drawn maze using find, union, and union by size with path compression. The goal of the assignment was to unite two sets until there is one set left. The way to accomplish this is by selecting two random numbers in the sets and removing their corresponding walls in the maze, if the first number is not in the same set as the second one, and if the second number is not in the same set as the first one.

**Proposed Solution Design and Implementation**

Using standard union, the main objective should be to use a while loop that repeats until there is exactly one set left in the disjoint set forest.Each iteration of the loop should unite two items in the set if the items are not within the same set.

Using union by size with compression, the main objective should be to use a while loop that repeats until there is exactly one set left in the disjoint set forest. Each iteration of the loop should unite two items in the set if the items are not within the same set. This method proves to be the fastest as the union by compression ensures that each node in the set points directly to the root.

**Experimental Results**

Maze with standard find and union functions:
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Maze with find with compression and union by size with compression functions:

![](data:image/png;base64,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)

**Conclusions**

Having completed this assignment somewhat poorly, many things can be learned from this lesson. Firstly, there should be more studying done with disjoint set forests. Secondly, the use of Python’s list manipulation still needs to be perfected. In conclusion, the use of Python’s lists and disjoint set forests can be improved indefinitely.

**Appendix**

"""

Course: CS 2302

Author: Jacob Montenegro

Lab: 6

Instructor: Dr. Olac Fuentes

T.A.: Anindita Nath, Maliheh Zargaran

Date of Last Modification: 4/12/2019

Program's Purpose: Use disjoint set forests to produce optimized maze of one set

"""

# Implementation of disjoint set forest

# Programmed by Olac Fuentes

# Last modified March 28, 2019

import matplotlib.pyplot as plt

import numpy as np

from scipy import interpolate

import random

def DisjointSetForest(size):

return np.zeros(size,dtype=np.int)-1

def dsfToSetList(S):

#Returns aa list containing the sets encoded in S

sets = [ [] for i in range(len(S)) ]

for i in range(len(S)):

sets[find(S,i)].append(i)

sets = [x for x in sets if x != []]

return sets

def find(S,i):

# Returns root of tree that i belongs to

if S[i]<0:

return i

return find(S,S[i])

def find\_c(S,i): #Find with path compression

if S[i]<0:

return i

r = find\_c(S,S[i])

S[i] = r

return r

def union(S,i,j):

# Joins i's tree and j's tree, if they are different

ri = find(S,i)

rj = find(S,j)

if ri!=rj:

S[rj] = ri

def union\_c(S,i,j):

# Joins i's tree and j's tree, if they are different

# Uses path compression

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

S[rj] = ri

def union\_by\_size(S,i,j):

# if i is a root, S[i] = -number of elements in tree (set)

# Makes root of smaller tree point to root of larger tree

# Uses path compression

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

if S[ri]>S[rj]: # j's tree is larger

S[rj] += S[ri]

S[ri] = rj

else:

S[ri] += S[rj]

S[rj] = ri

def draw\_dsf(S):

scale = 30

fig, ax = plt.subplots()

for i in range(len(S)):

if S[i]<0: # i is a root

ax.plot([i\*scale,i\*scale],[0,scale],linewidth=1,color='k')

ax.plot([i\*scale-1,i\*scale,i\*scale+1],[scale-2,scale,scale-2],linewidth=1,color='k')

else:

x = np.linspace(i\*scale,S[i]\*scale)

x0 = np.linspace(i\*scale,S[i]\*scale,num=5)

diff = np.abs(S[i]-i)

if diff == 1: #i and S[i] are neighbors; draw straight line

y0 = [0,0,0,0,0]

else: #i and S[i] are not neighbors; draw arc

y0 = [0,-6\*diff,-8\*diff,-6\*diff,0]

f = interpolate.interp1d(x0, y0, kind='cubic')

y = f(x)

ax.plot(x,y,linewidth=1,color='k')

ax.plot([x0[2]+2\*np.sign(i-S[i]),x0[2],x0[2]+2\*np.sign(i-S[i])],[y0[2]-1,y0[2],y0[2]+1],linewidth=1,color='k')

ax.text(i\*scale,0, str(i), size=20,ha="center", va="center",

bbox=dict(facecolor='w',boxstyle="circle"))

ax.axis('off')

ax.set\_aspect(1.0)

# Starting point for program to build and draw a maze

# Modify program using disjoint set forest to ensure there is exactly one

# simple path joiniung any two cells

# Programmed by Olac Fuentes

# Last modified March 28, 2019

def draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=False):

fig, ax = plt.subplots()

for w in walls:

if w[1]-w[0] ==1: #vertical wall

x0 = (w[1]%maze\_cols)

x1 = x0

y0 = (w[1]//maze\_cols)

y1 = y0+1

else:#horizontal wall

x0 = (w[0]%maze\_cols)

x1 = x0+1

y0 = (w[1]//maze\_cols)

y1 = y0

ax.plot([x0,x1],[y0,y1],linewidth=1,color='k')

sx = maze\_cols

sy = maze\_rows

ax.plot([0,0,sx,sx,0],[0,sy,sy,0,0],linewidth=2,color='k')

if cell\_nums:

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

ax.text((c+.5),(r+.5), str(cell), size=10,

ha="center", va="center")

ax.axis('off')

ax.set\_aspect(1.0)

def wall\_list(maze\_rows, maze\_cols):

# Creates a list with all the walls in the maze

w =[]

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

if c!=maze\_cols-1:

w.append([cell,cell+1])

if r!=maze\_rows-1:

w.append([cell,cell+maze\_cols])

return w

#checks if items in same set

def SameSet(S,i,j):

return find(S,i) == find(S,j)

#sameSet with path compression

def SameSet\_c(S,i,j):

return find\_c(S,i) == find\_c(S,j)

def numSets(S):

c = 0

for s in S:

if s < 0:

c += 1

return c

#returns the indices of roots

def getIndex(S):

index = 0

L = []

for s in S:

index += 1

if s < 0:

L.append(index)

return L

#Standard union and find

def Standard():

plt.close("all")

maze\_rows = 10

maze\_cols = 15

walls = wall\_list(maze\_rows,maze\_cols)

S = DisjointSetForest(maze\_rows\*maze\_cols)

i = 0

draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=True)

# this is set to 25 because the program never reaches just 1 set, it stops around 20 and 30 total sets

# this ensures that the program does not enter an infinite loop

while numSets(S) > 25:

#random number chosen from the list

d = random.randint(0,len(S)-1)

#ensures that the index is within that of the walls list

if d < len(walls):

#checks that the numbers do not belong to the same set

if SameSet(S,d,walls[d][0]) is False:

#unites them if they're not in the same set

union(S,d,walls[d][0])

#removes the wall

walls.pop(d)

#returns the indices of all the negative numbers

L = getIndex(S)

i = 0

while numSets(S) > 10 and len(L) > 15:

#ensures that the loop never enters an infinite loop

if i == 50000:

break

i += 1

#selects a random number

d = random.randint(0,max(L))

if d < len(walls):

#loops through the indexes that have not been united yet

for l in L:

if l < len(walls) and SameSet(S,walls[l][0],walls[d][0]) is False:

union(S,walls[l][0],walls[d][0])

walls.pop(d)

L.remove(l)

#shuffles the item

random.shuffle(L)

draw\_maze(walls,maze\_rows,maze\_cols)

#Method for union by size and compression

def BySizeComp():

plt.close("all")

maze\_rows = 10

maze\_cols = 15

walls = wall\_list(maze\_rows,maze\_cols)

S = DisjointSetForest(maze\_rows\*maze\_cols)

i = 0

draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=True)

#set to 30 to ensure that the loop doesn't enter an infinite loop

while numSets(S) > 30:

i += 1

#chooses random number

d = random.randint(0,len(S)-1)

if d < len(walls):

if SameSet\_c(S,d,walls[d][0]) is False:

union\_by\_size(S,d,walls[d][0])

walls.pop(d)

#list of all the indices that may or may not have been combined in union with other sets

L = getIndex(S)

i = 0

while numSets(S) > 25 and len(L) > 10:

#selects a random number

d = random.randint(0,len(L)-1)

if d < len(walls):

#checks that the items are not in the same set

if L[0] < len(walls) and SameSet\_c(S,L[0],walls[d][0]) is False:

union\_by\_size(S,L[0],walls[d][0])

walls.pop(d)

#ensures that the removed item is not repeated

L.remove(L[0])

#randomizes the list to ensure that a new item is chosen each iteration

random.shuffle(L)

draw\_maze(walls,maze\_rows,maze\_cols)

Standard()

BySizeComp()

**I certify that this project is entirely my own work. I wrote, debugged, and tested the code presented, performed the experiments, and wrote the report. I also certify that I did not share my code or report or provided inappropriate assistance to any student in the class. Signed, Jacob M. Montenegro.**