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# Einleitung

Die folgende Einleitung umfasst drei Abschnitte:

Im ersten Abschnitt werden die wesentlichen Neuerungen von Java 8 in Form eines Überblicks vorgestellt.

Der zweite Abschnitt beschreibt die verwendeten Tools und die Struktur des Eclipse-Workspaces.

Im dritten Abschnitt schließlich werden einige Helper-Klassen vorgestellt, die in (fast) allen Beispiel-Projekten genutzt werden.

## Was gibt's Neues?

Hier eine Liste der wesentlichen Neuerungen, die mit Java 8 einführt wurden.

### Lambda-Ausdrücke

In Java 8 wurde endlich ein neues Sprachkonstrukt eingeführt, das viele Entwickler bislang immer schmerzlich vermißt haben: Lambda-Ausdrücke (auch als "Closures" bezeichnet).

Ein Lambda-Ausdruck repräsentiert namenlose Funktionalität – anders (aber auch ungenau!) gesagt: ein Lambda-Ausdruck ist eine anonyme Methode. Eine Methode also, welche nur Parameter und Code definiert, aber nicht unter einem eigenen Namen ansprechbar ist. Eine solche Methode kann an Variablen gebunden werden, als Parameter an andere Methoden übergeben oder von diesen als Return-Wert zurückgeliefert werden.

Wie fügt sich ein solches Konzept in das bisherige Typsystem von Java ein? Repräsentiert ein Lambda-Ausdruck (resp. die Referenz auf einen Ausdruck) einen komplett neuen Typ? Ist also das Typ-System von Java erweitert worden (etwa um so etwas wie die "delegates" von C#)?

Glücklicherweise fügen sich die Lambda-Ausdrücke recht nahtlos in das bisherige Typsystem ein: eine Lambda-Ausdruck kann verglichen werden mit einer Instanz einer anonymen Klasse, welche nur eine einzige Methode besitzt. Ebenso wie eine anonyme Klasse entweder i.d.R. ein Interface implementiert, implementiert auch ein Lambda-Ausdruck ein Interface – ein Interface allerdings, welches eben nur eine einzige Methode spezifiziert. Ein solches Interface wird als "funktionales Interface" bezeichnet. Vergleicht man nun eine anonyme Klasse, die ein solches Interface implementiert, mit einem Lambda-Ausdruck, so fällt auf, dass die Lambda-Notation wesentlich "schlanker" ist als die Notation in Form einer anonymen Klasse – und (nach einiger Übung!) auch verständlicher.

Ein kleines Beispiel zur Einstimmung: bei einem Button soll ein ActionListener registriert werden. Das Interface ActionListener spezifiziert nur eine einzige Methode: actionPerformed(ActionEvent e) – es handelt sich somit um ein funktionales Interface.

Die "alte" Notation:

button.addActionListener(new **ActionListener**() {

public void **actionPerformed**(ActionEvent e) {

System.out.println("Hello World");

}

}

Derselbe Listener kann in der Lambda-Notation wesentlich kürzer formuliert werden:

button.addActionListener((ActionEvent e) -> {

System.out.println("Hello World");

}

Es geht auch noch knapper:

button.addActionListener(e -> System.out.println("Hello World"));

Im folgenden wird genau herausgearbeitet werden müssen, worin die Gemeinsamkeiten von Lambda-Ausdrücken und anonyme Klassen bestehen und worin sich diese Konstrukte voneinander unterscheiden.

U.a. mit der Einführung von Lambdas geht Java den ersten Schritt in Richtung "funktionaler Programmierung".

### Interfaces

Interfaces dienten bislang in erster Linie dazu, Funktionalität abstrakt zu spezifizieren. Mit einer Ausnahme: man konnte in einem Interface (und kann natürlich immer noch) auch statische Konstanten definieren.

In Java 8 wird der Begriff Interfaces erweitert. So können in Interfaces nun auch statische Methoden implementiert werden. Und auch nicht-statische Methoden können bereits implementiert werden – in Form sog. default-Methoden.

Damit kann in einem Interface bereits fast all das definiert werden, was auch in einer gewöhnlichen Klasse definiert werden kann – mit einer einzigen (aber entscheidenden) Ausnahme: Instanzvariablen können weiterhin auch nur in Klassen definiert werden, nicht aber in Interfaces.

Ein Beispiel aus dem Paket java.util:

public interface **Iterator**<E> {

public abstract boolean **hasNext**();

public abstract E **next**();

public default void **remove**() {

throw new UnsupportedOperationException("remove");

}

default void **forEachRemaining**(Consumer<? super E> action) {

...

}

}

Eine Implementierung dieses Interfaces kann sich nun auf die Bereitstellung der hasNext- und next-Methoden beschränken – remove muss (im Gegensatz zum "alten" Interface) nicht mehr implementiert werden (kann aber überschrieben werden). Und es existiert eine neue Methode, die in dem alten Interface noch nicht enthalten war: forEachRemaining.

Da eine Klasse viele Interfaces implementieren kann, könnte der Eindruck entstehen, Java unterstüze nun "Mehrfachvererbung". Da aber Interfaces weiterhin keine nicht statischen Attribute (keine Instanzvariablen) definieren können, handelt es sich hierbei nicht um Mehrfachvererbung im strengen Sinne – und das ist auch gut so. Eine Sprache, die Mehrfachvererbung vollständig untersützt, handelt sich nämlich eine Menge von Problemen ein. Und Java bleibt hoffentlich weiterhin eine (relativ) einfache Sprache...

Die Erweiterung des Interface-Begriffs hat offensichtliche Vorteile – aber auch Nachteile. Sowohl die Vorteile als auch die Nachteile werden ausführlich dargestellt werden.

### Funktionale Interfaces der Standardbibliothek

Da Lambdas eine zentrale Bedeutung gewinnen, benötigt man ein Standard-Set an entsprchechenden funktionalen Interfaces. Java 8 führt eine Vielzahl solcher neuer Interfaces ein: Supplier, Consumer, Function, Predicate etc. Diese Interfaces – und vor allem ihrer Verwendungsmöglichkeiten – werden ausführlich dargestellt.

### Standardbibliothek

Neben den neu eingeführten funktionalen Interfaces sind einige zentrale "alte" Interfaces der Standardbibliothek erweitert worden. Insbesondere sind soche Interfaces ergänzt worden durch statische Methoden und durch default-Methoden. Dies gilt insbesondere auch für die Interfaces des Collection-Frameworks.

Darüberhinaus sind einige weitere wichtige Konzepte aufgenommen worden: so z.B. das Optional-Konzept und das Spliterator-Konzept. Das Optional-Konzept etwa erlaubt einen etwas bewußteren Umgang mit null-Werten und kann dazu verhelfen, NullPointerExceptions weitgehend zu vermeiden.

Und auch Reflection ist erweitert worden: endlich können nicht nur die Typen der Methodenparameter ermittelt werden, sondern auch deren Namen (und weitere Eigenschaften – etwa die Annotations, mit denen ein Parameter ausgezeichnet ist).

### Streams

Bei der Verarbeitung von Listen (oder Sets oder Maps) geht es um immer wiederkehrende Aufgaben: eine Liste muss gefiltert werden (bestimmte Elemente müssen zur Weiterverarbeitung ausgwählt werden); die Elemente der Liste müssen irgendwie aggregiert werden (z.B. summiert werden); alle Elemente müssen auf jeweils andere Elemente abgebildet werden (aus einer Liste von Zahlen muss eine Liste von Strings erzeugt werden); auf alle Elemente einer Liste muss eine Ausgabe-Operation aufgerufen werden; etc.

Häufig müssen diese Operationen auch miteinander kombiniert werden: Filtern, Mappen, Ausgabe. Um solche Aufgaben elegant lösen zu können, führt Java 8 die sog. Streams ein. Ein Stream kann als eine Pipeline betrachtet werden. Die Daten einer Liste durchlaufen die Pipeline und werden an den verschiedenen Stationen dieser Pipeline jeweils unterschiedlich bearbeitet.

Ein Beispiel:

final List<Integer> list = new ArrayList<>();

// hier wird die Liste gefuellt....

Stream<Integer> stream = list.stream();

stream

.map(x -> x \* 3)

.filter(x -> x % 2 == 0)

.forEach(x -> System.out.print(x + " "));

Alle Elemente der Liste werden durch eine Pipe geschickt, innerhalb derer jedes Element zunächst mit 3 multipliziert wird. Bei der nächsten Station wird jedes Element daraufhin geprüft, ob es sich um eine gerade Zahl handelt – nur gerade Zahlen werden durchgelassen. Die letzte Station der Pipe gibt dann alle Zahlen, die zu ihr hingelangt sind, auf der Standardausgabe aus.

Das Stream-APIs wird ausführlich dargestellt werden – insbesondere auch die Konsequenzen dieses APIs in Bezug auf die parallele Verarbeitung.

### Date / Time

Die meisten Methoden der java.util.Date-Klasse sind deprecated; und auch der java.util.Calendar hat's in sich:

Calendar c = GregorianCalendar.getInstance();

c.set(2015, 1, 25);

out.println(DateFormat.getDateInstance(DateFormat.LONG)

.format(c.getTime()));

Die Ausgabe:

25. Februar 2015

Sollte das Calendar-Objekt nicht den 25. Januar repräsentieren? (Klar: Monate beginnen bei 0, Tage aber bei 1!)

Grund genug also, ein neues Date/Time-API einzuführen. Dort gibt's u.a. die Klassen Month, LocalDate, DateTimeFormatter und FormatStyle:

LocalDate d = LocalDate.of(2015, Month.JANUARY, 25);

out.println(DateTimeFormatter.ofLocalizedDate(FormatStyle.LONG)

.format(d));

Die Ausgaben:

25. Januar 2015

So ist es schön...

### Multithreading

Java 8 erweitert das in Java 5 eingeführte und bereits in Java 7 erweiterte Paket java.util.concurrent um einige Klassen – z.B. um die Klassen CompletableFuture und StampedLock. Diese beiden Klassen werden genauer analysiert werden.

### JavaScript-Engine

Java 8 stellt für JavaScript-Anwendungen eine neue JavaScript-Engine (einen JavaScript-Interpreter namens "Nashorn") zur Verfügung. Der alte Interpreter ("Rhino") wird abglöst.

Die Liste der Features ist natürlich nicht vollständig. Aber alles geht nicht...

## Verwendete Tools und Aufbau des Workspace

Der Workspace basiert auf folgendem JDK:

jdk1.8.0\_31 (32-Bit Maschine)

Folgende Eclipse-Version wurde verwendet:

4.4.1 (Luna)

Der Workspace enthält eine Vielzahl von Projekten, deren Namen wie folgt aufgebaut sind:

x<kkaa>-<Kapitel><Abschnitt>

z.B.:

x0301-Lambdas-ActionListener

03 ist die Nummer des "Kapitels", 01 die Nummer des "Abschnitts". Lambdas ist der Name des Kapitels, ActionListener ist der Name des Abschnitts.

Die Kapitel-Abschnitts-Numerierung der Projekte entspricht exakt der Struktur der vorliegenden Skripts. Somit kann leicht zwischen dem Quellcode der Beispielprojekte und diesem Skript hin- und her geswitcht werden.

Die mit "u" präfixierten Projekte sind die Projekte, die für Übungen vorgesehen sind.

Zusätzlich zu den u- und x-Projekten existieren die Projekte shared und db-util. Das shared-Projekt enthält einige Klassen, die in vielen der x-Projekte verwendet werden. db-util kann benutzt werden, um auf einfache Weise eine Datenbank aufzubauen (db-util ist für Übungs-Projekte vorgesehen, die mit einer Datenbank arbeiten).

Das dependencies-Projekt enthält einige Tools (die Datenbank und ASM).

Ein letzter Hinweis: Der Quellcode der Beispielprojekte enthält keinerlei Kommentare (um Platz zu sparen...). Die Kommentare zu den Projekten befinden sich stattdessen in diesem Skript. (Das Skript besteht so gesehen aus den ausgelagerten Kommentaren.)

## Klassen des shared-Projekts

In den Demonstrations-Beispielen werden bestimmte Utility-Klassen immer wieder verwendet. Dies sind deshalb in einem Projekt namens shared angesiedelt (im Package util). Dieses Projekt ist daher im classpath fast aller Beispielprojekte enthalten.

Hier seien bereits einige dieser Klassen kurz vorgestellt.

### Die Klasse Util

Die Klasse Util enthält u.a. folgende statische Methoden:

package **util**;

// ..l

public class **Util** {

public static void **mlog**() {

final StackTraceElement[] elements =

Thread.currentThread().getStackTrace();

hlog(elements[2].getMethodName());

}

public static void **hlog**(String text) {

final String LINE =

"+------------------------------------------------";

System.out.println(LINE);

System.out.println("| " + text);

System.out.println(LINE);

}

public static void **tlog**(String text, Object... args) {

synchronized (System.out) {

System.out.printf("[ %2d ] ", Thread.currentThread().getId());

System.out.printf(text, args);

System.out.println();

}

}

}

Die Methode mlog kann benutzt werden, um am Anfang einer Methode den Namen der Methode auszugeben (dieser Name wird nicht übergeben, sondern dynamisch ermittelt). Ein Beispiel:

import static util.Util.mlog;

public class **C** {

public static void **main**(String[] args) {

mlog();

foo();

}

static void **foo**() {

mlog();

// ...

bar();

// ...

}

static void **bar**() {

mlog();

// ...

}

}

Die Ausgaben (hier verkürzt dargestellt):

main

foo

bar

Die Methode hlog kann verwendet werden, um eine "Überschrift" auszugeben (sie wird von mlog aufgerufen).

Mittels der Methode tlog kann die Id des aktuellen Threads auszugeben werden (mitsamt eines Info-Textes).

### Die Klasse Features

Um der technischen Implementierung bestimmter Spracheigenschaften auf die Spur zu kommen, bietet es sich an, eine allgemein verwendebare Methode zur Reflection-basierten Untersuchung von Klassen zu benutzen. Zu diesem Zweck existiert im shared-Paket eine Klasse util.Features. Die print-Method dieser Klasse gibt alle in der an diese Methode übergebenen Klasse implementierten Attribute, Konstruktoren, Methoden und innere Klassen aus. Die printInheritance-Methode gibt die Ableitungs-Hierarchie aus.

package util;

import java.lang.reflect.Constructor;

import java.lang.reflect.Field;

import java.lang.reflect.Method;

public class **Features** {

public static void **print**(Class<?> cls) {

out.println(cls.getName()

+ " (" + cls.getDeclaringClass() + ")");

final Constructor<?>[] constructors = cls.getDeclaredConstructors();

if (constructors.length > 0) {

out.println("\tConstructors");

for (Constructor<?> c : constructors)

out.println("\t\t" + c);

}

final Field[] fields = cls.getDeclaredFields();

if (fields.length > 0) {

out.println("\tFields");

for (Field f : fields)

out.println("\t\t" + f);

}

final Method[] methods = cls.getDeclaredMethods();

if (methods.length > 0) {

out.println("\tMethods");

for (Method m : methods)

out.println("\t\t" + m);

}

final Class<?>[] classes = cls.getDeclaredClasses();

if (classes.length > 0) {

out.println("\tClasses");

for (Class<?> c : classes)

out.println("\t\t" + c);

}

}

public static void **printInheritance**(Object obj) {

String s = "";

for(Class<?> cls = obj.getClass();

cls != Object.class; cls = cls.getSuperclass()) {

System.out.println(s + cls.getName());

s += "\t";

}

}

}

### Die Klasse SerializeUtil

In einigen der Beispeilprojekte geht's u.a. um das Thema Serialisierung. In diesen Projekten wird folgende Klasse genutzt:

package util;

import java.io.ByteArrayInputStream;

import java.io.ByteArrayOutputStream;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

public class **SerializeUtil** {

@SuppressWarnings("unchecked")

public static <T> T **serializeDeserialize**(T obj) {

return (T) deserialize(serialize(obj));

}

public static ByteArrayOutputStream **serialize**(Object obj) {

final ByteArrayOutputStream out = new ByteArrayOutputStream();

try (final ObjectOutputStream oos = new ObjectOutputStream(out)) {

oos.writeObject(obj);

}

catch(Exception e) {

throw new RuntimeException(e);

}

return out;

}

public static Object **deserialize**(ByteArrayOutputStream out) {

final ByteArrayInputStream in =

new ByteArrayInputStream(out.toByteArray());

try (final ObjectInputStream ois = new ObjectInputStream(in)) {

return ois.readObject();

}

catch(Exception e) {

throw new RuntimeException(e);

}

}

}

Damit die Festplatte nicht unnötig verschmutzt wird, wird für die Serialisierung einfach ein ByteArrayOutputStream verwendet. Bei der Deserialisierung wird ein ByteArrayInputStream als Quelle verwendet, welcher seine Daten von einem zuvor gefüllten ByteArrayOutputStream bezieht.

### Die Klasse PerformanceRunner

Die Klasse kann zu Performance-Tests verwendet werden:

package **util**;

// ...

public class **PerformanceRunner** {

public void **run**(String msg, int times, Runnable runnable) {

final long start = System.nanoTime();

try {

for (int i = times; i > 0; --i) {

runnable.run();

}

}

catch (Throwable t) {

System.out.println(t);

}

final long end = System.nanoTime();

System.out.printf("%-30s : %5d\n", msg, (end - start) / 1\_000\_000);

}

public void **run**(String msg, int times,

Runnable initRunnable, Runnable runnable) {

long duration = 0;

try {

for (int i = times; i > 0; --i) {

initRunnable.run();

final long start = System.nanoTime();

runnable.run();

final long end = System.nanoTime();

duration += (end - start);

}

}

catch (Throwable t) {

System.out.println(t);

}

System.out.printf("%-30s : %5d\n", msg, duration / 1\_000\_000);

}}

Der ersten run-Methode wird neben einem Info-Test ein Runnable und times-Parameter übergebben. Die run-Methode dieses Runnables wird times-mal aufgerufen. Nach Beendigung der Schleife wird die gemessene Zeitdauer in Millisekunden ausgegeben.

Der zweiten run-Methode wird ein weiteres Runnable mitegeben, welches jeweils vor dem "eigentlichen" Runnable ausgeführt – die Zeit, die dies Ausführung kostet, wird aber nicht mitgerechnet.

# Typen von Klassen

Um das neu eingeführte Lambda-Konzept zu verstehen, ist es sinnvoll, zunächst noch einmal das "alte" Klassenkonzept näher zu beleuchten – insbesondere das Konzept der anonynmen Klassen.

Wir untersuchen in diesem Kapitel folgende Klassen-Typen:

* Globale Klassen
* Statische Klassen
* Member-Klassen
* Lokale Klassen
* Anonyme Klassen

Als Beidpsiel verwenden wird eine einfache Swing-Anwendung – einen Kalkulator:

![](data:image/png;base64,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)

(Der Kalkualtor ist nicht schön, aber er funktioniert.)

## Top-Level-Klassen

Die Anwendung soll zunächst anhand eines kleinen Objekt-Diagramms erläutert werden:

: JButton

"Plus"

addActionListener

: JButton

"Minus"

addActionListener

: ButtonPlusAdapter

CTOR

*ActionListener*

mathFrame

: ButtonMinusAdapter

actionPerformed

CTOR

*ActionListener*

mathFrame

: MathFrame

onPlus

onMinus

:JTextField

:JTextField

:JTextField

actionPerformed

Das Diagramm beansprucht nicht, UML-komform zu sein...

Eine kurze Erläuterung der Anwendung:

Ein MathFrame (die Klasse ist abgeleitet von JFrame) besitzt Referenzen auf drei JTextField- und auf zwei JButton-Objekte.

Ein JButton hat eine Registratur, in welcher mittels des Aufrufs von addActionListener Objekte registriert werden können, deren Klassen das Interface ActionListener implementieren. Dieses Interface spezifiziert genau eine Methode: actionPerformed. Wird ein Button angeklickt, ruft dieser die actionPerformed-Methode auf alle bei ihm registrierten ActionListener auf.

Die folgende Anwendung definiert zwei globale Klassen, welche das ActionListener-Interface implementieren: ButtonPlusAdapter und ButtonMinusAdapter. Jede dieser beiden Klassen wird genau einmal instantiiert – und die so erzeugten Adapter-Objekte bei den beiden JButtons registiert. Bei der Erzeugung der Adapter wird der Konstruktor der entsprechenden Klasse aufgerufen (im Bild als CTOR bezeichnet). Diesem wird die Referenz auf den MathFrame als Parameter übergeben – welche dann in der Instanzvariablen mathFrame gespeichert wird.

Die beiden Adapter-Objekte werden natürlich – wie auch die JButtons und JTextFields – vom MathFrame erzeugt (dieser übergibt this bei der Erzeugung der beiden Adapter).

Der MathFrame besitzt zwei öffentliche Methoden: onPlus und onMinus. Die actionPerformed-Methode der ButtonPlusAdapter-Klasse kann dann über die mathFrame-Referenz die onPlus-Methode aufrufen, die actionPerformed-Methode der Klasse ButtonMinusAdapter kann onMinus aufrufen.

Wird als nun z.B. der "Plus"-Button betätigt, so wird dieser die actionPerformed-Methode auf den ButtonPlusAdapter aufrufen – und diese wird nichts weiter tun, als die Verarbeitung an die onPlus-Methode des MathFrames zu delegieren. Letztere wird dann die Werte der beiden Eingabefelder ermitteln, die entsprechende Berechnung ausführen und das Ergebnis im Ausgabefeld abstellen.

Hier der komplette Quellcode:

public class **Application** {

public static void **main**(String[] args) {

new MathFrame();

}

}

// ...

public class **MathFrame** extends JFrame {

private final JTextField **textFieldX** = new JTextField(10);

private final JTextField **textFieldY** = new JTextField(10);

private final JButton **buttonPlus** = new JButton("Plus");

private final JButton **buttonMinus** = new JButton("Minus");

private final JTextField textF**i**eldResult = new JTextField(10);

public **MathFrame**() {

this.setLayout(new FlowLayout());

this.add(this.textFieldX);

this.add(this.textFieldY);

this.add(this.buttonPlus);

this.add(this.buttonMinus);

this.add(this.textFieldResult);

this.registerListeners();

this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

this.pack();

this.setVisible(true);

}

private void **registerListeners**() {

this.buttonPlus.addActionListener(new ButtonPlusAdapter(this));

this.buttonMinus.addActionListener(new ButtonMinusAdapter(this));

}

public void **onPlus**() {

try {

int x = Integer.parseInt(this.textFieldX.getText());

int y = Integer.parseInt(this.textFieldY.getText());

int result = x + y;

this.textFieldResult.setText(String.valueOf(result));

}

catch(NumberFormatException e) {

this.textFieldResult.setText("Illegal input");

}

}

public void **onMinus**() {

try {

int x = Integer.parseInt(this.textFieldX.getText());

int y = Integer.parseInt(this.textFieldY.getText());

int result = x - y;

this.textFieldResult.setText(String.valueOf(result));

}

catch(NumberFormatException e) {

this.textFieldResult.setText("Illegal input");

}

}

}

// ...

public class **ButtonPlusAdapter** implements ActionListener {

final MathFrame **mathFrame**;

public **ButtonPlusAdapter**(MathFrame mathFrame) {

this.mathFrame = mathFrame;

}

public void **actionPerformed**(ActionEvent e) {

this.mathFrame.onPlus();

}

}

// ...

public class **ButtonMinusAdapter** implements ActionListener {

final MathFrame **mathFrame**;

public **ButtonMinusAdapter**(MathFrame mathFrame) {

this.mathFrame = mathFrame;

}

public void **actionPerformed**(ActionEvent e) {

this.mathFrame.onMinus();

}

}

Die Anwendung hat zwei offensichtliche Schwächen: Erstens enthalten die onPlus- und onMinus-Methoden von MathFrame fast denselben Code (aus onPlus ist per Copy&Paste onMinus gemacht worden...). Zweitens unterscheiden sich die beiden Adapter-Klassen eingentlich nur durch die Implementierung der jeweiligen actionPerformed-Methode.

Das erste Problem werden wir später angehen. Hier geht's zunächst einmal um das zweite. Um gerade einmal die Clicks zweier Buttons an eine entsprechende Verarbeitungsmethode weiterzuleiten, werden zwei öffentliche Adapter-Klassen definiert - mit jeweils etwa 10 Zeilen (die sich jeweils nur in einer einzigen Zeile unterscheiden).

Trotzdem ist diese Lösung, was die Verwendung von Adaptern angeht, state of the art.

In den folgenden Abschnitten werden die inneren Klassen vorgestellt. Die Verwendung der inneren Klassen wird dazu führen, dass der Schreibaufwand radikal reduziert werden kann. Wobei aber die Technik – die Weiterleitung eines Events via Adapater – unverändert bleibt. Das Objektdiagramm bleibt also im Prinzip immer dasselbe.

## Statische Member-Klassen

Statt globaler Adapter-Klassen werden nun statische Member-Klassen verwendet.

Die neuen Klassen werden deshalb als Member-Klassen bezeichnet, weil sie auf derselben Ebene definiert sind wie die Member (Felder und Methoden) der umschließenden Klasse.

Für die beiden Adapter-Klassen werden keine eigenen java-Dateien mehr angelegt – stattdessen werden sie mit dem Schlüsselwort static direkt im Kontext der MathFrame-Klasse definiert (nur dort werden sie benötigt). Was static dabei bedeutet, wird im nächsten Abschnitt deutlich werden.

Das Objektdiagramm sieht fast genauso aus wie dasjenige der letzten Anwendung:

: JButton

"Plus"

addActionListener

: JButton

"Minus"

addActionListener

: MathFrame$

ButtonPlusAdapter

actionPerformed

CTOR

*ActionListener*

mathFrame

: MathFrame$

ButtonMinusAdapter
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mathFrame

: MathFrame

onPlus

onMinus
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Nur die Namen der Adapter-Klassen haben sich geändert. Die Klassen werden nun über den Namen der "äußeren" Klasse angesprochen (MathFrame.ButtonPlusAdapter – der Name im obigen Bild ist der "interne" Name). Aber technisch hat sich an dem Bild nichts verändert.

Der Quellcode:

// ...

public class **MathFrame** extends JFrame {

static class **ButtonPlusAdapter** implements ActionListener {

final MathFrame **mathFrame**;

public **ButtonPlusAdapter**(MathFrame mathFrame) {

this.mathFrame = mathFrame;

}

public void **actionPerformed**(ActionEvent e) {

this.mathFrame.onPlus();

}

}

static class **ButtonMinusAdapter** implements ActionListener {

final MathFrame **mathFrame**;

public **ButtonMinusAdapter**(MathFrame mathFrame) {

this.mathFrame = mathFrame;

}

public void **actionPerformed**(ActionEvent e) {

this.mathFrame.onMinus();

}

}

private final JTextField **textFieldX** = new JTextField(10);

private final JTextField **textFieldY** = new JTextField(10);

private final JButton **buttonPlus** = new JButton("Plus");

private final JButton **buttonMinus** = new JButton("Minus");

private final JTextField **textFieldResult** = new JTextField(10);

public **MathFrame**() { ... }

private void **registerListeners**() {

this.buttonPlus.addActionListener(new ButtonPlusAdapter(this));

this.buttonMinus.addActionListener(new ButtonMinusAdapter(this));

}

private void **onPlus**() { ... }

private void **onMinus**() { ... }

}

Die statischen Adapter-Klassen hätten wir auch als private definieren können – außerhalb der umsschließenden Klassen ist ihre Verwendung wenig sinnvoll... Die actionPerformed-Methode der Adapter-Klassen rufen onPlus und onMinus auf. Diese Methoden können nun private sein (anders als bei der Verwendung globaler Adapter-Klassen).

Der Compiler hat folgende class-Dateien erzeugt:

MathFrame$ButtonPlusAdapter

MathFrame$ButtonDiffAdapter

## Nicht statische Member-Klassen

Im folgenden wird auf der letzten Lösung aufgebaut. Statt aber die Adapter-Klassen als static zu deklarieren, werden sie als nicht-static definiert – und das hat Konsequenzen.

Wird eine nicht statische Klasse in Kontext einer anderen Klasse (einer "äußeren", "umschließenden") Klasse definiert, generiert der Compiler automatisch eine Instanzvariable, die auf das "äußere" Objekt zeigen wird – und einen Konstruktor, der diese Instanzvariable initialisiert. Der Entwickler muss also nurmehr die actionPerformed-Methode implementierten. Warum generiert der Compiler diesen Code? Weil alle Adapter-Klassen eine entsprechende Infrastruktur haben – die müssen ihren "Erzeuger" kennen, um später auf diesen Erzeuger Methoden aufrufen zu können.

Und bei der Erzeugung der Adapter muss nicht mehr explizit this mehr übergeben werden – dies behält sich der Compiler vor (der automatisch das this ergänzt...).

Das Objektdiagramm hat sich kaum verändert:
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Der Comiler muss der von ihm generierten MathFrame-Referenz natürlich einen Namen geben. Diese Referenz wird nun über den Namen MathFrame.this angesprochen (also: Name der umschließenden Klasse plus .this).

Der Compiler "schenkt" uns also die Referenz auf das MathFrame-Objekt und den Konstruktor, der diese Referenz initialisiert. Diese "Geschenke" sind im obigen Diagramm gestrichelt dargestellt.

Hier der Quellcode (dessen Umfang deutlich geschrumpft ist):

// ...

public class **MathFrame** extends JFrame {

private class **ButtonPlusAdapter** implements ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onPlus();

}

}

private class **ButtonMinusAdapter** implements ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onMinus();

}

}

private final JTextField **textFieldX** = new JTextField(10);

private final JTextField **textFieldY** = new JTextField(10);

private final JButton **buttonPlus** = new JButton("Plus");

private final JButton **buttonMinus** = new JButton("Minus");

private final JTextField **textFieldResult** = new JTextField(10);

public **MathFrame**() { ... }

private void **registerListeners**() {

this.buttonPlus.addActionListener(new ButtonPlusAdapter());

this.buttonMinus.addActionListener(new ButtonMinusAdapter());

}

private void **onPlus**() { ... }

private void **onMinus**() { ... }

}

Im Unterschied zu statischen Member-Klassen besitzen nicht-statische Memberklassen also automatisch eine vom Compiler bereitgestellte "Infrastruktur" (Referenzvariable plus Konstruktor).

Man beachte, dass zwar die Klassen "geschachtelt" sind, nicht aber die Objekte!

Der Compiler generiert aus den obigen Memberklassen die folgenden class-Dateien:

MathFrame$ButtonPlusAdapter

MathFrame$ButtonMinusAdapter

Wir könnten diese beiden Klassen per Reflection analysieren – und würden genau diejenigen Features wiederfinden, die wir auch bei den globalen Adatper-Klassen finden würden (technisch ist also alles beim alten geblieben).

## Local Classes

Die im letzten Abschnitt vorgestellten Member-Klassen können natürlich in allen Methoden der umschließenden Klasse genutzt werden. Wir könnten also z.B. auch (völlig sinnloserweise) in der onPlus-Methode Instanzen dieser Klassen erstellen. Das ist natürlich nicht wünschenswert.

Es wäre also schön, wenn die Adapter-Klassen direkt im Kontext derjenigen Methode definiert werden könnten, in welcher sie ausschließlich gebraucht werden. Wir müssten sie also dort definieren können, wo auch lokale Variablen definiert werden können. Ebenso wie die Sichtbarkeit von lokalen Variablen auf denjenigen Block beschränkt ist, in welchem sie definiert sind, wäre dann auch die Sichtbarkeit solcher "lokale Klassen" auf den jeweiligen Block beschränkt.

Das Objektdiagramm ändert sich nur unwesentlich:
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Der Compiler generiert nun folgende Klassen:

MathFrame$1ButtonPlusAdapter

MathFrame$1ButtonMinusAdapter

Hier der Quellcode:

// ...

public class **MathFrame** extends JFrame {

private final JTextField **textFieldX** = new JTextField(10);

private final JTextField **textFieldY** = new JTextField(10);

private final JButton **buttonPlus** = new JButton("Plus");

private final JButton **buttonMinus** = new JButton("Minus");

private final JTextField **textFieldResult** = new JTextField(10);

public **MathFrame**() { ... }

private void **registerListeners**() {

class **ButtonPlusAdapter** implements ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onPlus();

}

}

this.buttonPlus.addActionListener(new ButtonPlusAdapter());

class **ButtonMinusAdapter** implements ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onMinus();

}

}

this.buttonMinus.addActionListener(new ButtonMinusAdapter());

}

private void **onPlus**() { ... }

private void **onMinus**() { ... }

}

Natürlich kann eine lokale Klasse keinen Sichtbarkeits-Modifizierer besitzten – sie ist einfach nur lokal.

Unmittelbar nach der Definition der Adapter-Klassen wird nun jeweils ein Objekt dieser Klassen erzeugt und bei den Buttons registriert. Der Text ist wesentlich besser lesbar geworden – und je lokaler eine Definition, desto besser.

## Anonymous Classes

Die letzte Überlegung: Im letzten Abschnitt wurde eine Klasse ButtonPlusAdapter definiert – die aber nur an einer einzigen Textstelle instantiiert wurde. (Dasselbe gilt für die Klasse ButtonMinusAdapter). Der Name, der bei der Klassendefinition eingeführt wurde, wird also nur genau an einer einzigen Textstelle benutzt. Dann kann aber auf den Namen komplett verzichtet werden – indem der Name, also der Bezeicher, durch das von ihm Bezeichnete eresetzt wird. So sind wir schließlich bei anonymen Klassen angelangt.

Das Klassendiagramm unterscheidet sich vom letzten Diagramm wiederum nur durch die Klassennamen, die der Compiler vergibt:
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Der Quellcode:

// ...

public class **MathFrame** extends JFrame {

// wie gehabt ...

private void **registerListeners**() {

this.buttonPlus.addActionListener(new ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onPlus();

}

});

this.buttonMinus.addActionListener(new ActionListener {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onMinus();

}

});

}

// wie gehabt ...

}

In registerListeners werden zwei anonyme Klassen definiert, welche das Interface ActionListener implementieren – also die Methode actionPerformed bereitstellen. Der Compiler spendiert automatisch den MathFrame.this-Verweis und einen Konstruktor, der diesen Verweis initialisiert. Beide Klassen werden dann jeweils instantiiert. Und schließlich wird das Ergebnis der Instantiierung (die jeweilige Adapter) an die addActionListener-Methode übergeben.

In den jeweils 5 Zeilen passiert also recht viel – sowohl zur Compilezeit als auch zur Laufzeit. Man sieht es allerdings nicht mehr so deutlich. Aber noch einmal: technisch hat sich im Vergleich zur Lösung mit globalen Klassen nichts verändert.

## Aufgaben

### Typen von Klassen - 1

Eine Applikation besteht aus zwei Klassen:

package ex1;

public class **CountingRunnable** implements Runnable {

public void **run**() {

for (int i = 0; i < 5; i++) {

try {

Thread.sleep(1000);

System.out.print(i + " ");

}

catch (InterruptedException e) {

}

}

}

}

package ex1;

public class **Application** {

public static void **main**(String[] args) {

Runnable r = new CountingRunnable();

Thread t = new Thread(r);

t.start();

try {

t.join();

}

catch (InterruptedException e) {

}

}

}

Vereinfachen Sie die Anwendung, indem Sie die CountingRunnable-Klasse als anonyme Klasse implementieren.

Können Sie in der anonymen Klasse das "äußere" Objekt ansprechen? Wenn nicht: warum nicht?

### Typen von Klassen - 2

Bauen Sie die Klasse derart um, dass Sie in der anonymen Klasse ein äußeres Objekt ansprechen können.

### Typen von Klassen - 3

Benutzen Sie statt eines Runnables eine Ableitung von Thread. Implementieren Sie diese Ableitung wieder als anonyme Klasse.

### Typen von Klassen - 4

In lokalen und anonymen Klassen können Sie auch lokale Variablen resp. Parameter derjenigen Methode ansprechen, in welcher die innere Klasse jeweils definiert ist. Zeigen Sie dies, indem Sie die Anzahl der Schleifendurchläufe aus einer Variablen der umschließenden Methode auslesen.

# Lambdas

Das Einstiegs-Kapitel zum Thema "Typen von Klassen" endete mit anonymen Klassen. Java 8 kennt nun zusätzlich auch anonyme Funktionen: "Lambdas". Anonyme Klassen sind Klassen, die namenlos sind (sie besitzen nur eine Implementierung). Anonyme Funktionen sind namenlose Funktionen (Funktionen, die ebenfalls nur eine Implementierung besitzen).

Die Oracle-Dokumentation:

*Lambda Expressions, a new language feature, has been introduced in this release. They enable you to treat functionality as a method argument, or code as data. Lambda expressions let you express instances of single-method interfaces (referred to as functional interfaces) more compactly.*

Im Folgenden wird die Verwendung solcher Lambdas vorgestellt - anhand einiger hoffentlich plausibler und einschlägiger Beispiele.

Das Kapitel verfolgt zunächst das im letzten Kapitel dargestellte "Taschenrechner"-Beispiel noch ein wenig weiter. Dann wechselt aber das Thema: wir stellen Lambdas im Zusammenhang mit Multithreading und im Zusammenhang mit der Verarbeitung von zeichenbasierten Eingaben und einigen weiteren Beispielen vor.

Abschließend wird der Einsatz von Lambdas im Kontext von Dynamic-Proxies gezeigt.

## ActionListener

Als Einstieg sei hier noch einmal die im letzten Kapitel vorgestellt Taschenrechner-Variante mit anonymen Klassen vorgestellt:

public class **MathFrame** extends JFrame {

// ...

private void **registerListeners**() {

this.buttonPlus.addActionListener(new **ActionListener**() {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onPlus();

}

});

this.buttonMinus.addActionListener(new **ActionListener**() {

public void **actionPerformed**(ActionEvent e) {

MathFrame.this.onMinus();

}

});

}

private void **onPlus**() {

// wie gehabt ...

}

private void **onMinus**() {

// wie gehabt ...

}

}

Das einzige, worin sich die beiden anonymen Klassen unterscheiden, ist deren Implementierung: in der actionPerformed-Methode der ersten Klasse wird onPlus aufgerufen, in der zweiten Implementierung onMinus. Das gesamte "Drumherum" ist aber in beiden Fällen exakt dasselbe:

... .addActionListener(new **ActionListener**() {

public void **actionPerformed**(ActionEvent e) {

...

}

});

Dann wäre es schön, auf dieses "Drumherum" auch komplett verzichten zu können. Und genau dazu sind Lambdas gemacht. Hier das erste Lambda-Beispiel:

private void **registerListeners**() {

this.buttonPlus.addActionListener(

(ActionEvent e) -> { this.onPlus(); }

);

this.buttonMinus.addActionListener(

(ActionEvent e) -> { this.onMinus(); }

);

}

Die Methode addActionListener verlangt natürlich weiterhin einen ActionListener. Ein ActionListener ist ein Objekt, auf welches exakt eine einzige Methode aufgerufen werden kann: actionPerformed. Diese ist void und hat ein Argument des Typs ActionEvent. Ein Interface, welches nur eine einzige anonyme Methode spezifiziert, wird als "funktionales Interfaces" bezeichnet (oder als "SAM-Interface": Single Abstract Method).

Statt nun aber an addActionListener eine Instanz einer anonymen, das Interface implementierenden Klasse zu übergeben, wird ihr nun ein Lambda-Ausdruck übergeben: ein "Funktions-Objekt", welches nur eine einzige Methode besitzt – die Implementierung von actionPerformed. Wir geben weder den Namen einer Klasse noch den Namen der Methode an - wir spezifizieren nur die Parameterliste der Methode: (ActionEvent e). Dieser Liste folgt (getrennt über den neuen -> Operator) die Implementierung der Methode. Die Implementierung ist im obigen Beispiel ein Block (also eine Folge von Anweisungen, welche mittels { } zusammengefasst sind).

Es sieht nun so aus, als würde an addActionListener nur eine "anonyme Funktion" übergeben. Tasächlich aber handelt es um eine Methode eines Objekt einer Klasse, die ActionListener implementiert. Und es wird nicht die Referenz auf eine "Funktion" übergeben (Java kennt keine Funktionspointer!), sondern die Referenz eben auf dieses Objekt.
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Auch hier wir uns die Rerfernz auf das Objekt der ezeugenden Klasse (die MathFrame-Referenz) vom Compiler geschenkt – und zusätzlich natürlich der Konstruktor, der diese Referenz initialisert (im obigen Diagramm gestrichelte dargestellt).

Ein entscheidener Unterschied zu anonymen Klassen besteht nun darin, dass der this-Zeiger, der an actionPerformed übergeben wird, nicht auf das "Funktons-Objekt" zeigt, sondern genauso wie das Attribut MathFrame.this auf das erzeugende Objekt. Tatsächlich kann das "Funktions-Objekt" als solches in der Methode dieses Objekts überhaupt nicht angesprochen werden; this verweist immer auf das äußere Objekt (auch dies wird später noch sehr genau analysiert werden).

Allgemein gilt:

Sei I ein funktionales Interface, welches eine f-Methode spezifiziert:

public interface **I** {

public abstract R **f**(P0 p1, P1 p2, ... PN pn);

}

Dann kann überall dort, wo ein Objekt einer Klasse verlangt wird, welche das Interface I implementiert, auch Lambda-Ausdruck angegeben werden – sofern die Methode der Klasse dieses Objekts R zurückliefert und eine Parameterliste der Form (P0 p0, P1 p1, ... PN pn) besitzt.

Der Typ eines Lambda-Ausdrucks wird vom Compiler anhand desjenigen Typs ermittelt, an welchen der Ausdruck zugewiesen wird ("target typing"). Hier es der Typ des von addActionListener verlangten Parameters – also: ActionListner.

Was das obige Beispiel angeht, können wir uns noch etwas knapper ausdrücken:

Da die Implementierung der Methoden der beiden an addActionListener übergebenen ActionListener jeweils nur eine einzige Anweisung besitzen (den Aufruf von onPlus resp. onMinus), braucht diese Anweisung nicht einmal per { } geklammert zu werden. Dann muss allerdings auch das die Anweisung terminierende Semikolon entfallen. Hier die kürzere Variante:

private void **registerListeners**() {

this.buttonPlus.addActionListener((ActionEvent e) -> this.onPlus());

this.buttonMinus.addActionListener((ActionEvent e) -> this.onMinus());

}

Und es geht noch kürzer:

Die Parameterlisten der Methoden haben jeweils die Form (ActionEvent e). Der Compiler weiß nun aber doch, dass an addActionListener ein Objekt einer Klasse übergeben werden muss, deren actionPerformed-Methode einen ActionEvent-Parameter besitzt. Deher muss auch der Typ des Parameters nicht mehr explizit spezifiziert werden – der Compiler kann diesen Typ automatisch berechen (Typ-Inferenz). Daher ist auch die folgende noch kürzere Variante erlaubt:

private void **registerListeners**() {

this.buttonPlus.addActionListener((e) -> this.onPlus());

this.buttonMinus.addActionListener((e) -> this.onMinus());

}

Und hier schließlich die allerkürzeste Variante: Da die Parameterliste nur ein einziges Element (den Namen e) hat, kann sogar noch die Klammerung per () weggelassen werden:

private void **registerListeners**() {

this.buttonPlus.addActionListener(e -> this.onPlus());

this.buttonMinus.addActionListener(e -> this.onMinus());

}

Natürlich hätte man den e-Parameter auch an onPlus resp onMinus weiterreichen können (vorausgesetzt, diese beiden Methoden würden einen sochen ActionEvent-Parameter verlangen):

private void **registerListeners**() {

this.buttonPlus.addActionListener(e -> this.onPlus(e));

this.buttonMinus.addActionListener(e -> this.onMinus(e));

}

Das Hinzufügen eines expliziten ActionListeners verlangte bei der Lösung mit anonymen Klassen fünf Zeilen – bei der Benutzung von Lambdas reicht jeweils eine einzige Zeile. Der Code wird wesentlich knapper – ohne dabei aber an Verständlichkeit einzubüßen (im Gegenteil).

Wenn eine anonyme Funktion als Parameter eines Methodenaufrufs übergeben werden kann, muss sie natürlich auch einer Variablen zugewiesen werden können:

ActionListener l = (e -> out.println("Hello"));

l.actionPerformed(new ActionEvent(this, 0, ""));

Der Aufruf von actionPerformed führt dazu, dass "Hello" ausgegeben wird.

Betrachten wir den Unterschied zwischen anonymen Klasse und Lambdas etwas genauer.

Eine anonyme Klasse Klasse kann auch ein Interface implementieren, das mehrere abstrakte Methoden spezifiziert – z.B. das Interface FocusListener (mit den Methoden focusGained oder focusLost). In einer anonymer Klasse können zusätzlich weitere Methoden implementiert werden – und auch Attribute:

Ein Beispiel:
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Eine Lambda-Klasse kann nun einzig und allein diejenige Methode implementieren, die im Interface spezifiziert ist. Und eine Lambda-Klasse kann auch keine eigenen Attribute definieren. Ein Lambda-Objekt dient also nur als "Hülle" einer einzigen Funktion (eben deshalb kann ein Lambda-Objekt auch als "Funktions-Objekt" bezeichnet werden):
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## Operators

Die onPlus- und die onMinus-Methode unseres Taschenrechners sehen annähernd gleich aus:

private void **onPlus**() {

try {

int x = Integer.parseInt(this.textFieldX.getText());

int y = Integer.parseInt(this.textFieldY.getText());

int result = x + y;

this.textFieldResult.setText(String.valueOf(result));

}

catch(NumberFormatException e) {

this.textFieldResult.setText("Illegal input");

}

}

private void **onMinus**() {

try {

int x = Integer.parseInt(this.textFieldX.getText());

int y = Integer.parseInt(this.textFieldY.getText());

int result = x - y;

this.textFieldResult.setText(String.valueOf(result));

}

catch(NumberFormatException e) {

this.textFieldResult.setText("Illegal input");

}

}

Wie kann die Redundanz, die hier offensichtlich vorliegt, vermieden werden?

Wir definieren ein Interface:

public interface **BinaryOperator** {

public abstract int **apply**(int x, int y);

}

Ein binärer Operator kann auf zwei int-Werte angewendet werden – die Anwendung des Operators (apply) resultiert in einem neuen int-Wert.

onPlus und onMinus können dann durch eine einzige Methode ersetzt werden – einer Methode, welcher ein BinaryOperator übergeben wird:

private void **onCalc**(BinaryOperator op) {

try {

int x = Integer.parseInt(this.textFieldX.getText());

int y = Integer.parseInt(this.textFieldY.getText());

int result = op.apply(x, y);

this.textFieldResult.setText(String.valueOf(result));

}

catch(NumberFormatException e) {

this.textFieldResult.setText("Illegal input");

}

}

Das Resultat wird hier mittels der Anwendung (apply) des der Methode übergebenen BinaryOperators berechnet.

Die registerListeners-Methode registriert bei den beiden Buttons dann jeweils eine ActionListener-Funktion, innerhalb derer die onCalc-Methode mit jeweils einem Objekt einer von BinaryOperator abgeleiteten anonymen Klasse aufgerufen wird:

private void **registerListeners**() {

this.buttonPlus.addActionListener(e -> this.onCalc(

new **BinaryOperator**() {

public int **apply**(int x, int y) {

return x + y;

}

}

));

this.buttonPlus.addActionListener(e -> this.onCalc(

new **BinaryOperator**() {

public int **apply**(int x, int y) {

return x - y;

}

}

));

}

Da BinaryOperator ein funktionales Interface ist, können wir das Interface in Form von Lambda-Klassen implementieren:

private void **registerListeners**() {

this.buttonPlus.addActionListener(e -> this.onCalc((x, y) -> x + y));

this.buttonMinus.addActionListener(e -> this.onCalc((x, y) -> x - y));

}

An addActionListener wird nun also jeweis ein ActionListener übergeben, deren actionPerformed-Methode onCalc aufruft – und dieser wird wiederum ein BinaryOperator übegeben. Die ganze Konstruktion bleibt trotzdem verständlich und lesbar...

Aber vielleicht ist folgende etwas ausführlichere Notation besser verständlich:

private void **registerListeners**() {

final BinaryOperator plus = (x, y) -> x + y;

final BinaryOperator minus = (x, y) -> x - y;

this.buttonPlus.addActionListener(e -> this.onCalc(plus));

this.buttonMinus.addActionListener(e -> this.onCalc(minus));

}

## Operators-Map

Eine Map kann Schlüssel auf Objekte abbilden – und natürlich auch auf Lambda-Objekte.

Angenommen, wir definieren folgende Map:

private final Map<String, BinaryOperator> **operators**

= new LinkedHashMap<>();

Dann können wird in diese Map vier anonyme BinaryOperator-Funktionen eintragen:

{

operators.put("Plus", (x, y) -> x + y);

operators.put("Minus", (x, y) -> x - y);

operators.put("Times", (x, y) -> x \* y);

operators.put("Div", (x, y) -> x / y);

}

Der Taschenrechner muss nurmehr die Textfelder als Instanzvariablen definieren. Die Buttons werden "dynamisch" erzeugt – aufgrund der in der Map enthaltenen Einträge:

private final JTextField **textFieldX** = new JTextField(10);

private final JTextField **textFieldY** = new JTextField(10);

private final JTextField **textFieldResult** = new JTextField(10);

public **MathFrame**() {

this.add(this.textFieldX);

this.add(this.textFieldY);

this.addButtons();

this.add(this.textFieldResult);

// ...

}

private void **addButtons**() {

for (Map.Entry<String, BinaryOperator> entry : operators.entrySet()) {

JButton button = new JButton(entry.getKey());

button.addActionListener(e -> onCalc(entry.getValue()));

this.add(button);

}

}

private void **onCalc**(BinaryOperator op) {

// wie gehabt ...

}

}

## Das Standard-Interface BinaryOperator

In den letzten beiden Abschnitten wurde das funktionale Interface BinaryOperator benutzt:

public interface **BinaryOperator** {

public abstract int **apply**(int x, int y);

}

Java 8 enthält ein Paket java.util.function, in welchem ein ganz ähnliches Interface bereits definiert ist – allerdings eines, welches einem Typ parametrisiert ist:

public interface **BinaryOpreator**<T> {

T **apply**(T t0, T t1);

}

Statt unseres eigenen Interfaces können wird dann natürlich auch dieses Standard-Interface nutzten – indem als Typ-Parameter Integer ersetzt werden:

import java.util.function.BinaryOperator;

public class **MathFrame** extends JFrame {

private final Map<String, BinaryOperator<Integer >>

**operators** = new LinkedHashMap<>();

{

operators.put("Plus", (x, y) -> x + y);

operators.put("Minus", (x, y) -> x - y);

operators.put("Times", (x, y) -> x \* y);

operators.put("Div", (x, y) -> x / y);

}

// ...

private void **addButtons**() {

for (Map.Entry<String, BinaryOperator<Integer>> entry :

operators.entrySet()) {

JButton button = new JButton(entry.getKey());

button.addActionListener(e -> onCalc(entry.getValue()));

this.add(button);

}

}

private void **onCalc**(BinaryOperator<Integer> op) {

// ...

int result = op.apply(x, y);

// ...

}

}

## Enums

Man könnte auch eine enum-Klasse mit vier Operatoren definieren:

public enum **BinaryOperators** implements BinaryOperator<Integer > {

PLUS("Plus", (v1, v2) -> v1 + v2),

MINUS("Minus", (v1, v2) -> v1 - v2),

TIMES("Times", (v1, v2) -> v1 \* v2),

DIV("Div", (v1, v2) -> v1 / v2)

;

private final String **displayName**;

private final BinaryOperator<Integer > **op**;

private **BinaryOperators**(

String displayName, BinaryOperator<Integer > op) {

this.displayName = displayName;

this.op = op;

}

public Integer **apply**(Integer v1, Integer v2) {

return this.op.apply(v1, v2);

}

public String **displayName**() {

return this.displayName;

}

}

In der MathFrame-Klasse könnte diese enum-Klasse wie folgt genutzt werden:

private void **addButtons**() {

for (BinaryOperators op : BinaryOperators.values()) {

JButton button = new JButton(op.displayName());

button.addActionListener(e -> onCalc(op));

this.add(button);

}

}

## Multithreading

Wir vergessen den Taschenrechner und betreiben ein wenig Multithreading. Wir wollen einen Thread starten, dessen Arbeit darin besteht, eine Sekunde lang zu schlafen. Der Hauptthread soll auf die Terminierung dieses abgespaltenen Threads starten:

Thread t = new **Thread**(new Runnable() {

public void **run**() {

out.println("Thread starts");

try {

Thread.sleep(1000);

}

catch (InterruptedException e) {

throw new RuntimeException(e);

}

out.println("Thread terminates");

}

});

t.start();

try {

t.join();

}

catch (InterruptedException e) {

throw new RuntimeException(e);

}

out.println("Thread terminated");

Die Lösung ist korrekt. Aber auch einigermaßen "komplex" – und zwar deshalb, weil sie zwei try-catch-Blöcke enthält. Die sleep- und die join-Methoden können jeweils InterruptedExceptions werfen – und diese müssen nun einmal abgefangen werden (zumindest in der run-Methode können sie nicht per throws zum Weiterwerfen deklariert werden).

Man müsste diese checked-Exceptions zu RuntimeExceptions "umbiegen" können.

Sei folgendes Interface gegeben:

public interface **XRunnable** {

public abstract void **run**() throws Throwable;

static void **xrun**(XRunnable runnable) {

try {

runnable.run();

}

catch(Throwable e) {

throw new RuntimeException(e);

}

}

}

Das Interface ist ein funktionales Interface. Es definiert nur eine einzige abstrakte Methode: run. Diese Methode ist parameterlos und void.

Zusätzlich definiert es eine weitere statische Methode (in Java 8 kann ein Interface nicht nur statische Attribute, sondern auch statische Methoden implementieren – hierzu später noch mehr).

Der statischen xrun-Methode wird ein XRunnable-Objekt übergeben (oder: eine XRunnable-Funktion – also eine Funktion, welche parameterlos und void ist). Innerhalb eines try-Blocks wird dann die run-Methode auf das übergebene XRunnable-Objekt bzw. auf die übergebene XRunnable-Funktion aufgerufen. Eine hier möglicherweise geworfene Exception wird im catch-Block aufgefanen und dort in einer RuntimeException eingewickelt, welche dann ihrerseits geworfen wird.

Dann kann die obige Anwendung wesentlich kapper formuliert werden:

Thread t = new **Thread**(() -> {

out.println("Thread starts");

XRunnable.xrun(() -> Thread.sleep(1000));

out.println("Thread terminates");

});

t.start();

XRunnable.xrun(() -> t.join());

out.println("Thread terminated");

Man beachte den zweifachen Aufruf von XRunnable.xrun.

Beim zweiten Aufruf:

XRunnable.xrun(() -> t.join());

wird innerhalb der an xrun übergebenen XRunnable-Funktion auf die Variable t zugegriffen. t ist eine lokale Variable der "Umgebung". Hätte man statt der XRunnable-Funktion eine Objekt einer anoynmen Klasse übergeben, hätte t als final deklariert sein müssen. Diese Einschränkung ist nun bei Funktionen aufgehoben worden – die Variable muss nurmehr "effektiv final" sein – ihr darf nur ein einziges Mal ein Wert zugewiesen worden sein.

Das hier verwendete XRunnable-Interfaces ist im shared-Projekt definiert (als statisches innere Interface der Klasse util.Util). Sofern folgender statischer Import verwendet wird:

import static util.Util.XRunnable.xrun;

kann die Methode natürlich auch einfach als xrun angesprochen werden.

## CharacterProcessor

Als weiteres Beispiel bauen wir einen CharacterProcessor.

Ein CharacterProcessor bekommt eine Folge von Zeichen, welche er zeichenweise lesen wird. Die Verarbeitung jedes Zeichens soll an einen Handler delegiert werden.

Das Handler-Interface sei wie folgt definiert:

public interface **Handler**<T> {

public abstract void **handle**(T value);

}

Handler ist ein funktionales Interface.

CharacterProcessor enthält eine statische process-Methode, welcher ein Reader und ein Handler<Character> übergeben wird:

class **CharacterProcessor** {

public static void **process**(Reader reader, Handler<Character> handler) {

try(Reader r = reader) {

int ch = r.read();

while (ch != -1) {

handler.handle((char) ch);

ch = r.read();

}

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

}

Als Reader könnte der Methode z.B. ein StringReader oder ein InputStreamReader übergeben werden (beide Klasse sind von Reader abgeleitet).

Die process-Methode liest alle Zeichen der Eingabe. Jedes Zeichen wird der handle-Methode des Handlers zur Bearbeitung übergeben. An Ende wird (per Auto-Close) der Reader geschlossen. Eine mögliche Exception, welche die auf den Reader aufgerufene read-Methode werfen kann, wird als RuntimeException weitergeworfen.

Hier eine mögliche Anwendung:

Reader reader = new StringReader("Hello");

CharacterProcessor.process(reader, new **Handler**<Character>() {

public void **handle**(Character ch) {

out.println(ch);

}

});

Und hier deren Ausgaben:

H

e

l

l

o

In der obigen Anwendung wurde an process ein Handler-Objekt übergeben (ein Objekt einer von Handler abgeleiteten anonymen Klasse). Statt eines solchen Objekts können wir natürlich auch eine anonyme Funktion übergeben – eine Funktion, welche mit char parametrisiert ist und void liefert:

Reader reader = new StringReader("Hello");

CharacterProcessor.process(reader, ch -> out.println(ch) );

Ein andere Anwendung könnte die an das Handler–Objekt resp. an die Handler- Funktion übergeben Zeichen in einer Liste speichern – in einer Liste, welche dann nach Beendigung von process ausgegeben wird:

Reader reader = new StringReader("Hello ");

List<Character> chars = new ArrayList<>();

CharacterProcessor.process(reader, ch -> chars.add(ch));

for (Character ch : chars)

out.println(ch);

Wäre an process ein Handler-Objekt einer anonymen Klasse übergeben worden, hätte die chars-Variable final sein müssen. Wird eine anonyme Handler-Funktion übergeben, ist das Schlüsselwort final nicht erforderlich. Die Variable muss nur "effektiv final" sein.

Wir möchten nun die Anzahl der in der Eingabe enthaltenen Zeichen zählen. Folgende Lösung wird vom Compiler als illegal verworfen:

Reader reader = new StringReader("Hello");

int n = 0;

CharacterProcessor.process(reader, ch -> n++); // illegal!

out.println(n);

Auf n (also auf eine Variable der umschließenden Methode) darf nur lesend zugegriffen werden (hier verhält es sich also bei Lambdas genauso wie bei Objekten anonymer Klassen).

Wir definieren eine Klasse Box:

package appl;

public class **Box**<T> {

public T **value**;

public **Box**(T start) {

this.value = start;

}

public String **toString**() {

return this.value.toString();

}

}

Und ein Box-Objekt, welches effektiv final ist:

Reader reader = new StringReader("Hello");

Box<Integer> n = new Box<>(0);

CharacterProcessor.process(reader, ch -> n.value++);

out.println(n);

Dann darf die anonyme Funktion selbstverständlich den Inhalt der Box inkrementieren.

Wir möchten die Anzahl der in der Eingabe enthaltenen "schwarzen Zeichen" ermitteln:

Reader reader = new StringReader("Hello");

Box<Integer> n = new Box<>(0);

CharacterProcessor.process(reader, ch -> {

if (! Character.isWhitespace(ch)) n.value++;

});

out.println(n);

Die an process übergebene Funktion ist nun relativ "komplex": sie enthält eine if-Anweisung. Wie kann diese Komplexität reduziert werden?

Wir definieren ein funktionales Interface Tester:

public interface **Tester**<T> {

public abstract boolean **test**(T value);

}

Dann kann die Klasse CharacterProcessor wie folgt refaktoriert werden:

public class **CharacterProcessor** {

public static void **process**(Reader reader,

Tester<Character> tester, Handler<Character> handler) {

try(Reader r = reader) {

int ch = r.read();

while (ch != -1) {

if (tester.test((char)ch))

handler.handle((char) ch);

ch = r.read();

}

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

public static void **process**(Reader reader, Handler<Character> handler) {

process(reader, (ch) -> true, handler);

}

}

Der ersten der beiden process-Methoden wird neben einem Handler nun ein weiteres Objekt (oder eine weitere Funktion) übergeben: ein Tester. Und nur dann, wenn das jeweilige Zeichen den Test (was das auch immer sei) bestanden hat, wird es dem Handler übergeben.

Die zweite process-Methode wird auf die erste zurückgeführt: indem ein Tester übergeben wird, der mit jedem Zeichen einverstanden ist: (ch) -> true.

Hier ein Aufruf der ersten dieses beiden process-Methoden:

Reader reader = new StringReader("Hello ");

Box<Integer> n = new Box<>(0);

CharacterProcessor.process(reader,

ch -> ! Character.isWhitespace(ch),

ch -> n.value++);

out.println(n);

Die if-"Komplexität" ist also von der Anwendung in die CharacterProcessor-Klasse verschoben worden.

Das von uns definierte Interface existiert natürlich genau wie BinaryOperator bereits wieder in der Standardbibliothek – allerdings unter einem anderen Namen:

public interface **Predicate**<T> {

public abstract boolean **test**(T value);

}

## Thermostat / Heater

Das folgende Beispiel demonstriert, wie aus einem nicht-funktionalen Interface funktionale Interfaces gebaut werden können.

Eine Heizung (oder ein Kühlschrank...) soll mittels eines Thermostats gesteuert werden können.

Im folgenden werden zwei Lösungen präsentiert – die erste benutzt ein nicht-funktionales Interface, die zweite ein funktionales Interface (und ist damit für die Verwendung von Lambdas prädestiniert):

Zunächst zur ersten Lösung. Ein kleines Objektdiagramm:

: Heater

: Thermostat1

onMinAlarm

onMaxAlarm

*Thermostat*

*Listener*

addThermostatListener

run

Das Interface ThermostatListener definiert die beiden Methoden onMinAlarm und onMaxAlarm:

public interface **ThermostatListener** {

public abstract void **onMinAlarm**();

public abstract void **onMaxAlarm**();

}

Die Klasse Thermostat1:

public class **Thermostat1** {

private final List<ThermostatListener> **listeners** = new ArrayList<>();

public void **addThermostatListener**(ThermostatListener listener) {

this.listeners.add(listener);

}

public void **run**() {

// too cold...

for (ThermostatListener listener : this.listeners)

listener.onMinAlarm();

// too hot...

for (ThermostatListener listener : this.listeners)

listener.onMaxAlarm();

}

}

Dann könnte eine Heizung wie folgt definiert werden:

public class **Heater1** implements ThermostatListener {

public void **onMinAlarm**() {

out.println("Heater on");

}

public void **onMaxAlarm**() {

out.println("Heater off");

}

}

Heater1 implementiert ThermostatListener; daher kann ein Heater1 an die Thermostat1-Methode addThermostatListener übergeben werden:

Thermostat1 thermostat = new Thermostat1();

Heater1 heater = new Heater1();

thermostat.addThermostatListener(heater);

thermostat.run();

Die Ausgaben:

Heater on

Heater off

Nun zur zweiten Lösung.

: Heater

: Thermostat1

onMinAlarm

onMaxAlarm

addMaxAlarmListener

run

addMinAlarmListener

*AlarmListener*

onAlarm

*AlarmListener*

onAlarm

Statt des nicht-funktionalen Interfaces ThermostatListener könnte man nun ein funktionales Interface definieren:

public interface **AlarmListener** {

public abstract void **onAlarm**();

}

Die Thermostat-Klasse (Thermostat2) hat dann zwei Listener-Listen:

public class **Thermostat2** {

private final List<AlarmListener> **maxAlarmListeners** = new ArrayList<>();

private final List<AlarmListener> **minAlarmListeners** = new ArrayList<>();

public void **addMaxAlarmListener**(AlarmListener listener) {

this.maxAlarmListeners.add(listener);

}

public void **addMinAlarmListener**(AlarmListener listener) {

this.minAlarmListeners.add(listener);

}

public void **run**() {

// too cold...

for (AlarmListener listener : this.minAlarmListeners)

listener.onAlarm();

// too hot...

for (AlarmListener listener : this.maxAlarmListeners)

listener.onAlarm();

}

}

Die Heizung (Heater2) muss dann keinerlei Interface mehr implementieren (und damit sind auch die Namen der Methoden Schall und Rauch):

public class **Heater2** {

public void **onMinAlarm**() {

out.println("Heater on");

}

public void **onMaxAlarm**() {

out.println("Heater off");

}

}

Das Thermostat und die Heizung können nun wie folgt zusammengeschraubt werden:

Thermostat2 thermostat = new Thermostat2();

Heater2 heater = new Heater2();

thermostat.addMaxAlarmListener(() -> heater.onMaxAlarm());

thermostat.addMinAlarmListener(() -> heater.onMinAlarm());

thermostat.run();

Oder, noch einfacher (dazu später mehr):

Thermostat2 thermostat = new Thermostat2();

Heater2 heater = new Heater2();

thermostat.addMaxAlarmListener(heater::onMaxAlarm);

thermostat.addMinAlarmListener(heater::onMinAlarm);

thermostat.run();

Welche der beiden oben vorgestellten Lösungen ist semantisch ausdrucksstärker? Welche der beiden Lösungen ist "lockerer"?

## Comparator

Ein letztes Beispiel – zu einem bekannten funktionalen Interface der Standard-Bibliothek: Comparator.

Gegeben sei die Klasse Book (und eine Liste von Books):

public class **Book** {

public String **isbn**;

public String **title**;

public String **author**;

public double **price**;

public **Book**(String isbn, String title, String author, double price) {

// ...

}

@Override

public String **toString**() { ... }

public static final List<Book> **list** = new ArrayList<>();

static {

list.add(new Book("1111", "Pascal", "Wirth", 44.44));

list.add(new Book("2222", "Modula", "Wirth", 33.33));

list.add(new Book("3333", "Oberon", "Wirth", 22.22));

list.add(new Book("4444", "Eiffel", "Meyer", 11.11));

}

}

Die Liste soll nach den Namen der Autoren sortiert werden.

Hier die "traditionelle" Lösung (es wird aufsteigend sortiert):

Collections.sort(Book.list, new **Comparator**<Book>() {

public int **compare**(Book b1, Book b2) {

return b1.title.compareTo(b2.title);

}

});

Die Ausgaben:

Book [4444, Eiffel, Meyer, 11.11]

Book [2222, Modula, Wirth, 33.33]

Book [3333, Oberon, Wirth, 22.22]

Book [1111, Pascal, Wirth, 44.44]

Und hier die wesentlich knappere Lösung mit einer anonymen Funktion (hier wird absteigend sortiert):

Collections.sort(Book.list, (b1, b2) -> - b1.title.compareTo(b2.title));

Die Ausgaben:

Book [1111, Pascal, Wirth, 44.44]

Book [3333, Oberon, Wirth, 22.22]

Book [2222, Modula, Wirth, 33.33]

Book [4444, Eiffel, Meyer, 11.11]

Welche weitere bekannten funktionalen Interfaces enthält die Standardbibliothek?

## Dynamic Proxy

Mittels eines Dynamic-Proxies sollen Aufrufe von Service-Methoden geloggt werden.

Sei z.B. folgendes Service-Interface gegeben:

package **appl**;

public interface **MathService** {

public abstract int **sum**(int x, int y);

public abstract int **diff**(int x, int y);

}

Und folgende Implementierung:

package **appl**;

public class **MathServiceImpl** implements MathService {

public int **sum**(int x, int y) {

return x + y;

}

public int **diff**(int x, int y) {

return x - y;

}

}

Ein Dynamic-Proxy ist eine Klasse, die ein bestimmtes Interface implementiert (z.B. MathService). Eine solche Proxy-Klasse wird zur Laufzeit automatisch generiert. Sie delegiert an einen InvocationHandler (im Paket java.lang.reflect definiert). InvocationHandler spezifiert eine invoke-Methode, welcher ein Method-Objekt und eine Liste von Parametern übergeben wird. Eine Implementierung dieses Interfaces kann z.B. die Aufrufe tracen – und dann an das eigentliche Zielobjekt (z.B. ein Objekt vom Typ MathServiceImpl) weiterleiten. InvocationHandler könnte z.B. in von einer Klasse TraceHandler implementiert sein.

Ein kleines Schaubild:

: $Proxy1

sum

diff

*MathService*

: MathServiceImpl

sum

diff

*MathService*

: TraceHandler

invoke

*InvocationHandler*

Hier die Implementierung der TraceHandler-Klasse:

package **util**;

import java.lang.reflect.InvocationHandler;

import java.lang.reflect.InvocationTargetException;

import java.lang.reflect.Method;

import java.util.Arrays;

public class **TraceHandler** implements InvocationHandler {

private final Object **target**;

public **TraceHandler**(Object target) {

this.target = target;

}

public Object **invoke**(Object proxy, Method method, Object[] args)

throws Throwable {

System.out.println(">> " + method.getName() + " " +

Arrays.toString(args));

Object result;

try {

if (this.target instanceof InvocationHandler)

result = ((InvocationHandler) this.target).invoke(

proxy, method, args);

else

result = method.invoke(this.target, args);

System.out.println("<< " + method.getName() + " " +

Arrays.toString(args) + " -> " + result);

return result;

}

catch(InvocationTargetException e) {

System.out.println("<< Exception " + method.getName() + " " +

Arrays.toString(args) + " -> " + e.getCause());

throw e.getCause();

}

catch(Throwable e) {

System.out.println("<< Exception " + method.getName() + " " +

Arrays.toString(args) + " -> " + e);

throw e;

}

}

}

Ohne hier auf nähere Einzelheiten einzugehen: Man muss bei der Implementierung eines InvocationHandlers offensichtlich auf eine Vielzahl von Einzelheiten achten.

Hier eine Anwendung:

static void **demoOld**() {

final MathServiceImpl mathServiceImpl = new MathServiceImpl();

InvocationHandler traceHandler = new TraceHandler(mathServiceImpl);

final MathService mathService = (MathService) Proxy.newProxyInstance(

ClassLoader.getSystemClassLoader(),

new Class[] { MathService.class },

traceHandler);

System.out.println(mathService.sum(40, 2));

System.out.println(mathService.diff(40, 2));

}

Und ihre Ausgaben:

>> sum [40, 2]

<< sum [40, 2] -> 42

42

>> diff [40, 2]

<< diff [40, 2] -> 38

38

Es wäre schön, wir könnten eine einzige Handler-Klasse schreiben – eine Klasse, welche die jeweils spezifischen Aktionen (hier: die Trace-Aktionen) an Objekte delegiert, deren Klassen jeweils ein bestimmtes funktionales Interface implementieren.

Hier die funktionalen Interfaces:

package **util**;

// ...

public interface **Before** {

abstract public void **before**(Method m, Object[] args);

}

package **util**;

// ...

public interface **AfterReturning** {

abstract public void **after**(Method m, Object[] args, Object result);

}

package util;

// ...

public interface **AfterThrowing** {

abstract public void **after**(Method m, Object[] args, Throwable t);

}

Und hier die allgemeine Handler-Klasse (implementiert als anonyme Klasse der create-Methode der XProxy-Klasse):

package **util**;

// ...

public class **XProxy** {

public static <T> T **create**(

final Class<T> iface,

final T target,

Before before,

AfterReturning after,

AfterThrowing afterException) {

InvocationHandler handler = new **InvocationHandler**() {

public Object **invoke**(Object proxy, Method method,

Object[] args) throws Throwable {

if (before != null)

before.before(method, args);

try {

Object result = method.invoke(target, args);

if (after != null)

after.after(method, args, result);

return result;

}

catch (InvocationTargetException e) {

if (afterException != null)

afterException.after(method, args, e.getCause());

throw e.getCause();

}

catch (Throwable e) {

if (afterException != null)

afterException.after(method, args, e);

throw e;

}

}

};

return (T) Proxy.newProxyInstance(

ClassLoader.getSystemClassLoader(),

new Class<?>[] { iface },

handler);

}

}

Und hier eine Anwendung (welche dieselben Trace-Ausgaben erzeugt, die auch unter Verwendung des TraceHandlers erzeugt wurden):

static void **demoNew**() {

final MathService mathService = XProxy.create(

MathService.class,

new MathServiceImpl(),

(m, a) -> System.out.println(">> " +

m.getName() + " " + Arrays.toString(a)),

(m, a, r) -> System.out.println("<< " +

m.getName() + " " + Arrays.toString(a) + " -> " + r),

null);

System.out.println(mathService.sum(40, 2));

System.out.println(mathService.diff(40, 2));

}

## Aufgaben

### Lambdas – 1

Das Thermostat-Heater-Beispiel soll erweitert werden.

Die onAlarm-Methode des Interfaces AlarmListener soll einen AlarmEvent als Parameter übergeben bekommen:

public interface **AlarmListener** {

public abstract void **onAlarm**(AlarmEvent e);

}

AlarmEvent sei wie folgt definiert:

public class **AlarmEvent**<S> {

public final S **source**;

public final String **message**;

public **AlarmEvent**(S source, String message) { ... }

}

Dann muss natürlich auch die Anwendung angepasst werden...

### Lambdas – 2

Gegeben sei folgende Klasse:

package **ex2**;

import java.util.Arrays;

public class **Array**<T> {

@SuppressWarnings("unchecked")

private T[] **elements** = (T[]) new Object[2];

private int **size**;

public void **add**(T element) {

this.ensureCapcity();

this.elements[this.size] = element;

this.size++;

}

public int **size**() {

return this.size;

}

public T **get**(int index) {

if (index < 0 || index >= this.size)

throw new IndexOutOfBoundsException();

return this.elements[index];

}

private void **ensureCapcity**() {

if (this.elements.length == size) {

this.elements = Arrays.copyOf(elements, this.size \* 2);

}

}

}

Die Klasse implementiert eine Reallokations-Strategie: immer dann, wenn der interne Array voll ist, wird ein neuer erzeugt, der doppelt so groß ist wie der alte. Diese Strategie ist in der Klasse "fest verdrahtet". Sie soll ersetzt werden durch eine vom Benutzer definierbare Strategie.

Hier ein Interface:

package ex2;

@FunctionalInterface

public interface **Reallocator** {

public int **newSize**(int oldSize);

}

Ändern Sie die Array-Klasse derart, dass dem Konstruktor die gewünschte Strategie übergeben werden kann. Falls der Benutzer keine Strategie übergibt, soll die "Verdopplungs"-Strategie verwendet werden.

Weitere Aufgabe: Ersetzten Sie Reallocator durch ein anderes Interface: durch das Standard-Interface IntFunction.

### Lambdas – 3

Die meistener Listener-Interfaces des AWT sind keine funktionalen Interfaces. WindowListener z.B. hat acht Methoden. Es wäre schön, wenn auch zum Zwecke des Event-Handlings Lambdas genutzt werden könnten.

Gegeben ist folgende MyFrame-Klasse:

package ex3;

// ...

public class **MyFrame** extends Frame {

private final TextField **textFieldFoo** = new TextField("Foo", 10);

private final TextField **textFieldBar** = new TextField("World", 10);

public **MyFrame**() {

this.setLayout(new FlowLayout());

this.add(this.textFieldFoo);

this.add(this.textFieldBar);

this.pack();

this.addWindowListener(new **WindowAdapter**() {

public void **windowClosing**(WindowEvent e) {

MyFrame.this.dispose();

}

});

this.textFieldFoo.addFocusListener(new **FocusListener**() {

public void **focusGained**(FocusEvent e) {

MyFrame.this.textFieldFoo.setBackground(Color.yellow);

}

public void **focusLost**(FocusEvent e) {

MyFrame.this.textFieldFoo.setBackground(Color.white);

}

});

this.setVisible(true);

}

}

Studieren Sie nun folgende Klasse:

package ex3;

// ...

import java.util.function.Consumer;

public class **FocusHandler** implements **FocusListener** {

private Consumer<FocusEvent> **gained**;

private Consumer<FocusEvent> **lost**;

public static FocusHandler **focusListener**() {

return new FocusHandler();

}

public void **focusGained**(FocusEvent e) {

if (this.gained != null)

this.gained.accept(e);

}

public void **focusLost**(FocusEvent e) {

if (this.lost != null)

this.lost.accept(e);

}

public FocusHandler **gained**(Consumer<FocusEvent> consumer) {

this.gained = consumer;

return this;

}

public FocusHandler **lost**(Consumer<FocusEvent> consumer) {

this.lost = consumer;

return this;

}

}

Es existiert eine weitere äquivalente Klasse WindowHandler.

Ändern Sie die MyFrame-Klasse derart, dass sie die FocusHandler- und WindowHandler-Klasse nutzt. Verwenden Sie in der MyFrame-Klasse nur noch Lambdas.

### Lambdas – 4

Gegeben sei folgende Klasse:

package ex4;

// ...

public class **MyFrame** extends JFrame {

private final TextField **textField** = new TextField(10);

private int **counter**;

public **MyFrame**() {

this.setLayout(new FlowLayout());

this.add(this.textField);

this.setBounds(100, 100, 200, 100);

this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

Thread progressThread = new **Thread**() {

@Override

public void **run**() {

while(true) {

try {

Thread.sleep(1000);

}

catch(Exception e) {

throw new RuntimeException(e);

}

SwingUtilities.invokeLater(new **Runnable**() {

public void **run**() {

MyFrame.this.textField.setText(

String.valueOf(++MyFrame.this.counter));

}

});

}

}

};

progressThread.setDaemon(true);

progressThread.start();

this.setVisible(true);

}

}

Studieren Sie diese Klasse. Ersetzen Sie dann die in der Klasse verwendeten anonyme Klassen durch Lambdas.

# Details zu Lambdas

### Syntax

Hier zunächst einmal die formale Definition eines Lambda-Ausdrucks:

lambda = ArgList "->" Body

ArgList = Identifier

| "(" Identifier [ "," Identifier ]\* ")"

| "(" Type Identifier [ "," Type Identifier ]\* ")“

Body = Expression

| "{" [ Statement ";" ]+ "}

### Anonyme Klassen vs. Lambdas

Worin liegen die Gemeinsamkeiten von anonymen Klassen und Lambdas? Worin liegen die Unterschiede?

Die Gemeinsamkeiten

* Sowohl anonyme Klassen als auch Lambdas sind namenlos.
* Zur Laufzeit existieren sowohl für anonyme Klassen als auch für Lambdas Objekte.
* Sofern anonyme Klassen resp. Lambdas in einem nicht-statischen Kontext definiert sind, haben die Objekte, die zur Laufzeit erzeugt werden, jeweils eine Referenz auf das "äußere", sie ezeugende Objekt (auf ihren Erzeuger).
* Sowohl in anonymen Klassen als auch in Lambdas können finale resp. effektiv finale Elemente der umschließenden Methode angesprochen werden.

Die Unterschiede:

* Der Zeiger auf das "äußere" Objekt wird in anonymen Klassen über den Namen Outer.this angesprochen (wobei Outer der Name der umschließenden Klasse ist). In Lambdas wird dieser Zeiger als this angesprochen.
* In einer anonymen Klassen können weitere Methoden und Attribute definiert werden. In einem Lambda-Ausdruck ist so etwas natürlich nicht möglich.
* Lambdas haben von sich aus keinen eigenen Typ (siehe den folgenden Abschnitt zum "Target-Typing"); anonyme Klassen haben einen Typ.
* Anonyme Klassen können nicht nur von Interfaces, sondern auch von Klassen abgeitet sein. Lambdas können nur (funktionale) Interfaces implementieren.

Unterschiede, welche die technische Implementierung betreffen, werden später in diesem Kapitel noch ausführlich dargestellt werden.

### Übersicht

In den folgenden Abschnitten werden Lambdas nun etwas genauer untersucht.

Zunächst geht's um das Thema "Target-Typing" – oder: welchen Typ hat ein Lambda?

Dann werden die sog. Methoden-Refernenzen vorgestellt. Methoden-Referenzen können als "verkürzte" Lamdas angesehen werden.

Dann wird das Performance-Verhalten von Lambda-Funktionen analysiert – und mit der Performance von Methoden anonymer Klassen verglichen.

Die folgenden Abschnitte analysieren dann die Implementierung von anonymen Klassen und Lambas.

Diese letzten Abschnitte bieten Hintergrundwissen – und ein solches Wissen ist sicherlich immer nützlich. Trotzdem müssen diese Abschnitte nicht unbedingt im Detail studiert werden (sofern die Zeit nicht reicht, können diese Abschnitte also übersprungen werden).

Im allerletzten Abschnitt stellt der Autor dieses Skripts ein kleines Experiment vor – ein fluent and typesafe select-from-where...

## Target-Typing

Ein Lambda hat von sich aus keinen Typ. Wie kann dann trotzdem der Typ eines Lambdas bestimmt werden (er muss bestimmt werden!)? Es gibt vier Möglichkeiten.

Gegeben seien die folgenden beiden funktionalen Interfaces:

public interface **Bar** {

public abstract int **f**(int x, int y);

}

public interface **Bar** {

public abstract int **b**(int x, int y);

}

Man beachte, dass die beiden Interfaces "strukturell" äquivalent sind – ihre Methoden haben dieselbe Signatur und denselben Return-Typ.

Angenommen, wir schreiben nun folgende Zeile:

Object obj = (x, y)-> x \* y; // illegal!

Der Compiler wird diese Zeile zurückweisen. Wenn irgendeine Zuweisung stattfindet, muss natürlich der Typ des zugewiesenen Ausdrucks ermittet werden können. Genau dies ist hier nicht möglich.

Folgende Zuweisung dagegen ist korrekt:

Foo foo = (x, y) -> x \* y;

Der Compiler kennt den Typ von foo (nämlich Foo) – und weiß, dass es sich um ein funktionales Interface handelt. Dann kann geprüft werden, ob der Lambda-Ausdruck zur Signatur und zum Return-Typ der in Foo definierten Methode passt – er passt. (Hierbei kann dann gleichzeitig auch der Typ von x und y (nämlich int) deduziert werden.

Über foo ist dann natürlich f aufrufbar.

Und foo kann dann problemlos einer Object-Referenz zugewiesen werden:

Object obj = foo;

Natürlich könnte exakt derselbe Lambda-Ausdruck auch einer Bar-Referenz zugewiesen werden:

Bar bar = (x, y) -> x \* y;

Der Typ eines Lambdas kann also aufgrund des Typs derjenigen Variablen berechnet werden, welcher er zugewiesen wird (oder auch nicht – sieht das Object-Beispiel).

Die zweite Variante der Typ-Bestimmung:

Der Typ eines Lambdas kann durch einen expliziten Cast bestimmt werden:

Object obj1 = (Foo) (x, y) -> x \* y;

Object obj2 = (Bar) (x, y) -> x \* y;

Der erste Lambda-Ausdruck ist nun vom Typ Foo, der zweite vom Typ Bar.

Die dritte Variante:

Sei eine Methode gegeben, welche ein Foo als Parameter verlangt:

static void **hello**(Foo foo) {

System.out.println(foo.f(20, 42));

}

Dann kann diese Methode wie folgt aufgerufen werden:

hello((x, y) -> x \* y);

Der Compiler kann den Typ des Lambdas als Foo bestimmen – denn die hello-Methode verlangt ein Foo.

Das funktioniert allerdins nicht immer. Angenommen, es existiert noch eine weitere hello-Methode:

static void **hello**(Bar bar) {

System.out.println(bar.b(20, 42));

}

Wie sollte der Compiler entscheiden, welche der beiden hello-Methoden aufgerufen werden soll? Also kann er den Typ des Lambdas nicht berechnen...

Und die vierte Variante:

Sei eine world-Methode gegeben, die ein Foo liefert:

static Foo **world**() {

return (x, y) -> x \* y;

}

Der Compiler kann natürlich auch hier den Typ des Lambdas berechnen: der Lambda-Ausdruck ist vom Typ Foo.

Der Compiler kann den Typ eines Lambdas also in folgenden Kontexten ermitteln (oder auch nicht!):

* Zuweisung
* Cast
* Parameter
* Return-Wert

Erst aufgrund dessen, was das "Ziel" ist, kann der Typ berechnet werden. Daher der Ausdruck "Target-Typing".

## Methoden-Referenzen

In Fällen, wo eine Lambda keinen Block benötigt, kann ein solcher Ausdurck häufig auch durch eine sog. Methoden-Referenz ersetzt werden.

Sei z.B. folgende Klasse gegeben:

public class **Foo** {

public static void **f**() {

out.println("f()");

}

public static int **g**(int v) {

return v \* 2;

}

public void **r**() {

out.println("r()");

}

public int **s**(int v) {

return v \* 2;

}

}

Die Klasse enthält zwei statische und zwei nicht-statische Methoden. Jeweils eine der Methoden ist parameterlos, und die jeweils andere ist mit einem int parametrisiert.

Seien weiterhin folgende funktionale Interfaces gegeben:

@FunctionalInterface

public interface **Mapper** {

public int **map**(int x);

}

@FunctionalInterface

public interface **Action**<T> {

public void **execute**(T arg);

}

map liefert int zurück, execute liefert void. Das Action-Interface ist im Gegensatz zu Mapper ein generisches Interface.

Im folgenden wird via Lambda-Ausdruck ein Runnable erzeugt, dessen run-Methode die statische, parameterlose f-Methode der Klasse Foo aufruft:

Runnable r = () -> Foo.f();

r.run();

Dasselbe funktioniert auch mit einer "Methoden-Referenz":

Runnable r = Foo::f;

r.run();

Die Methoden-Referenz besteht hier aus dem Namen der Klasse, in welcher die aufzurufende Methode vereinbart ist, und dem Namen der Methode selbst. Klassen- und Methodenname sind durch :: getrennt.

Nun wird ein Foo-Objekt erzeugt und in der run-Methode des mittels eines Lambda-Ausdrucks definierten Runnables die nicht-statische r-Methode auf dieses Foo-Objekt aufgerufen:

Foo foo = new Foo();

Runnable r = () -> foo.r();

r.run();

Auch das funktioniert mit einer Methoden-Referenz:

Foo foo = new Foo();

Runnable r = foo::r;

r.run();

Statt des Namens der Klasse wird hier dem :: der Name einer Referenz vorangestellt – einer Referenz, die auf ein Foo-Objekt zeigt.

In der map-Methode des im folgenden aufgrund des Lambda-Ausdruck erzeugten Mappers wir die statische, parametrisierte g-Methode von Foo aufgerufen:

Mapper m = v -> Foo.g(v);

int result = m.map(21);

out.println(result);

Die Ausgabe ist natürlich 42.

Auch dies funktioniert mit einer Methoden-Referenz:

Mapper m = Foo::g;

int result = m.map(21);

out.println(result);

Der Compiler muss hier natürlich sicherstellen, dass der Parameter der g-Methode von Foo zu dem von der map-Methode verlangten Parameter passt (int passt zu int)...

Im folgenden wird mittels eines Lambdas zur Laufzeit ein Mapper erzeugt, dessen map-Methode die nicht-statische s-Methode auf das zuvor erzeugte Foo-Objekt aufruft:

Foo foo = new Foo();

Mapper m = v -> foo.s(v);

int result = m.map(21);

out.println(result);

Auch das funktioniert mittels einer Methoden-Referenz:

Foo foo = new Foo();

Mapper m = foo::s;

int result = m.map(21);

out.println(result);

Die Mechanismus funktionieren natürlich auch bei generischen Interfaces.

Hier die Lambda-Variante:

Action<String> c = v -> out.println(v);

c.execute("Hello");

Und hier schließlich die Variante mit einer Methoden-Refernenz:

Action<String> c = out::println;

c.execute("Hello");

Insbesondere out::println wird in Zukunft wahrscheinlich häufig zu sehen sein...

Ein letztes Beispiel. Sei eine Klasse Bar gegeben:

public class **Bar** {

public **Bar**(int value) {

System.out.println("Bar(" + value + ")");

}

}

Dann könnte man folgende Action erzeugen:

Action<Integer> a = v -> new Bar(v);

a.execute(42);

Auch hier kann eine Methoden-Referenz verwendet werden – eine Konstruktor-Referenz:

Action<Integer> a = Bar::new;

a.execute(42);

Nach Einschätzung des Autors dieses Skripts erfordern Methoden-Referenzen zwar weniger Schreibaufwand als die Definition expliziter Lambdas, sind aber i.d.R. schwerer zu verstehen. Daher wird in den folgenden Beispielprojekte auch weitgehend auf sie verzichtet – zumeist werden "richtige" Lambdas verwendet werden.

## Performance

Unterscheidet sich die Performance von Methoden anonymer Klassen und Lambda-Funktionen?

Wir benutzen den PerformanceRunner aus den shared-Projekt.

Hier die Anwendung:

private static final int **TIMES** = 1\_000\_000\_000;

private static final int **LOOPS** = 5;

private static int **n**;

static void **demo**() {

PerformanceRunner runner = new PerformanceRunner();

for (int i = 0; i < LOOPS; i++) {

{

Runnable r = new **Runnable**() {

public void **run**() {

n++;

}

};

runner.run("anonymous class", TIMES, r);

}

{

Runnable r = () -> n++;

runner.run("lambda", TIMES, r);

}

out.println(n);

n = 0;

}

}

Das Protokoll zeigt, dass der Unterschied minimal ist:

Performace-Test: this will take some time ...

anonymous class : 4637

lambda : 5668

2000000000

anonymous class : 3560

lambda : 4863

2000000000

anonymous class : 5025

lambda : 5042

2000000000

anonymous class : 4913

lambda : 4859

2000000000

anonymous class : 4885

lambda : 4851

2000000000

Schalten man die VM in den Server-Modus (mit dem VM-Argument -server), werden folgende Ausgaben erzeugt:

Performace-Test: this will take some time ...

anonymous class : 88

lambda : 84

2000000000

anonymous class : 65

lambda : 67

2000000000

anonymous class : 65

lambda : 69

2000000000

anonymous class : 69

lambda : 67

2000000000

anonymous class : 68

lambda : 75

2000000000

Auch hier sind keine signifikanten Unterschiede erkennbar.

## Anonyme Klassen und Lambdas

In den folgenden Abschnitten werden die Gemeinsamkeiten von anonymen Klassen und deren Unterschiede genauer beleuchtet.

(Die Entdeckungsreise wird etwas länger dauern – sie bietet aber hoffentlich genug Überraschungen...)

Die Analyse benutzt natürlich Reflection. Dabei wird insbesonder die im shared-Projekt definierte Klasse Features eingesetzt. Deren print-Methode kann benutzt werden, um alle Konstruktoren, Attribute und Methoden einer Klasse auflisten zu lassen.

Dabei muss unterschieden werden, ob die anonymen Klassen resp. Lambdas in einem statischen oder nicht-statischen Kontext definiert sind.

Es existieren vier startbare Application-Klassen:

as.Application

ls.Application

ai.Application

as.Application

Hier die Bedeutung der Paket-Namen:

* as: anonyme Klassen in einem statischen Kontext
* ls: Lambdas in einem statischen Kontext
* ai: anonyme Klassen in einem Instanz-Kontext
* li: Lambdas in einem Instanz-Kontext

Alle Methoden, die im folgenden vorgestellt werden, haben eine throws-Klausel – damit kein umständliches Exception-Handling stattfinden muss. Auch die main-Methoden haben jeweils diese Klausel...

### Anonyme Klassen im statischen Kontext

Beginnen wir mit einer anonymen Klasse, die in einem statischen Konstext definiert ist. Zu Beginn von main wird die Application-Klasse analysiert; dann wird eine statische demo-Methode aufgerufen. Dort wird eine anonyme Klasse definiert, die das Interface Runnable implementiert. Schließlich wird dann diese anonyme Klasse analysiert.

package **as**;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

demo();

}

static void **demo**() throws Exception {

final Runnable r = new Runnable() {

public void run() {

out.println("Hello");

}

};

Features.print(r.getClass());

}

}

Die Ausgaben (etwas verkürzt und umformatiert dargestellt):

**as.Application** (null)

Constructors

public as.**Application**()

Methods

static void as.Application.**demo**()

public static void as.Application.**main**(java.lang.String[])

**as.Application$1** (null)

Constructors

as.**Application$1**()

Methods

public void as.Application$1.**run**()

Wie aus dem Listing hervorgeht, hat die Klasse as.Application einen parameterlosen Konstruktor und zwei statische Methoden: main und demo. Aufgrund der Definition der anonymen Klasse hat der Compiler eine Klasse as.Application$1 generiert. Diese hat ebenfalls einen parameterlosen Konstruktor (mit package-Sichtbarkeit) und eine nicht-statische run-Methode.

Der Bytecode von as.Application ist in der class-Datei as/Application.class abgelegt; der von der anonymen Klasse in as/Application$1.class.

Könnte man – just for fun – ein weiteres Objekt der anonymen Klasse erzeugen? Man kann – aber nur via Reflection (denn die Klasse ist ja namenlos). demo könnte wie folgt erweitert werden:

static void **demo**() throws Exception {

final Runnable r = new **Runnable**() {

public void **run**() {

out.println("Hello");

}

};

// ...

final Class<? extends Runnable> cls = r.getClass();

final Runnable rr= cls.newInstance();

rr.run();

}

Die Ausgabe:

Hello

Wir können also zur Erzeugung eines Objekts einer anonymen Klasse die Class-Methode newInstance nutzen.

### Lambdas im statischen Kontext

Nun zur Lambda-basierten Lösung:

package **ls**;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

demo();

}

static void **demo**() throws Exception {

final Runnable r = () -> out.println("Hello");

Features.print(r.getClass());

}

}

Die Ausgaben:

**ls.Application** (null)

Constructors

public ls.**Application**()

Methods

static void ls.Application.**demo**()

private static void ls.Application.**lambda$0**()

public static void ls.Application.**main**(java.lang.String[])

**ls.Application$$Lambda$1/12251916** (null)

Constructors

private ls.**Application$$Lambda$1/12251916**()

Methods

public void ls.Application$$Lambda$1/12251916.**run**()

Die Klasse ls.Application hat nun zusätzlich eine statische, private Methode namens lambda$0 (hierzu gleich mehr).

Aufgrund des definierten Lambdas hat der Compiler eine Klasse mit vielen $$ und einer Nummer erzeugt. Wie erwartet, hat auch diese Klasse einen parameterlosen Konstruktor und eine run-Methode. Der Konstruktor ist hier allerdings private.

Anders als bei anonymen Klassen wird der Bytecode dieser Klasse aber in keiner eigenen class-Datei abgelegt – sondern zusammen mit dem Application-Code in der Datei ls/Application.class. Es existiert hier also nur diese eine class-Datei.

Was hat es nun mit der Application-eigenen lambda$0-Methode auf sich? Hier ein Test (am Ende der demo-Methode):

Method m = Application.class.getDeclaredMethod("lambda$0");

m.setAccessible(true);

m.invoke(null);

Und hier das Resultat:

hello

lambda$0 ist offenbar genau diejenige Methode, die den Bytecode für den Lambda-Ausdruck enthält. Hier der Bytecode dieser Methode (etwas "bereinigt"):

private static synthetic void **lambda$0**();

0 getstatic System.out : PrintStream [61]

3 ldc <String "Hello"> [67]

5 invokevirtual PrintStream.println(String) : void [69]

8 return

Da der Konstruktor der für das Lambda genierierten Klasse private ist, kann nun nicht mehr via Class.newInstance ein neues Objekt dieser Klasse erzeugt werden. Man muss sich daher etwas mehr Mühe geben (über den "Umweg" eines Constructor-Objekts gehen):

static void **demo**() throws Exception {

final Runnable r = () -> out.println("Hello");

// ....

final Class<? extends Runnable> cls = r.getClass();

final Constructor<? extends Runnable> ctor =

cls.getDeclaredConstructor();

ctor.setAccessible(true);

final Runnable rr = ctor.newInstance();

rr.run();

}

Dieser Umweg ist nur deshalb erforderlich, weil nur über ein Constructor-Objekt, dessen accessible-Property auf true gesetzt wird, ein Objekt einer Klasse erzeugt werden, dessen Konstruktor private ist.

### Anonyme Klassen im nicht-statischen Kontext

Gehen wir vom statischen Kontext zum nicht-statischen Kontext. Hier zunächst eine anonyme Klasse:

package **ai**;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

final Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

final Runnable r = new **Runnable**() {

public void **run**() {

out.println("Hello");

}

};

Features.print(r.getClass());

}

}

In main wird ein Application-Objekt erzeugt und auf diese dann die nicht-statische demo-Methode aufgerufen.

Die Ausgaben:

**ai.Application** (null)

Constructors

public ai.**Application**()

Methods

void ai.Application.**demo**()

public static void ai.Application.**main**(java.lang.String[])

**ai.Application$1** (null)

Constructors

ai.**Application$1**(ai.Application)

Fields

final ai.Application ai.Application$1.**this$0**

Methods

public void ai.Application$1.**run**()

Wie man sieht, ist die demo-Methode von ai.Application nun nicht-static.

Die vom Compiler für die anonyme Klasse generierte Klasse ai.Application$1 hat nun einen parametrisierten Konstruktor – einen Konstruktor, der ein Argument des Typs der umschließenden Klasse (ai.Application) verlangt. Dieser Konstruktor-Parameter wird dann offenbar dem Attribut this$0 zugewiesen (dieses Attribut war in der statischen Variante nicht vorhanden). Es ist dies genau dasjenige Feld, welches im Java-Quellcode der anonymen Klasse als Application.this angesprochen wird.

Ein kurzer Blick in den Bytecode von ai.Application$0:

Application$1(ai.Application this$0);

0 aload\_0 [this]

1 aload\_1 [this$0]

2 putfield ai.Application$1.this$0 : ai.Application [12]

...

Man erkennt, dass die dem Konstruktor übergebene ai.Application-Referenz im Feld this$0 eingetragen wird.

Natürlich erzeugt der Compiler auch hier wieder (wie auch bei der statischen Varianten) zwei class-Dateien: ai/Application.class und ai/Application$1.class.

Wie kann in einem nicht-statischen Kontext via Reflection ein Objekt der anonymen Klasse erzeugt werden? Per Class.forInstance wird's nicht funktioniern. Man benötigt auch hier ein Constructor-Objekt, welches den parametrisierten Konstruktor repräsentiert. Da dieser aber nicht private ist, muss hier allerdings accessible nicht auf true gesetzt werden:

void **demo**() throws Exception {

final Runnable r = new **Runnable**() {

public void **run**() {

out.println("Hello");

}

};

// ...

final Class<? extends Runnable> cls = r.getClass();

final Constructor<? extends Runnable> ctor =

cls.getDeclaredConstructor(Application.class);

final Runnable rr = ctor.newInstance(this);

rr.run();

}

Man beachte, dass beim Aufruf getDeclaredConstructor als Parameter die umschließende Klasse (Application.class) übergeben wird. Beim Aufruf von newInstance wird das Application-Objekt (this) überbegen.

### Lambdas im nicht-statischen Kontext

Nun schließlich zu Lambdas in nicht-statischen Kontext:

package **li**;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

final Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

final Runnable r = () -> out.println("Hello");

Features.print(r.getClass());

}

}

Die Ausgaben:

**li.Application** (null)

Constructors

public **li.Application**()

Methods

void li.Application.**demo**()

private static void li.Application.**lambda**$0()

public static void li.Application.**main**(java.lang.String[])

**li.Application$$Lambda$1/12251916** (null)

Constructors

private **li.Application$$Lambda$1/12251916**()

Methods

public void li.Application$$Lambda$1/12251916.**run**()

li.Application hat wieder die bereits von ls.Application bekannte lambda$0-Methode.

Die Klasse, die für den Lambda-Ausdruck genieriert wird, hat im Unterschied zur Lösung mit anonymen Klassen nur einen einfachen, nicht-parametrisierten Konstruktor. Und demensprechend existiert auch kein Feld, in welchem die Adressen eine Application-Objekts gespeichert wird.

Die Lambda-Variante ist hier offensichtlich etwas "schlanker" an die Variante mit der anonymen Klasse. Die für den Lambda-Ausdruck genierierte Klasse hat aber nur deshalb kein Application-Attribut, weil in dem Ausdruck kein expliziter Bezug (this) auf das "äußere" Objekt genommen wird!

Wie kann per Reflection ein Objekt der Lambda-Klasse erzeugt werden? Man benötigt ein Constructor-Objekt, dessen accessible-Eigenschaft auf true gesetzt werden muss – ein Constructor-Objekt, welches den parameterlosen Konstruktor repräsentiert:

void **demo**() throws Exception {

final Runnable r = () -> out.println("Hello");

// ...

final Class<? extends Runnable> cls = r.getClass();

final Constructor<? extends Runnable> ctor =

cls.getDeclaredConstructor();

ctor.setAccessible(true);

final Runnable rr = ctor.newInstance();

rr.run();

}

### Resultate

Für jede anonyme Klassen erzeugt der Compiler eine eigene class-Datei. Für Lambdas werden keine class-Dateien erzeugt – der Bytecode, der für Lambdas generiert wird, wird in der class-Datei der die Lambas umschließenden Klassen hinterlegt (in Methoden namens lambda$...).

Die Konstruktoren von anonymen Klasse haben die package-Sichtbarkeit; die Konstruktoren von Lambdas sind private.

In statischen Kontexten sind die Konstruktoren sowohl von anonymen Klassen als auch von Lambdas parameterlos.

Werden anonyme Klassen im nicht-statischen Kontext definiert, wird ein Konstruktor genieriert, dem die Referenz auf eine Instanz der äußeren Klasse übergeben werden muss. Diese Referenz wird in einem eigenen Attrribut gespeichert.

Für Lambdas wird auch dann ein parameterloser Konstruktor genierert, wenn diese in einem nicht-statischen Kontext definiert sind (aber nur dann, wenn im Lambda-Ausdruck kein ausdrücklicher Bezug auf das äußere Objekt genommen wird).

## Bezug auf Elemente der äußeren Klasse

Sowohl in anonymen Klasse als auch in Lambda-Klassen können Elemente der umschließenden Klasse angesprochen werden. Statische Elemente der äußeren Klasse können immer angesprochen werden – gleichgültig, ob die anonyme- resp. die Lambda-Kasse in einen statischen oder nicht-statischem Kontext definiert sind. Nicht-statische Elemente der äußeren Klasse (also Instanz-Elemente) können nur von solchen anonymen Klassen resp. Lambdas angesprochen werden, die in einem nicht-statischen Kontext definiert sind.

### Anonyme Klassen im statischen Kontext

Application definiert eine statische Variable staticVar. In der statischen demo-Methode gibt's eine anonyme Klasse, innerhalb derer diese Variable angesprochen wird:

package **as**;

// ...

public class **Application** {

private static int **staticVar** = 42;

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

demo();

}

static void **demo**() throws Exception {

final Runnable r = new **Runnable**() {

public void **run**() {

out.println("Hello " + Application.staticVar);

}

};

Features.print(r.getClass());

}

}

(Natürlich hätte man innerhalb der run-Methode auf die Qualifizierung von staticVar auch verzichten können – statt Application.staticVar hätte man einfach staticVar schreiben können.)

Die Ausgaben:

**as.Application** (null)

Constructors

public as.**Application**()

Fields

private static int as.Application.**staticVar**

Methods

static void as.Application.**demo**()

static int as.Application.**access$0**()

public static void as.Application.**main**(java.lang.String[])

**as.Application$1** (null)

Constructors

as.**Application$1**()

Methods

public void as.Application$1.**run**()

Für die Application-Klasse generiert der Compiler eine Methode access$0 – diese wird in der run-Methode der anonymen Klasse aufgerufen, um auf staticVar zugreifen zu können (staticVar ist als private definiert). Diese access$0-Methode würde nicht generiert werden, wenn staticVar nicht private wäre – dann könnte run direkt auf die Variable zugreifen.

Für die anonyme Klasse wird ein parameterloser Konstruktor definiert (was nicht weiter überraschend ist).

### Lambdas im statischen Kontext

package **ls**;

// ...

public class **Application** {

private static int **staticVar** = 42;

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

demo();

}

static void **demo**() throws Exception {

final Runnable r = () -> out.println("Hello " + staticVar);

Features.print(r.getClass());

}

}

**ls.Application** (null)

Constructors

public ls.**Application**()

Fields

private static int ls.Application.**staticVar**

Methods

static void ls.Application.**demo**()

private static void ls.Application.**lambda$0**()

public static void ls.Application.**main**(java.lang.String[])

**ls.Application$$Lambda$1/12251916** (null)

Constructors

private ls.**Application$$Lambda$1/12251916**()

Methods

public void ls.Application$$Lambda$1/12251916.**run**()

Da in run ohnehin bereits die für die Application-Klasse generierte lamdda$0-Methode aufgerufen wird, bedarf es hier keiner weiteren access$0-Methode. Und die lambda$0-Methode wird natürlich unabhängig von der Sichtbarkeit von staticVar generiert.

### Anonyme Klassen im nicht-statischen Kontext

Im folgenden wird in Appliation eine Instanzvariable instanceVar definiert. In main wird ein Application-Objekt erzeugt, auf welches demo aufgerufen wird. Die in demo implementierte anonyme Klasse greift via Application.this.instanceVar auf die Instanzvariable des äußeren Objekts zu:

package **ai**;

// ...

public class **Application** {

private int **instanceVar** = 42;

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

final Runnable r = new **Runnable**() {

public void **run**() {

out.println("Hello " + Application.this.instanceVar);

}

};

Features.print(r.getClass());

}

}

**ai.Application** (null)

Constructors

public ai.**Application**()

Fields

private int ai.Application.**instanceVar**

Methods

void ai.Application.**demo**()

static int ai.Application.**access$0**(ai.Application)

public static void ai.Application.**main**(java.lang.String[])

**ai.Application$1** (null)

Constructors

ai.**Application$1**(ai.Application)

Fields

final ai.Application ai.Application$1.**this$0**

Methods

public void ai.Application$1.**run**()

Die access$0-Methode von Application hat nun einen Application-Parameter – weil sie static ist, benötigt sie diesen Parameter, um auf instanceVar zugreifen zu können.

Die anonyme Klasse hat einen Konstruktor, dem das äußere Objekt übergeben wird – und ein Attribut this$0, in dem die Referenz auf dieses äußere Objekt gehalten wird. Wird run aufgerufen, so wird run die access$0–Methode aufrufen – und dabei this$0 als Parameter übergeben.

Wäre instanceVar nicht private, gäb's keine access$0-Methode. run könnte dann direkt via this$0 auf instanceVar zugreifen.

### Lambdas im nicht-statischen Kontext

Sofern in einem Lambda-Ausdruck keine Instanz-Elemente der äußeren Klasse angesprochen werden, wird für die Lambda-Klasse ein parameterloser Konstruktor erzeugt (s. letzten Abschnitt). Sofern aber solche Elemente angesprochen werden, benötigt natürlich auch eine Lambda-Kasse eine parametrisierten Konstruktor – und eine von diesem Konstruktor initialisierte Referenzvariable, die auf das äußere Objekt zeigt.

Im folgenden nicht-statischen Lambda wird via this.instanceVar auf das instanceVar-Attribut des äußeren Objekts zugegriffen (statt this.instanceVar hätte man natürlich auch einfach instanceVar schreiben können):

package **li**;

// ...

public class **Application** {

private int **instanceVar** = 42;

public static void **main**(String[] args) throws Exception {

Features.print(Application.class);

Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

final Runnable r =

() -> out.println("Hello " + this.instanceVar);

Features.print(r.getClass());

}

}

**li.Application** (null)

Constructors

public li.**Application**()

Fields

private int li.Application.**instanceVar**

Methods

void li.Application.**demo**()

private void li.Application.**lambda$0**()

public static void li.Application.**main**(java.lang.String[])

**li.Application$$Lambda$1/8460669** (null)

Constructors

private **li.Application$$Lambda$1/8460669**(li.Application)

Fields

private final li.Application

li.Application$$Lambda$1/8460669.**arg$1**

Methods

public void li.Application$$Lambda$1/8460669.**run**()

private static java.lang.Runnable

li.Application$$Lambda$1/8460669.**get$Lambda**(li.Application)

lambda$0 von Application ist nun eine Instanzmethode (nicht static).

Genau wie anonyme Klassen hat auch eine Lambda-Klasse, die in einem nicht-statischen Kontext definiert wird, eine Referenz auf das äußere Objekt, die über den Konstruktor parametrisiert wird – hier hat diese Referenz allerdings den Namen arg$1.

Zusätzlich gibt's eine private, statische Methode get$Lambda, die mit einer Application-Referenz aufgerufen werden muss. Die Methode erzeugt ein neues Objekt der Lambda-Klasse und liefert dieses zurück. Um dies zu zeigen, erweitern wir die demo-Methode:

void **demo**() throws Exception {

final Runnable r =

() -> out.println("Hello " + this.instanceVar);

// ...

Method m = r.getClass().getDeclaredMethod(

"get$Lambda", Application.class);

m.setAccessible(true);

Runnable rr = (Runnable) m.invoke(r, this);

rr.run();

out.println(r == rr);

out.println(r.getClass() == rr.getClass());

}

Die Ausgaben:

Hello 42

false

true

### Resultate

Der Zugriff auf statische Elemente der umschließenden Klasse ist stets unproblematisch – gleichgültig, ob die anonyme resp. die Lambda-Klasse in einem statischen oder nicht-statischen Kontext definiert sind.

Sofern eine anonyme Methode in einem nicht-statischen Kontext definiert ist, besitzt sie immer eine Referenz auf eine Instanz der äußeren Klasse – auf diejenige Instanz, innerhalb derer das Objekt der anonymen Klasse erzeugt wurde. Nur über diese Referenz kann das Objekt der anonymen Klasse auf die Instanz-Elemente des äußeren Objekts zugreifen.

Bei Lambdas sieht die Sache ähnlich aus – mit dem Unterschied allerdings, dass die Referenz auf das äußere Objekt nur dann generiert wird, wenn sie tatsächlich benötigt wird (wenn die anonyme Klasse also via this auf Instanz-Elemente des äußeren Objekts zugreift).

Eine Lambda-Klasse, die in einem nicht-statischen Kontext definiert ist und eine Referenz auf das äußere Objekt hat, besitzt zusätzlich eine get$Lambda-Methode, mittels derer ein neues Objekt der Lambda-Klass erzeugt werden kann.

Was hier am Beispiel von Attributen demonstriert wurde (staticVar, instanceVar), gilt natürlich auch für Methoden (statische-, nicht-statische Methoden).

## Bezug auf Elemente der umschließenden Methode

Anonyme- und Lambda-Klassen können auf lokale Elemente der umschließenden Methode zugreifen, sofern diese entweder explizit oder effektiv final sind – also auf lokale Variablen und auf Parameter der umschließenden Methode.

Der Kürze halber beschränkt sich die folgende Darstellung auf anonyme- resp. Lambda-Klassen, die in einem nicht-statischen Kontext definiert sind. Auch die Analyse wird sich auf anonyme- resp. Lambda-Klasse beschränken (die Klasse Application wird also nicht weiter betrachtet – hier würde man auch nichts Neues entdecken).

### Anonyme Klassen

In der demo-Methode, in welcher die anonyme Klasse instantiiert wird, werden zwei lokale Variablen definiert: eine Variable foo, die effektiv final ist, und eine Variable bar, die eplizit als final deklariert ist. Zusätzlich gibt's in Application eine Instanzvariable hello:

package **ai**;

// ...

public class **Application** {

String **hello** = "Hello";

public static void **main**(String[] args) throws Exception {

Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

int foo = 42;

final int bar = 77;

final Runnable r = new **Runnable**() {

public void **run**() {

out.println(Application.this.hello + " " + foo + " " + bar);

}

};

Features.print(r.getClass());

}

}

Die Ausgaben:

**ai.Application$1** (null)

Constructors

ai.**Application$1**(ai.Application,int)

Fields

final ai.Application ai.Application$1.**this$0**

private final int ai.Application$1.**val$foo**

Methods

public void ai.Application$1.**run**()

Das Feld this$0 ist bereits bekannt. Zusätzlich existiert ein weiters als final definierte Feld: val$foo vom Typ int. Beide Felder werden vom Konstruktor initialisiert (der dementsprechend zwei Parameter besitzt).

Beim Erzeugen einer Instanz der anonymen Klasse wird also erstens die Referenz auf das äußere Application-Objekt übergeben und zweitens offensichtlich der Wert der foo-Variablen. Der Wert der foo-Variablen wird also in das erzeugte Objekt der anonymen Klasse hineinkopiert – und kann dann natürlich in run angesprochen werden.

Der Wert von bar wird aber ebenfalls in run angesprochen – anders als der foo-Wert wird der Wert von bar aber nicht kopiert. Der Compiler unterscheidet also: ist ein lokales Element nur effektiv, aber nicht explizit final, so wird kopiert; ist ein lokales Element explizt final, wird nicht kopiert. Stattdessen wird in der run-Method der Wert eines solchen Elements einfach in Literalform abgelegt. Das Literal 77 existiert im Bytecode also zweimal: einmal in der demo-Methode und ein zweites Mal in der run-Methode. (Das Literal 42 existiert im Bytecode dagegen nur einmal: in der demo-Methode.)

Wir erweitern demo, um die Werte von this$0 und val$foo auszulesen:

// ...

Class<? extends Runnable> cls = r.getClass();

Field field0 = cls.getDeclaredField("this$0");

Object obj0 = field0.get(r);

out.println(obj0 == this);

Field field1 = cls.getDeclaredField("val$foo");

field1.setAccessible(true);

Object obj1 = field1.get(r);

out.println(obj1);

Die Ausgaben: true und 42.

### Lambdas

package **li**;

// ...

public class **Application** {

String **hello** = "Hello";

public static void **main**(String[] args) throws Exception {

Application appl = new Application();

appl.demo();

}

void **demo**() throws Exception {

int foo = 42;

final int bar = 77;

final Runnable r =

() -> out.println(this.hello + " " + foo + " " + bar);

Features.print(r.getClass());

}

}

**li.Application$$Lambda$1/12251916** (null)

Constructors

private li.**Application$$Lambda$1/12251916**(li.Application,int)

Fields

private final li.Application

li.Application$$Lambda$1/12251916.**arg$1**

private final int li.Application$$Lambda$1/12251916.**arg$2**

Methods

private static java.lang.Runnable

....**get$Lambda**(li.Application,int)

public void li.Application$$Lambda$1/12251916.**run**()

Auch ein Objekt der hier definierten Lambda-Klasse hat zwei Felder: eine Referenz auf das umbschließende Objekt (arg$1) und ein int-Feld für den Wert von foo (arg$2). Wir lesen auch hier die Daten aus:

// ...

Class<? extends Runnable> cls = r.getClass();

Field field0 = cls.getDeclaredField("arg$1");

field0.setAccessible(true);

Object obj0 = field0.get(r);

out.println(obj0 == this);

Field field1 = cls.getDeclaredField("arg$2");

field1.setAccessible(true);

Object obj1 = field1.get(r);

out.println(obj1);

Und erhalten auch hier die Ausgaben true und 42.

Um eine neue Instanz der Lamba-Klasse zu erzeugen, kann get$Lambda aufgerufen werden – mit zwei Parametern:

Method m = cls.getDeclaredMethod(

"get$Lambda", Application.class, int.class);

m.setAccessible(true);

Runnable rr = (Runnable)m.invoke(r, this, 43);

rr.run();

Die Ausgabe:

Hello 43 77

Man beachte die Typen, die an getDeclaredMethod übergeben werden; und die Werte, die an invoke übergeben werden.

### Resulate

Eine anonyme- resp. Lambda-Klasse kann nur dann lokale Elemente (Variablen oder Parameter) der umschließenden Methode referenzieren, wenn diese entweder effektiv oder explizit final sind.

Ist ein Element nicht explizit final, so wird bei der Instantiierung der anonymen- resp. der Lambda-Klasse der Wert des Elements in das erzeugte Objekt hineinkopiert. Methoden der anonymen resp. der Lambda-Klassen beziehen sich dann auf diese Kopie.

Ist ein Element explizit final, so findet keine Kopie statt. Stattdessen nutzen die Methoden der anonymen- resp. der Lambda-Klasse einfach das Literal.

## Serialisierung

Können Objekte anonymer- resp. Lambda-Klassen problemlos serialisiert werden? Sieht Gibt's Unterschiede bezüglich der Serialisierung von Objekten anoynmer Klassen und der Serialiseriung von Objekten von Lambda-Klassen?

Um die Serialisierung / Deserialisierung einfach handhaben zu können, wird im folgenden stets die Klasse SerializeUtil aus dem shared-Projekt verwendet.

Wie setzen die Kenntnis eines wenig bekannten Mechanismus voraus, der es erlaubt, bei der Serialisierung eines Objekts nicht dieses selbst, sondern etwas "ganz anderes" zu serialisieren:

Besitzt eine serialisierbare Klasse eine Methode writeReplace, dann wird diese im Kontext der Serialisierung eines Objekte dieser Klasse aufgerufen – und es wird dasjenige Objekt serialisiert, welches diese Methode zurückliefert. Besitzt eine Klasse eine Methode namens readResolve, so wird diese im Kontext der Deserialisierung aufgerufen. Und die Deserialisierung liefert als Resulat genau dasjenige Objekt zurück, welches readResolve liefert. readResolve ist also "invers" zu writeReplace.

Hier ein kleines Demo-Beispiel:

package **demo**;

// ...

public class **Point** implements Serializable {

public static void **main**(String[] args) {

Point p0 = new Point(1, 2);

out.println(p0);

Point p1 = SerializeUtil.serializeDeserialize(p0);

out.println(p1);

out.println(p0 == p1);

}

static class **SerializedPoint** implements Serializable {

final private String **s**;

**SerializedPoint**(Point point) {

this.s = point.y + "#" + point.x;

}

private Object **readResolve**() {

out.println("SerializedPoint.readResolve");

out.println("\tthis = " + this);

final String[] tokens = this.s.split("#");

final Point p = new Point(

Integer.parseInt(tokens[1]), Integer.parseInt(tokens[0]));

out.println("\treturning "+ p);

return p;

}

@Override

public String **toString**() {

return this.getClass().getSimpleName() + " [" + this.s + "]";

}

}

public int **x**;

public int **y**;

public **Point**(int x, int y) {

this.x = x;

this.y = y;

}

private Object **writeReplace**() {

out.println("Point.writeReplace");

out.println("\tthis = " + this);

final SerializedPoint sp = new SerializedPoint(this);

out.println("\treturning " + sp);

return sp;

}

@Override

public String **toString**() {

return this.getClass().getSimpleName()

+ " [" + this.x + ", " + this.y + "]";

}

}

Anhand der Ausgaben wird deutlich, was hier passiert:

Point [1, 2]

Point.writeReplace

this = Point [1, 2]

returning SerializedPoint [2#1]

SerializedPoint.readResolve

this = SerializedPoint [2#1]

returning Point [1, 2]

Point [1, 2]

false

Ein Point wird nicht als solcher, sondern in der Form eines SerializedPoint-Objekts serialisiert.

Nun zum eingentlichen Thema.

Im Package f existiert das funktionales Interface Foo (welches das Interface Serializable erweitert):

package **f**;

import java.io.Serializable;

@FunctionalInterface

public interface **Foo** extends Serializable {

public void **run**();

}

Wir beginnen mit Klassen, die in einem statischen Kontext definiert sind.

### Serialisierung im statischen Kontext

Die Klasse s.Application (s steht für static) ruft zwei statische demo-Methoden auf. Application selbst ist nicht serialisierbar:

package **s**;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

demoAnonymous();

demoLambda();

}

// s.u.

}

Die erste demo-Methode serialisiert ein Objekt einer anonymen Klasse

static void **demoAnonymous**() {

Foo f0 = new **Foo**() {

public void **run**() {

out.println("Hello");

}

};

Features.print(f0.getClass());

f0.run();

Foo f1 = SerializeUtil.serializeDeserialize(f0);

out.println(f1 == f0);

f1.run();

}

Die Serialisierung ist völlig unproblematisch. Hier die Ausgaben:

**s.Application$1** (null)

Constructors

s.**Application$1**()

Methods

public void s.Application$1.**run**()

Hello

false

Hello

Dass die Sache unproblematisch ist, liegt natürlich am statischen Kontext – also daran, dass die anonyme Klasse keine Referenz auf ein äußeres Objekt hat.

Ist die Serialsierung von Objekten anonymer Klassen überhaupt sinnvoll? Aber sicher: sofern sie Daten enthalten. Und anoynme Foo-Klassen können natürlich Instanzvariablen besitzen (auf die z.B. die run-Methode zugreift):

Foo f = new Foo() {

private int x = 42;

public void **run**() {

out.println(x++);

}

};

Auch die Serialisierung von Objekten von Lambda-Klassen ist problemlos – sofern auch die Lambdas in einem statischen Kontext definiert sind:

static void **demoLambda**() {

Foo f0 = () -> out.println("Hello");

Features.print(f0.getClass());

f0.run();

Foo f1 = SerializeUtil.serializeDeserialize(f0);

out.println(f1 == f0);

f1.run();

}

}

Die Ausgaben:

**s.Application$$Lambda$1/5358504** (null)

Constructors

private s.**Application$$Lambda$1/5358504**()

Methods

public void s.Application$$Lambda$1/5358504.**run**()

private final java.lang.Object

s.Application$$Lambda$1/5358504.**writeReplace**()

Hello

false

Hello

Was auffällt: Anders als bei anonymen Klassen gibt's bei Lambdas, die serialisierbar sind, die bereits oben erläuterte Methode writeReplace... (mit dieser Methode werden wir uns noch näher beschäftigen).

Eine Serialisierung solcher Objekte ist natürlich weniger sinnvoll – denn Objekte von Lambda-Klassen können keine Attribute besitzen (also keinen eigentlichen Zustand).

### Serialisierung im nicht-statischen Kontext

Im Unterschied zu der letzten Application-Klasse ist die Klasse i.Application (i steht für "Instance") serialisierbar (sie muss serialisierbar sein). Sie ruft vier nicht-statische demo-Methoden auf eine Application-Instanz auf:

package **i**;

// ...

import java.lang.invoke.SerializedLambda;

public class **Application** implements Serializable {

public static void **main**(String[] args) throws Exception {

Application appl = new Application();

appl.demoAnonymous();

appl.demoLambda();

appl.demoSerializedLambda();

appl.demoDeserializeSerializedLambda();

}

// s.u.

}

Es wird sich zeigen, dass im Kontext der Serialisierung von Objekten anonymer resp. Lambda-Klassen auch das in main erzeugte Appliation-Objekt serialisert / deserialisiert werden wird. Um dies zu zeigen, definieren wird die writeReplace- und die readResolve-Methode – um die Serialisierung / Deserialisierung beobachten zu können (wobei das Standardverhalten wird beibehalten wird):

private Object **writeReplace**() {

out.println(">> serializing " + this);

return this;

}

private Object **readResolve**() {

out.println("<< deserializing " + this);

return this;

}

Wir serialisieren zunächst eine Instanz einer anonymen Klasse:

void **demoAnonymous**() {

Foo f0 = new **Foo**() {

public void **run**() {

out.println("Hello " + Application.this);

}

};

Features.print(f0.getClass());

f0.run();

Foo f1 = SerializeUtil.serializeDeserialize(f0);

out.println(f1 == f0);

f1.run();

}

Die Ausgaben:

i.Application$1 (null)

Constructors

i.Application$1(i.Application)

Fields

final i.Application i.Application$1.this$0

Methods

public void i.Application$1.run()

Hello i.Application@52e922

>> serializing i.Application@52e922

<< deserializing i.Application@1c7c054

false

Hello i.Application@1c7c054

Die Ausgaben zeigen, dass nicht nur das Foo-Objekt, sondern auch das Application-Objekt serialisiert / deserialisiert wird – weil die Instanz der anonymen Klasse eine interne Referenz auf das Application-Objekt besitzt. Und diese Referenz ist nicht transient. Sie kann auch nicht einfach auf null gesetzt werden – denn sie ist final (was mit normalen Java-Mitteln unmöglich ist, ist allerdings per Reflection möglich...).

Die Ausgaben zeigen weiterhin, dass das via f1 referenzierte Foo-Objekt nun eine Referenz auf ein neues(!) Application-Objekt besitzt. (Es stellt sich natürlich die Frage, ob so etwas sinnvollerweise gewollt sein kann...)

In der folgenden Methode wird ein Objekt einer Lambda-Klasse serialisiert:

void **demoLambda**() {

Foo f0 = () -> out.println("Hello " + this);

Features.print(f0.getClass());

f0.run();

Foo f1 = SerializeUtil.serializeDeserialize(f0);

out.println(f1 == f0);

f1.run();

}

Die Ausgaben:

i.Application$$Lambda$1/11043253 (null)

Constructors

private i.Application$$Lambda$1/11043253(i.Application)

Fields

private final i.Application i.Application$$Lambda$1/11043253.arg$1

Methods

public void i.Application$$Lambda$1/11043253.run()

private final java.lang.Object

i.Application$$Lambda$1/11043253.writeReplace()

private static f.Foo i.Application$$Lambda$1/11043253.get$Lambda(i.Application)

Hello i.Application@52e922

>> serializing i.Application@52e922

<< deserializing i.Application@1fc625e

false

Auch hier wird im Kontext der Deserialisierung nicht nur ein neues Foo-Objekt erstellt, sondern auch ein neuen Application-Objekt.

Wie wir gezeigt haben, besitzt eine Lambda-Klasse, welche ein Interface implementiert, welches seinerseits Serializable erweitert, eine writeReplace-Methode besitzt. Was hat es mit dieser Methode auf sich? Wir können sie per Reflection aufrufen:

void **demoSerializedLambda**() throws Exception {

Foo f0 = () -> out.println("Hello " + this);

f0.run();

Method writeReplaceMethod =

f0.getClass().getDeclaredMethod("writeReplace");

writeReplaceMethod.setAccessible(true);

SerializedLambda lambda =

(SerializedLambda)writeReplaceMethod.invoke(f0);

out.println(lambda);

Method readResolveMethod =

lambda.getClass().getDeclaredMethod("readResolve");

readResolveMethod.setAccessible(true);

Foo f1 = (Foo)readResolveMethod.invoke(lambda);

f1.run();

out.println(f1 == f0);

}

writeReplace liefert offenbar ein Objekt der Klasse SerializedLambda zurück. Ein solches Objekt ist vergleichbar mit der in der Einleitung vorgestellten Demo-Klasse SerializedPoint. Also enthält diese Klasse dann die zu writeReplace inverse Methode readResolve. Rufen wir auch diese per Reflection auf das SerializedLambda auf, so erhalten wir ein neues Foo. Da aber keine Serialisierung stattgefunden hat, zeigt auch das neue Foo auf die "alte" Application.

Hier die Ausgaben:

Hello i.Application@52e922

SerializedLambda[

capturingClass=class i.Application,

functionalInterfaceMethod=f/Foo.run:()V,

implementation=invokeSpecial i/Application.lambda$1:()V,

instantiatedMethodType=()V,

numCaptured=1]

Hello i.Application@52e922

false

In der letzten Methode wird – just for fun – gezeigt, wie das SerializedLamba eines Foo-Objekts als Input für die Serialisierung verwendet werden kann. Das Resultat der Deserialisierung ist dann wiederum ein Foo-Objekt (das hört sich auf den ersten Blick alles recht merkwürdig an, erscheint aber nach näheren Hinsehen plausibel):

void **demoDeserializeSerializedLambda**() throws Exception {

Foo f0 = () -> out.println("Hello " + this);

f0.run();

Method writeReplaceMethod =

f0.getClass().getDeclaredMethod("writeReplace");

writeReplaceMethod.setAccessible(true);

SerializedLambda lambda =

(SerializedLambda)writeReplaceMethod.invoke(f0);

Foo f1 =

(Foo)SerializeUtil.deserialize(SerializeUtil.serialize(lambda));

f1.run();

out.println(f1 == f0);

}

Die Ausgaben:

Hello i.Application@52e922

>> serializing i.Application@52e922

<< deserializing i.Application@20c684

Hello i.Application@20c684

false

Hier wurde auch wieder ein neues Application-Objekt erzeugt.

### Resultate

Sofern anonyme- resp. Lambda-Klassen in einem statischen Kontext definiert sind, ist die Serialisierung / Deserialisierung ihrer Objekte unproblematisch (Voraussetzung ist natürlich, dass das von den Klassen implementierte Interface seinerseits serialisierbar ist).

Sind die anonymen- resp. Lambda-Klassen in einen nicht-statischen Kontext definiert, wird bei der Serialisierung ihrer Objekte immer auch das "äußere Objekt" mit in die Serialisierung einbezogen. Und bei der Deserialisierung entsteht nicht nur ein neues Objekt der anonymen- resp. Lambda-Klasse, sondern auch immer ein neues "äußeres Objekt".

Objekte anonymer Klassen werden als solche serialisiert; Objekte von Lambda-Klassen werden in Form von SerializedLambdas serialisiert.

## Generics

Im folgenden untersuchen wird den Zusammenhang zwischen anonymen- resp. Lambda-Klassen und Generics. (Und by the way: Hierbei werden uns erneut die SerializedLambdas begegnen.)

Die folgenden Demo-Methoden benutzen jeweils anonyme- resp. Lambda-Klassen, die in einem statischen Kontext definiert sind. Wir hätten auch einen nicht-statischen Kontext wählen können – für die hier darzustellenden Zusammenhänge ist die Wahl des Kontextes nicht weiter relevant.

Wir benutzen nun ein generisches Interface (welche allerdings wieder Serializable erweitert):

package appl;

import java.io.Serializable;

@FunctionalInterface

public interface **Foo**<T> extends Serializable {

public void **run**(T value);

}

Es geht um folgende Frage: Gegeben sei eine Referenz vom Typ Foo<?>, die auf irgendein Foo-Objekt zeigt – z.B. auf ein Foo<String>, ein Foo<Integer> oder ein Foo<Foo>. Kann aufgrund einer solchen Referenz zur Laufzeit der aktuelle Typ des Typ-Parameters ermittelt werden (also String, Integer oder Foo)?

Eine etwa vorschnelle Antwort lautet: "nein" – aber diese Anwort ist eben etwas vorschnell. Wenn die Anwort aber "ja" lautet – wozu kann man ein solches Wissen dann nutzen? Wissen sollte nicht nutzlos sein...

### Analyse einer anonymen generischen Klasse

In der ersten (statischen) Methode wird eine dieses Interface implementiernde Klasse anlysiert. Als aktueller Typ-Parameter wird String verwendet:

static void **analyseAnonymous**() throws Exception {

Foo<String> f = new **Foo**<String>() {

public void **run**(String value) {

out.println(value);

}

};

f.run("Hello");

Class<?> cls = f.getClass();

Features.print(cls);

out.println("getGenericInterfaces...");

Type[] ifaces = cls.getGenericInterfaces();

for(Type iface : ifaces)

out.println("\t" + iface);

Type iface = ifaces[0];

System.out.println(iface);

System.out.println(iface.getClass());

ParameterizedType pt = (ParameterizedType)iface;

out.println("getActualTypeArguments...");

Type[] argTypes = pt.getActualTypeArguments();

for (Type argType : argTypes)

out.println("\t" + argType);

Class<?> argClass = (Class<?>) argTypes[0];

out.println(argClass);

}

Hier die Ausgaben (an einer Stelle etwas verkürzt):

Hello

appl.Application$1 (null)

Constructors

appl.Application$1()

Methods

public void appl.Application$1.run(java.lang.String)

public void appl.Application$1.run(java.lang.Object)

getGenericInterfaces...

appl.Foo<java.lang.String>

appl.Foo<java.lang.String> class sun...ParameterizedTypeImpl

getActualTypeArguments...

class java.lang.String

class java.lang.String

Die anonyme Klasse enthält zwei run-Methoden – die eine ist mit Object, die andere mit String parametrisiert. Eigentlich aber hätten wird doch nur die mit Object parametrisierte Methode erwartet – da wir doch wissen, dass im Zuge der Kompilation die ganzen generischen Informationen "verdampfen".

Also scheint der Umstand, dass bei der Instantiierung der Klasse als aktueller Typ-Parameter String verwendet wurde, doch irgenwo auch zur Laufzeit wieder "auffindbar" zu sein. Man könnte per Reflection diejenige run-Methode ermitteln, deren Parameter-Typ nicht Object ist – der Typ dieses Parameters ist dann der aktuelle, bei der Instantiierung der Klasse verwendete Typ-Parameter.

Es geht aber auch noch anders, einfacher:

Die Class-Methode getGenericInterfaces liefert einen Array von Type-Objekten zurück (java.lang.reflect.Type) – genauer: einen Array von Objekten, deren Klassen das Interface Type implementieren. In unserem Falle implementiert die anonyme Klasse nur ein einziges Interface: Foo. Also wird auch nur ein einziges Type-Objekt geliefert. Die Type-Referenz kann gecastet werden auf ParameterizedType (denn das Interface Foo ist ein parametrisierter Typ). Auf die ParameterizedType-Referenz kann die Methode getActualTypeArguments aufgerufen werden. Da Foo nur ein einziges Typ-Argument hat, wird nur ein einziger Type zurückgeliefert – und dieser kann auf Class gecastet werden. Und das Resultat lautet: String.class!

### Analyse einer generischen Lambda-Klasse

Wie sieht's aus, wenn Foo<T> nicht in Form einer anonymen, sondern in Form einer Lambda-Klasse implementiert ist?

static void **analyseLambda**() throws Exception {

Foo<String> f = value -> out.println(value);

f.run("Hello");

Class<?> cls = f.getClass();

Features.print(cls);

out.println("getGenericInterfaces...");

Type[] ifaces = cls.getGenericInterfaces();

for (Type iface : ifaces)

out.println("\t" + iface);

Type iface = ifaces[0];

System.out.println(iface);

// ParameterizedType pt = (ParameterizedType)iface; // runtime error

}

Dort gibt's offenbar keinen ParameterizedType. Hier die Ausgabe:

Hello

appl.Application$$Lambda$1/17699851 (null)

Constructors

private appl.Application$$Lambda$1/17699851()

Methods

public void appl.Application$$Lambda$1/17699851.run(java.lang.Object)

private final java.lang.Object appl.Application$$Lambda$1/17699851.writeReplace()

getGenericInterfaces...

interface appl.Foo

interface appl.Foo

Es gibt nur eine einzige run-Methode – und deren Parameter ist vom Typ Object.

Was also bei anonymen Klasse möglich ist, scheint bei Lambda-Klassen nicht zu funktionieren.

Es sei denn, man benutzt einen Trick:

### Benutzung von SerializedLambda

static void **analyseSerializedLambda**() throws Exception {

Foo<String> f0 = value -> out.println(value);

Class<? extends Foo> cls0 = f0.getClass();

Method writeReplaceMethod = cls0.getDeclaredMethod("writeReplace");

writeReplaceMethod.setAccessible(true);

SerializedLambda lambda =

(SerializedLambda) writeReplaceMethod.invoke(f0);

final String implClassName = lambda.getImplClass().replace('/', '.');

final Class<?> implClass = Class.forName(implClassName);

Features.print(implClass);

final String methodName = lambda.getImplMethodName();

out.println(methodName);

Method method = null;

for (final Method m : implClass.getDeclaredMethods()) {

if (m.getName().equals(methodName)) {

method = m;

break;

}

}

Class<?> argType = method.getParameterTypes()[0];

out.println(argType);

}

Aufgrund eines Objekts einer Lambda-Klasse besorgen wird uns dessen serialisierte Form: wir besorgen uns ein SerializedLambda. Dieses Objekt enthält u.a. den Namen derjenigen Klasse, welche den Bytecode der Lambda-Klasse enthält (wir erinnern uns: der Bytecode ist in der class-Datei der umschließenden Klasse gespeichert – hier: der Klasse Application). Das SerializedLambda enthält zudem den Namen der lambda$...-Methode, die den Bytecode der Lambda-Methode enthält.

Aufgrund des Namens der äußeren Klasse können wird das Class-Objekt dieser Klasse ermitteln (hier: Application.class). Dann können wir in dieser Klasse nach einer Methode suchen, deren Namen dem im SerializedLambda enthaltenen Methodennamen gleicht. Wenn schließlich diese Methode gefunden haben, können wird den Typ des Parameters dieser Methode bestimmen. Und erhalten (in unserem Falle): String.class!

Hier die Ausgaben der obigen demo-Methode:

**appl.Application** (null)

Constructors

public appl.**Application**()

Methods

public static void appl.Application.**main**(java.lang.String[])

// ...

static void appl.Application.**analyseSerializedLambda**()

static void appl.Application.**analyseAnonymous**()

static void appl.Application.**analyseLambda**()

static void appl.Application.**demoLambdaUtil**()

private static void appl.Application.**lambda$0**(java.lang.String)

private static void appl.Application.**lambda$1**(java.lang.String)

private static void appl.Application.**lambda$2**(java.lang.String)

lambda$1

class java.lang.String

### Die Utilitiy-Klasse LambdaUtil

Im shared-Projekt existiert eine Klasse LambdaUtil, welche auf Grundlage eines von einer generischen Lambda-Klasse stammenden Objekts die "Implementierung"-Methode liefert – und zwar derart, dass aus dem Parameter (resp. den Parametern) dieser Methode der aktuelle, bei der Instantiierung der Lambda-Klasse verwendete aktuelle Typ-Parameter (die aktuell verwendeten Typ-Parameter) ermittelt werden kann (können). Hier eine demo:

static void **demoLambdaUtil**() throws Exception {

Foo<String> f0 = value -> out.println(value);

Method m = LambdaUtil.getMethod(f0);

Class<?>[] argTypes = m.getParameterTypes();

for (Class<?> argType : argTypes) {

out.println("\t" + argType);

}

Class<?> argType = argTypes[0];

out.println(argType);

}

Die Ausgaben:

class java.lang.String

class java.lang.String

### Der Nutzen

Angenommen, wird definieren folgendes funktionale Interface (welches Serializable beerbt):

@FunctionalInterface

interface **Consumer**<T> extends Serializable {

public abstract void **consume**(T value);

}

Ein Consumer<X> kann ein X konsumieren (und kann natürlich auch ein Y konsumieren – vorausgesetzt, Y extends X).

Angenommen, wir bauen einen Array, in welchen String-, Integer- und Double-Objekte herumliegen:

final Object[] array = {

3.14, 10, "Hello", 20, 2.71, "World" };

Angenommen weiterhin, wird bauen vier Consumer – der erste kann Strings, der zweite Integers, der dritte Doubles und der vierte Numbers jedweder Sorte konsumieren:

final Consumer<String> stringConsumer = (v) -> out.println("\t" + v);

final Consumer<Integer> intConsumer = (v) -> out.println("\t" + v);

final Consumer<Double> doubleConsumer = (v) -> out.println("\t" + v);

final Consumer<Number> numberConsumer = (v) -> out.println("\t" + v);

Dann wäre es schön, folgende Zeilen schreiben zu können:

consume("all Strings", array, stringConsumer);

consume("all Ints", array, intConsumer);

consume("all Doubles", array, doubleConsumer);

consume("all Numbers", array, numberConsumer);

Wir setzen also die Existenz einer consume-Methode voraus, welcher neben einer Überschrift ein Object[]-Array und ein beliebiger Consumer übergeben werden kann.

Wir verlangen von den vier consume-Aufrufen folgende Ausgabe:

all Strings

Hello

World

all Ints

10

20

all Doubles

3.14

2.71

all Numbers

3.14

10

20

2.71

Hier die consume-Methode (welche wieder die LambdaUtil-Klasse des shared-Projekts nutzt):

public static void **consume**(String info,

Object[] array, Consumer<?> consumer) {

out.println(info);

final Method m = LambdaUtil.getMethod(consumer);

final Class<?> parameterType = m.getParameterTypes()[0];

for (Object value : array) {

if (parameterType.isAssignableFrom(value.getClass())) {

((Consumer)consumer).consume(value);

}

}

}

}

### Resultate

Sei folgendes funktionales Interface gegeben:

@FunctionalInterface

public interface **IFace**<A,B> {

public abstract void **func**(A a, B b);

}

Und sei folgende anonyme Klasse definiert und instantiiert:

IFace<String,Integer> iface = new **IFace**<String,Integer>() {

**func**(String s, Integer I) {

...

}

}

Dann können zur Laufzeit die aktuellen Typ-Parameter der anonymen Klasse ermittelt werden(also: String und Integer) – indem das Interface, welches dieser anonymen Klasse zugrunde liegt, als ParameterizedType betrachtet wird. Aus diesem können dann die ActualTypeArguments ermittelt werden.

Bei einer Lambda-Implementierung ist dies nicht so leicht möglich. Wenn aber das Interface von Serializable erbt:

@FunctionalInterface

public interface **IFace**<A,B> implements Serializable {

public abstract void **func**(A a, B b);

}

dann können auch hier die Typ-Parameter ermittelt werden.

Sei z.B. folgende Lambda-Klasse definiert und instantiiert:

IFace<String,Integer> **iface** = (s, i) -> {

...

};

Dann kann von dem "Lambda-Objekt" das SerialializedLamda-Objekt ermittelt werden – und aufgrund dieses Objekts dann die Implementierungs-Methode. Diese Methode ist mit den tatsächlichen, aktuell übergebenen Typ-Parametern parametriesiert.

## Fluent and typesafe Select-From-Where

Das folgende Beispiel ist ein erster Versuch des Autors dieses Skripts, so etwas wie LINQ (.NET) in Java zu implementieren – ein allererster Versuch. Im util-Package dieses Projekts sind eine Vielzahl von Klassen enthalten, die hier nicht weiter dargestellt werden können (sie arbeiten übrigens wieder mit den SerializedLambdas – ohne die geht's nicht; zudem wird der Bytecode mit ASM untersucht etc.). Wer's studieren will, soll's tun...

Wie gesagt: ein erster Versuch - das Resultat ist aber vielleicht bereits ganz schön.

Sei folgende Book-Klasse gegeben:

package **appl**;

// ...

public class **Book** {

public String **isbn**;

public String **title**;

public int **price**;

}

Dann können wir folgende Application scheiben:

package **appl**;

import static util.Query.from;

import static util.Util.mlog;

public class **Application0** {

public static void **main**(String[] args) {

demo1();

demo2();

demo3();

}

static void **demo1**() {

from(Book.class)

.select(b -> b.title)

.where(b -> b.isbn == "2222")

.log();

}

static void **demo2**() {

from(Book.class)

.select(b -> b.isbn, b -> b.price)

.where(b -> b.isbn == "2222")

.log();

}

static void **demo3**() {

from(Book.class)

.select(b -> b.isbn, b -> b.title, b -> b.price)

.where(b -> b.price > 40)

.log();

}

}

Das Ganze ist typsicher – und liest sich natürlich sehr flüssig.

Die Ausgaben:

select title from Book where isbn = '2222'

select isbn, price from Book where isbn = '2222'

select isbn, title, price from Book where price >= 40

Wie man sieht, werden automatisch korrekte SQL-Strings produziert.

Man beachte aber, dass es sich um nichts anderes als um ein Experiment handelt!

## Aufgaben

Studieren Sie die folgende Anwendung!

package ex1;

// ...

public interface **Handler**<T extends Component> extends Serializable {

public abstract void **handle**(T c);

}

package ex1;

// ...

import java.lang.reflect.Method;

import java.lang.reflect.ParameterizedType;

import util.LambdaUtil;

public class **Traverser** {

@SuppressWarnings("unchecked")

public static <T extends Component> void **traverse**(

Component component, Handler<T> handler) {

final Class<?> cls;

if (handler.getClass().isSynthetic()) {

final Method m = LambdaUtil.getMethod(handler);

cls = m.getParameterTypes()[0];

}

else {

final ParameterizedType pt =

(ParameterizedType)handler.getClass()

.getGenericInterfaces()[0];

cls = (Class<?>)pt.getActualTypeArguments()[0];

}

if (cls.isAssignableFrom(component.getClass()))

handler.handle((T)component);

if (component instanceof Container) {

final Container container = (Container)component;

for (int i = 0; i < container.getComponentCount(); i++) {

traverse(container.getComponent(i), handler);

}

}

}

}

package ex1;

// ...

import ex1.Handler;

import ex1.Traverser;

public class **MyFrame** extends Frame {

private final Panel **panelLeft** = new Panel();

private final Panel **panelRight** = new Panel();

private final Button **buttonHello** = new Button("Hello");

private final Button **buttonWorld** = new Button("World");

private final TextField **textFieldFoo** = new TextField("Foo", 10);

private final TextArea **textAreaBar** = new TextArea("World", 2, 10);

public **MyFrame**() {

this.setLayout(new FlowLayout());

this.panelLeft.setLayout(new FlowLayout());

this.panelRight.setLayout(new FlowLayout());

this.add(this.panelLeft);

this.add(this.panelRight);

this.panelLeft.add(this.buttonHello);

this.panelLeft.add(this.textFieldFoo);

this.panelRight.add(this.buttonWorld);

this.panelRight.add(this.textAreaBar);

this.pack();

this.setVisible(true);

this.addWindowListener(new **WindowAdapter**() {

public void **windowClosing**(WindowEvent e) {

MyFrame.this.dispose();

}

});

this.buttonHello.addActionListener(

e -> textComponentsToUpperCase());

this.buttonWorld.addActionListener(

e -> textComponentsToLowerCase());

}

private void **textComponentsToUpperCase**() {

Traverser.traverse(this, new **Handler**<TextComponent>() {

public void **handle**(TextComponent c) {

c.setText(c.getText().toUpperCase());

}

});

}

private void **textComponentsToLowerCase**() {

Traverser.traverse(this,

(TextComponent tc) -> tc.setText(tc.getText().toLowerCase()));

//Traverser.<TextComponent> traverse(this,

// tc -> tc.setText(tc.getText().toLowerCase()));

}

}

# Interfaces

In Interfaces können mit Java 8 nicht nur abstrakte Methoden und statische Konstanten definiert werden, sondern zusätzlich auch statische Methoden und sog. default-Methoden. Java unterstützt damit das, was man als "mixin inheritance" bezeichnet.

Der Vorteil ist klar. Einem Interface eine weitere abstrakte Methode hinzuzufügen, würde bedeuten, dass alle dieses Interface nutzende Klienten ihrerseits erweitert werden müssten: sie müssten die neue abstrakte Methode implementieren. Ein Interface kann aber problemlos um bereits implementierte Funktionalität erweitert werden, ohne dass die bisherigen Klienten des Interfaces sich darum kümmern müssen. Und zukünftige Klienten können von diesen Erweiterungen profitieren.

Die Interfaces von APIs können also unter Beibehaltung der Rückwärtskompatibilität erweitert werden – ohne den Vertrag mit den diese Interfaces nutzenden Klienten zu brechen. Die in Interfaces implementierten Methoden können dabei natürlich die bereits vorhandenen abstrakten Methoden nutzten. Und das von default-Methoden beschriebene Standardverhalten schließlich kann von konkreten Klassen jederzeit überschrieben werden.

Der Nachteil ist aber ebenso klar: Bislang dienten Interfaces nur der Spezifikation (von der Möglichkeit der Definition statischer Konstanten einmal abgesehen). Dieser "saubere" Interface-Begriff wird nun verwässert. Die Schönheit von Interfaces, die auf ihrer vollständigen Abstraktheit beruhte, geht verloren.

Resultat: Man sollte die neuen Möglichkeiten nur mit Bedacht nutzen.

## Start

Bislang konnten in einem Interface nur öffentliche abstrakte Methoden, öffentliche statische Konstanten und offentliche statische innere Klassen definiert werden:

public interface **Foo** {

int **x** = 42;

final int **y** = 43;

public static final int **z** = 44;

void **f**();

public void **g**();

public abstract void **h**();

class **C** { }

public static class **D** { }

}

Die Variable i sieht zwar aus wie eine nicht öffentliche Instanzvariable, ist aber static, public und final (implizit). Dasselbe gilt auch für y. Die Defintion von z ist die ausführlichste Definition – x und y sind implizit aber genauso definiert.

Auch bei der f-Definition fügt der Compiler die Modifizierer public und abstract automatisch hinzu; bei g wird abstract hinzugefügt. f und g haben also (implizit) exakt dieselben Modifizierer, die bei h explizit notiert sind.

Auch die hier definierte Klasse C ist public und static – genauso wie D.

Hier eine mögliche Implementierung des obigen Interfaces:

public class **FooImpl** implements Foo {

public void **f**() {

out.println("f()");

}

public void **g**() {

out.println("g()");

}

public void **h**() {

out.println("h()");

}

}

Ein FooImpl-Objekt kann nun über eine Foo-Referenz genutzt werden:

static void **demo**() {

Foo foo = new FooImpl();

out.println(Foo.x);

out.println(Foo.y);

out.println(Foo.z);

foo.f();

foo.g();

foo.h();

}

Soweit zum bisherigen Stand der Dinge.

## Statische Methoden

In Java 8 kann ein Interface auch statische Methoden enthalten:

public interface **Foo** {

static final int **x** = 42;

static void **printX**() {

out.println(x);

}

void **f**();

}

Statische Methoden eines Interfaces können natürlich auf statische Attribute dieses Interfaces zugreifen (oder eine andere statische Methode des Interfaces aufrufen).

Hier eine Implementierung des Foo-Interfaces:

public class **FooImpl** implements Foo {

public void **f**() {

out.println("f()");

}

}

Um die f-Methode aufzurufen, benötigt man natürlich eine Instanz einer konkreten, das Interfaces implementierenden Klasse; x und printX können aber über den Namen des Interfaces angesprochen resp. aufgerufen werden:

static void **demo**() {

Foo foo = new FooImpl();

out.println(Foo.x);

Foo.printX();

foo.f();

}

## Default-Methoden

Ein Interface kann in Java 8 auch Instanz-Methoden implementieren – vorausgesetzt, sie sind als default definiert und nicht final (default und final schließen sich natürlich aus gutem Grunde aus...):

public interface **Foo** {

void **f**();

default void **g**() {

out.print("g");

out.println("g()");

}

// default final void **h**() { // illegal

// out.println("h()");

// }

}

Semantisch gesehen sind default-Implementierungen ausdrücklich zum Überschreiben vorgesehen (eine konkrete Klasse könnte z.B. eine wesentliche performantere Implementierung anbieten - weil in ihr die konkrete Struktur der Daten bekannt ist, auf denen diese Methode operiert). Und dieser Semantik sollte man sich auch bewußt sein, wenn man eigene Interfaces mit solchen default-Methoden ausstattet.

Hier eine konkrete Implementierungsklasse:

public class **FooImpl** implements Foo {

public void **f**() {

out.println("f()");

}

@Override

public void **g**() {

out.println("gg()");

}

}

Die g-Methode von FooImpl ist wahrscheinlich performater als die g-Methode des Interfaces...

Eine Anwendung:

static void **demo**() {

Foo foo = new FooImpl();

foo.f();

foo.g();

}

Hier wird natürlich die überschriebene g-Methode aufgerufen.

Ein weiteres, diesmal tatsächlich einigermaßen "sinnvolles" Interface – das Interface YAC ("Yet another Comparator"):

public interface **YAC**<T> {

public abstract boolean **eq**(T v0, T v1);

public abstract boolean **gt**(T v0, T v1);

public default boolean **ge**(T v0, T v1) {

return this.gt(v0, v1) || this.eq(v0, v1);

}

public default boolean **lt**(T v0, T v1) {

return ! this.ge(v0, v1);

}

public default boolean **le**(T v0, T v1) {

return this.eq(v0, v1) || this.lt(v0, v1);

}

}

Eine von YAC abgeleitete instantiierbare Klasse muss nur zwei Methoden implementieren: eq und gt. Die drei weiteren Methoden des Interfaces werden alle auf diese beiden Methoden zurückgeführt.

Ein konkreter YAC zum Vergleich von Integer-Objekten:

YAC<Integer> yac = new **YAC**<Integer>() {

public boolean **eq**(Integer v0, Integer v1) {

return v0.equals(v1);

}

public boolean **gt**(Integer v0, Integer v1) {

return v0.compareTo(v1) > 0;

}

};

Alle folgenden Aufrufe der yac-Methoden liefern true:

static void **demoYAC**() {

out.println(yac.eq(1, 1));

out.println(yac.gt(2, 1));

out.println(yac.ge(1, 1));

out.println(yac.ge(2, 1));

out.println(yac.lt(1, 2));

out.println(yac.le(1, 2));

out.println(yac.le(1, 1));

}

## Konflikte

Was passiert, wenn zwei Interfaces Methode definieren, welche dieselbe Signatur haben – und eine Klasse dennoch beide Interfaces implementieren möchte? Solche Probleme gab's auch bereits im "alten" Java:

public interface **Foo** {

public abstact void **f**();

}

public interface **Bar** {

public abstact void **f**();

}

Foo und Bar spezifizieren beide eine parameterlose f-Methode vom Typ void. Eine Klasse, die beide Interfaces implementiert, kann natürlich nur eine einzige f-Methode enthalten:

public class **FooBar** implements Foo, Bar {

public void **f**() { ... }

}

Die Lösung war nie so richtig zufriedenstellend (in C# z.B. kann es dagegen für jede der beiden f-Methoden eine eigene Implementierung geben). Dieses Manko des "alten" Java konnte natürlich nicht beseitigt werden. Man könnte das Problem mit dem Hinweis abtun, solche Schwierigkeiten seien rein akademischer Natur und würden in der Praxis nicht auftreten (wer definiert schon eine Methode namens f???)

Bei den neuen default-Methoden hat man nun aber solche möglichen Konflikte sauber gelöst:

Sei sowohl in Foo und Bar die default-Methode f definiert:

public interface **Foo** {

public default void **f**() {

out.println("Foo.f");

}

}

public interface **Bar** {

public default void **f**() {

out.println("Bar.f");

}

}

Man möchte nun eine Klasse FooBar bauen, die beide Interfaces implementiert.

Folgende "Lösung" weist der Compiler zurück:

public class **FooBar** implements Foo, Bar {

}

Man kann aber in der Klasse eine eigene f-Methode implementieren:

public class **FooBar1** implements Foo, Bar {

public void **f**() {

out.println("FooBar1.f()");

}

}

Egal, ob ein FooBar1-Objekt nun über eine Foo- oder über ein Bar-Referenz angesprochen wird – es wird immer die eine f-Methode von FooBar1 aufgerufen werden. Die default-Methoden der Interfaces werden also überhaupt nicht aufgerufen.

In einer Methode der Implementierungsklasse können dann aber wieder die default-Implementierungen der Interfaces aufgerufen werden – über die Notation <Interface>.super.<Methode>:

public class **FooBar2** implements Foo, Bar {

public void **f**() {

Foo.super.f();

Bar.super.f();

}

}

Eine Anwendung:

static void **demo**() {

Foo foo = new FooBar1();

Bar bar = new FooBar2();

foo.f();

bar.f();

}

Die Ausgaben:

FooBar1.f()

Foo.f

Bar.f

## Fluent Programming

Im nächstern Kapitel werden die neuen funktionalen Interfaces der Standardbibliothek vorgestellt werden. Diese ermöglichen das, was man als "fluent programming" bezeichnet. Dabei wird eine Technik benutzt, die auf den ersten Blick recht unverständlich ist. Diese Technik wird im folgenden näher beleuchtet (sie benutzt funktionale Interfaces mit default-Methoden).

Die folgende Methode verwendet eine Klasse WorkerC:

static void **demoCSimple**() {

WorkerC w1 = v -> out.println("w1 : " + v);

WorkerC w2 = v -> out.println("w2 : " + v);

w1.andThen(w2).work(42);

}

Die Ausgaben:

w1 : 42

w2 : 42

Man könnte die Methode erweitern:

static void **demoCSimple**() {

WorkerC w1 = v -> out.println("w1 : " + v);

WorkerC w2 = v -> out.println("w2 : " + v);

WorkerC w3 = v -> out.println("w3 : " + v);

w1.andThen(w2).andThen(w3).work(42);

}

Die Ausgaben:

w1 : 42

w2 : 42

w3 : 42

(Die letzte Zeile der beiden obigen Code-Blöcke kann als "flüssiger Text" angesehen werden – daher der Name "fluent programming".)

Die Lösung sieht wie folgt aus:

@FunctionalInterface

public interface **WorkerC** {

public abstract void **work**(int value);

public default WorkerC **andThen**(WorkerC other) {

return v -> {

work(v);

other.work(v);

};

}

}

Was passiert in andThen? In andThen findet kein einziger Methdenaufruf statt – stattdessen wird ein neues Objekt erzeugt und zurückgeliefert.

Formulieren wir die obige Methode zunächst einmal etwas um:

static void **demoCSimple**() {

WorkerC w1 = v -> out.println("w1 : " + v);

WorkerC w2 = v -> out.println("w2 : " + v);

WorkerC w3 = w1.andThen(w2);

w3.work(42);

}

Wie leicht gezeigt werden könnte, wird in andThen ein neues WorkerC-Objekt erzeugt – auf welches dann work aufgerufen wird. Die eigentliche Arbeit (das out.println) verrichten aber natürlich die w1- und w2-Worker.

Um die Funktionsweise der andThen-Methode zu verstehen, definieren wir zunächst einmal ein Interface WorkerA, die ähnlich genutzt werden wie WorkerC:

public interface **WorkerA** {

public abstract void **work**(int value);

public default WorkerA **andThen**(final WorkerA other) {

return new Combiner(this, other);

}

}

Die andThen-Methode erzeugt einen neuen Combiner und liefert diesen als WorkerA zurück. Combiner muss also WorkerA implementieren:

public class **Combiner** implements WorkerA {

private final WorkerA **first**;

private final WorkerA **second**;

public **Combiner**(WorkerA first, WorkerA second) {

this.first = first;

this.second = second;

}

@Override

public void **work**(int value) {

this.first.work(value);

this.second.work(value);

}

}

Combiner ist eine instantiierbare Klasse. Ein Combiner dient dazu, zwei WorkerA zu kombinieren. Dem Konstruktur werden die zu kombinierenden WorkerA-Objekte übergeben, deren Referenzen in den Instanzvariablen first und second gespeichert werden. In der work-Methode wird dann zunächst die work-Methode den ersten WorkerA und dann die work-Methode des zweitern WorkerA aufgerufen.

Wie können diese Klassen nun wie folgt nutzen:

static void **demoA**() {

WorkerA w1 = new **WorkerA**() {

public void **work**(int v) {

out.println("w1 : " + v);

}

};

WorkerA w2 = new **WorkerA**() {

public void **work**(int v) {

out.println("w2 : " + v);

}

};

WorkerA w3 = w1.andThen(w2);

w3.work(42);

}

Oder kürzer:

static void **demoA**() {

WorkerA w1 = v -> out.println("w1 : " + v);

WorkerA w2 = v -> out.println("w2 : " + v);

WorkerA w3 = w1.andThen(w2);

w3.work(42);

}

In der andThen-Methode von WorkerA wurde ein Objekt der globalen Combiner-Klasse erzeugt. Man könnte hier natürlich auch ein Objekte einer anonymen Klasse erzeugen.

Bauen wird also ein Interface WorkerB:

@FunctionalInterface

public interface **WorkerB** {

public abstract void **work**(int value);

public default **WorkerB** andThen(final WorkerB other) {

return new **WorkerB**() {

public void **work**(int v) {

WorkerB.this.work(v);

other.work(v);

}

};

}

}

Die globale Combiner-Klasse ist nun migriert zu einer anonymen Klasse der work-Methode.

Wo sind die first- und second-Referenzen geblieben? Die Rolle der first-Referenz hat nun Worker.this übernommen; und der Wert des Parameters other ist in das erzeugte Objekt der anonymen Klasse hineinkopiert worden (weil other in work angesprochen wird). Die Rolle der second-Referenz hat also die other-Kopie übernommen.

Auch WorkerB funktioniert nun erwartungsgemäß.

Der letzte Schritt – die Klasse WorkerC.

Statt eines Objekts einer anonymen, von WorkerB abgeleiteten Klasse zu returnieren, wird ein Objekt returniert, welches über einen Lambda-Ausdruck erzeugt wird (und dessen Klasse natürlich WorkerC implementiert):

@FunctionalInterface

public interface **WorkerC** {

public abstract void **work**(int value);

public default WorkerC **andThen**(WorkerC other) {

return v -> {

this.work(v);

other.work(v);

};

}

}

Die Rolle, die in der letzten Lösung WorkerC.this spielte, spielt hier this. (Wobei man auf die explizite this-Angabe natürlich auch hätte verzeichten können.) Der Wert des other-Parameters von andThan ist auch hier in das "Lambda-Objekt" hineinkopiert worden. Auch das hier erzeugte Objekt enthält somit Referenzen auf zwei WorkerC-Objekte.

Eine kurze Analyse dieser Lösung (der Name der umschließenden Klasse ist Application):

static void **demoC**() {

mlog();

WorkerC w1 = v -> out.println("w1 : " + v);

WorkerC w2 = v -> out.println("w2 : " + v);

WorkerC w3 = w1.andThen(w2);

out.println(w1);

out.println(w2);

out.println(w3);

w3.work(42);

// ...

}

Die Ausgaben zeigen, dass drei verschiedene Objekte existieren – zwei davon sind in der umschleißenden Klasse Application erzeugt worden und das dritte im Kontext des WorkerC-Interfaces:

appl.**Application**$$Lambda$1/20112757@9ee92

appl.**Application**$$Lambda$2/11505757@f39991

appl.**WorkerC**$$Lambda$3/15710278@12b3a41

Wir geben die Features von w3 aus (von dem "Kombinations-Objekt"):

Features.print(w3.getClass());

**appl.WorkerC$$Lambda$3/...** (null)

Constructors

private appl.**WorkerC$$Lambda$3**/...(appl.WorkerC,appl.WorkerC)

Fields

private final appl.WorkerC appl.WorkerC$$Lambda$3/...**arg$1**

private final appl.WorkerC appl.WorkerC$$Lambda$3/...**arg$2**

Methods

public void appl.WorkerC$$Lambda$3/15710278.**work**(int)

// ...

Man erkennt: der Konstruktor hat zwei WorkerC-Parameter, die an die Felder arg$1 und arg$2 zugewiesen werden.

Wir benutzen schließlich eine kleine Helper-Methode readField, um zu zeigen, dass arg$1 tatsächlich auf das via w1 referenzierte WorkerC-Objekt zeigt und arg$2 auf das via w2 referenzierte Objekt:

out.println(readField(w3, "arg$1") == w1);

out.println(readField(w3, "arg$2") == w2);

Die Ausgaben:

true

true

Hier die kleine Helper-Methode:

static Object **readField**(Object obj, String name) {

try {

final Field field = obj.getClass().getDeclaredField(name);

field.setAccessible(true);

return field.get(obj);

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

Der Mechanismus, der "fluent programming" ermöglicht, besteht also darin, bei jedem Punkt ein neues(!) Objekt zu erzeugen und dieses zurückzuliefern...

## Default-Methoden und Dynamic Proxy

Können Dynamic-Proxies auch für solche Interfaces generiert werden, welche default-Methoden besitzen?

Wir verwenden zur Demonstration folgende InvocationHandler-Klasse:

package appl;

import java.lang.reflect.InvocationHandler;

import java.lang.reflect.Method;

import java.util.Arrays;

public class **TraceHandler** implements InvocationHandler {

final Object **target**;

public **TraceHandler**(Object target) {

this.target = target;

}

public Object **invoke**(Object proxy, Method method, Object[] args)

throws Throwable {

// quick and dirty...

System.out.println("--> " + method.getName() + " " +

Arrays.toString(args));

final Object result = method.invoke(this.target, args);

System.out.println("<-- " + method.getName() + " --> " +

result);

return result;

}

};

Sei nun folgendes Interface gegeben:

package appl;

public interface **MathService** {

public abstract double **sum**(double x, double y);

public default double **diff**(double x, double y) {

return this.sum(x, -y);

}

}

Und folgende Implementierung:

package appl;

public class **MathServiceImpl** implements MathService {

public double **sum**(double x, double y) {

return x + y;

}

}

Wir bauen eine kleine Demo-Applikation:

static void **demo**() {

final MathService m1 = new MathServiceImpl();

out.println(m1.sum(40, 2));

out.println(m1.diff(80, 3));

out.println();

final MathService m2 = (MathService)Proxy.newProxyInstance(

ClassLoader.getSystemClassLoader(),

new Class<?>[] { MathService.class },

new TraceHandler(m1));

out.println(m2.sum(40, 2));

out.println(m2.diff(80, 3));

out.println();

}

Alles funktioniert erwartungsgemäß:

42.0

77.0

--> sum [40.0, 2.0]

<-- sum --> 42.0

42.0

--> diff [80.0, 3.0]

<-- diff --> 77.0

77.0

## Aufgaben

### Interfaces - 1

Gegeben ist wieder folgende einfache Array-Klasse:

package ex1;

import java.util.Arrays;

public class **Array**<T> {

@SuppressWarnings("unchecked")

private T[] **elements** = (T[]) new Object[2];

private int **size**;

public void **add**(T element) {

this.ensureCapcity();

this.elements[this.size] = element;

this.size++;

}

public int **size**() {

return this.size;

}

public T **get**(int index) {

if (index < 0 || index >= this.size)

throw new IndexOutOfBoundsException();

return this.elements[index];

}

private void **ensureCapcity**() {

if (this.elements.length == size) {

this.elements = Arrays.copyOf(elements, this.size \* 2);

}

}

}

Erweitern Sie die Klasse derart, dass sie das Interface Iterable implementiert. Der Kopf der Klasse soll also wie folgt aussehen:

public class **Array**<T> implements Iterable<T>

Was fällt Ihnen am Interface Iterator auf?

### Interfaces - 2

Es existiert folgende Klasse:

package **ex2**;

// ...

public abstract class **Processor** {

public final void **run**(Reader reader) {

try(final Reader r = reader) {

this.begin();

for (int ch = r.read(); ch != -1; ch = r.read())

this.process((char)ch);

this.end();

}

catch(Exception e) {

throw new RuntimeException(e);

}

}

protected void **begin**() {

}

protected abstract void **process**(char ch);

protected void **end**() {

}

}

Die Klasse ist gemäß des Template-Method-Pattern aufgebaut. Die template-Methode run ruft die hook-Methoden begin, process und end auf. begin und end besitzen bereits eine Implementierung – process dagegen ist abstract. Der Grund für diesen Unterschied wird aus der folgenden Benutzung deutlich:

package **ex2**;

// ...

public class Application {

static class **PrintProcessor** extends Processor {

@Override

protected void **process**(char ch) {

System.out.print(ch);

}

}

static class **CharCountProcessor** extends Processor {

private int **count** = 0;

@Override

protected void **begin**() {

this.count = 0;

}

@Override

protected void **process**(char ch) {

this.count++;

}

@Override

protected void **end**() {

System.out.println(this.count);

}

}

public static void **main**(String[] args) {

PrintProcessor p1 = new PrintProcessor();

p1.run(new StringReader("hello"));

System.out.println();

CharCountProcessor p2 = new CharCountProcessor();

p2.run(new StringReader("world"));

System.out.println();

}

}

Der PrintProcessor muss nur process implementieren (es wäre nervig, wenn er auch begin und end implementieren müsste). Der CharCountProcessor aber überschreibt auch begin und end.

Zerlegen Sie die obige Processor-Klasse in zwei Teile – in die Klasse ProcessorRunner und Processor. Die Klasse ProcessorRunner enthält nur die run-Methode; diese delegiert an ein Objekt, dessen Klasse das Interface Processor implementiert. Dieses hat die Methoden begin, process und end. Die Methoden begin und end sollten dann bereits defaultmäßig implementiert sein. Und bringen Sie natürlich die Anwendung wieder zum Laufen...

# Neue funktionale Interfaces

Das Paket java.util.function enthält eine Reihe von neuen funktionalen Interfaces – Interfaces, die also als Target-Types von Lambdas genutzt werden können. Neben dem altbekannten Interface java.lang.Runnable existieren nun folgende grundlegende Interfaces:

* Ein Supplier (S) liefert einen Output.
* Eine Function (F) transformiert einen Input zu einen Output. Input und Output können unterschiedlichen Typs sein.
* Eine BiFunction (BiF) transformiert zwei Inputs zu einen Output. Die beiden Inputs können unterschiedlichen Typs sein.
* Ein Consumer (C) konsumiert einen Input (liefert aber keinen Output).
* Ein UnaryOperator (UnO) transformiert einen Input zu einem Output. Input und Output sind vom selben Typ.
* Ein BinaryOperator (BiO) transformiert zwei Inputs zu einem Output. Inputs und Output sind vom selben Typ.
* Ein Perdicate (P) schließlich transformiert einen Input zu einem Output vom Typ boolean.

(Natürlich gab es immer schon das Bedürfnis nach solchen Interfaces – vor Java 8 hat man sie allerdings selbst schreiben müssen...)

Hier eine Übersicht:

**Runnable**

void run()

**Supplier**

R get()

R

**Consumer**

void accept(T)

T

**BiFunction**

R apply(T0, T1)

R

T0

T1

**BinaryOperator**

T apply(T, T)

T

T

T

**UnaryOperator**

T apply(T)

T

T

**Function**

R apply(T)

R

T

**Predicate**

boolean test(T)

T

boolean

Im folgenden wird gezeigt werden, wie diese Interfaces definiert sind und wie sie genutzt werden können.

Insbesondere wird im letzten Abschnitt gezeigt, wie Implementierungen dieser Interfaces kombiniert werden können zur Spezifikation komplexer Abläufe – von Folgen von Berechnungen, von denen einige auch parallel ablaufen können (ein kleiner Vorgriff auf die Diskussion einer neuen Klasse im concurrent-Paket: CompletableFuture...)

Diese neuen Interfaces von Java 8 machen extensiv Gebrauch von Generics – insbesondere von Parametertypen der Form X<? extends T> und X<? super T>. Deshalb beginnen wir mit einem kleinen Exkurs zur Bedeutung solcher Parametertypen. (Dieser erste Abschnitt kann übersprungen werden, wenn diese Typen bereits sicher beherrscht werden.)

## Exkurs: Typ-Parameter

Seien drei Klassen gegeben: A, B und C – wobei B von A und C von B abgeleitet sind:

public class **A** {

public final int **x**;

public **A**(int x) {

this.x = x;

}

}

public class **B** extends A {

public final int **y**;

public **B**(int x, int y) {

super(x);

this.y = y;

}

}

public class **C** extends B {

public int **z**;

public **C**(int x, int y, int z) {

super(x, y);

this.z = z;

}

}

Ein A hat ein x; ein B hat zusätzlich ein y; und ein C-Objekt hat zusätzlich ein z.

Angenommen, wir wollen solche Objekte in einer Box verpacken. Morgen sollen in einer solchen Box natürlich noch andere Dinge verpackt werden. Dann bietet es sich an, eine generische Klasse zu definieren:

public class **Box**<T> {

private T **value**;

public **Box**(T value) {

this.value = value;

}

public void **set**(T value) {

this.value = value;

}

public T **get**() {

return this.value;

}

}

Bei Erzeugen einer Box muss bereits ein Inhalt (ein T) übergeben werden; der Inhalt kann ausgelesen werden (get); und eine Box kann einen neuen Inhalt bekommen (set).

Angenommen, wir erzeugen nun drei Schachteln – die erste enthält ein A, die zweite ein B und die dritte ein C:

Box<A> ba = new Box<>(new A(1));

Box<B> bb = new Box<>(new B(1, 2));

Box<C> bc = new Box<>(new C(1, 2, 3));

Angenommen, wir möchten eine Methode schreiben, welcher sowohl eine Box<A>, eine Box<B> und eine Box<C> übergeben werden können. Ein Versuch:

static void **tuWas**(Box<A> box) {

// ...

}

Man kann dieser Methode zwar eine Box<A> übergeben:

tuWas(ba)

Nicht aber die bb und bc-Box:

tuWas(bb); // illegal

tuWas(bc); // illegal

M.a.W.: B ist zwar kompatibel (zuweisbar) zu A, Box<B> aber nicht zu Box<A>:

A <--- B

A <--- C

Box<A> <-/- Box<B>

Box<A> <-/- Box<C>

Man kann nun aber eine Methode mit einem Parameter des Typs Box<? extends A> schreiben:

static void **extendsA**(Box<? extends A> box) {

A a = box.get();

out.println(a);

//box.set(new A(10)); // illegal

//box.set(new B(10,20)); // illegal

//box.set(new C(10,20,30)); // illegal

box.set(null); // the only way to call set...

}

Frage: warum kann zwar die get-Methode problemlos aufgerufen werden, nicht aber die set-Methode (bzw. diese nur mit null)? (Das hat seinen Sinn!)

Dieser Methode können sowohl ba, bb als auch bc übergeben werden:

extendsA(ba);

extendsA(bb);

extendsA(bc);

Es gilt also:

Box<? extends A> <--- Box<A>

Box<? extends A> <--- Box<B>

Box<? extends A> <--- Box<C>

Eine weitere Methode:

static void **extendsB**(Box<? extends B> box) {

B b = box.get();

out.println(b);

//box.set(new A(10)); // illegal

//box.set(new B(10,20)); // illegal

//box.set(new C(10,20,30)); // illegal

box.set(null); // the only way to call set...

}

(Auch hier ist ein "sinnvoller" Aufruf der set-Methode nicht zulässig.)

Dieser können die bb- und bc-Schachteln, nicht aber die ba-Schachtel übergeben werden:

// extendsB(ba); // illgeal

extendsB(bb);

extendsB(bc);

Und eine letzte Methode:

static void **extendsC**(Box<? extends C> box) {

C c = box.get();

out.println(c);

//box.set(new A(10)); // illegal

//box.set(new B(10,20)); // illegal

//box.set(new C(10,20,30)); // illegal

box.set(null); // the only way to call set...

}

(Auch hier funktioniert set nicht.)

Dieser Methode kann nurmehr bc übergeben werden:

//extendsC(ba);

//extendsC(bb);

extendsC(bc);

Die drei exends...-Methoden haben einen sog. "kovarianten" Parameter.

super ist invers zu extends. Wir bauen drei Methoden mit "kontravariantem" Parameter.

Hier die erste dieser Methoden:

static void **superA**(Box<? super A> box) {

Object o = box.get();

out.println(o);

box.set(new A(1));

box.set(new B(1, 2));

box.set(new C(1, 2, 3));

}

Der Parameter ist vom Typ Box<? super A>. Der Aufruf von get liefert "maximal" Object. Die set-Methode ist aufrufbar mit einer A-, mit einer B- und mit einer C-Referenz.

Wie kann die Methode aufgerufen werden? Ihr kann nur eine Box<A> übergeben werden:

superA(ba);

//superA(bb);

//superA(bc);

Eine zweite super-Methode:

static void **superB**(Box<? super B> box) {

Object o = box.get();

out.println(o);

//box.set(new A(1));

box.set(new B(1, 2));

box.set(new C(1, 2, 3));

}

Diese Methode kann die set-Methode nur noch mit einem B oder einem C aufrufen. get liefert ebenfalls wieder "maximal" Object.

Wie kann superB aufgerufen werden?

superB(ba);

superB(bb);

// superB(bc);

Beim Aufruf kann eine Box<A> oder eine Box<B> übergeben werden.

Und schließlich die letzte Methode:

static void **superC**(Box<? super C> box) {

Object o = box.get();

out.println(o);

//box.set(new A(1));

//box.set(new B(1, 2));

box.set(new C(1, 2, 3));

}

Die Methode kann an set nur noch ein C übergeben. Und get liefert weiterhin nur Object.

An superC können alle Schachteln übergeben werden.

superC(ba);

superC(bb);

superC(bc);

Man erkennt die "Symmetrie".

Regel:

Hat eine Methode einen Parameter p vom Typ P<? extends X>, so kann die Methode auf p nur solche Methoden aufrufen, die keinen Parameter vom Typ X verlangen (kann also keine "Setter" aufrufen). Sie kann aber Methoden aufrufen, die ein X zurückliefern (kann also "Getter" aufrufen).

Hat eine Methode einen Parameter p vom Typ P<? super X>, so kann sie Methoden auf p aufrufen, deren Parameter vom Typ X ist ("Setter").´Methoden von P, die ein X liefern, können zwar aufgerufen werden, liefern aber nur Object.

Kürzer (und ungenauer): Bei extends darf man nur lesen, aber nicht schreiben. Bei super darf man schreiben, aber nicht lesen.

Was muss der Aufrufer beachten?:

Einer Methode mit einem extends-Parameter kann man "mehr" übergeben, als sie verlangt – aber nicht "weniger". Einer Methode mit einem super-Parameter kann man "weniger" übergeben, als sie verlangt – aber nicht "mehr".

Nun zum eigentlichen Thema.

## Supplier

Ein Supplier hat was anzubieten – stellt irgendetwas zur Verfügung:

package java.util.function;

@FunctionalInterface

public interface **Supplier**<T> {

T **get**();

}

Ein Supplier könnte den Wert 42 zur Verfügung stellen.

Hier ein Beispiel mit einer anonymen Klasse:

static void **demoSupplier1**() {

Supplier<Integer> s = new **Supplier**<Integer>() {

public Integer **get**() {

return 42;

}

};

int v = s.get();

out.println(v);

}

Als Ausgabe wird 42 erscheinen. Der Supplier ist natürlich nicht sonderlich intelligent. Bei jedem get-Aufruf wird er stets dieselbe magische Zahl liefern. Ein Supplier könnte aber natürlich auch intelligenter sein...

Hier ein äquivalenter Supplier in Form eines Lambda-Ausdrucks

static void **demoSupplier2**() {

Supplier<Integer> s = () -> 42;

int v = s.get();

out.println(v);

}

Supplier ist mit T parametriesiert. T ist natürlich immer ein Referenztyp. Was bedeutet: in den obigen Lösungen wird immer geboxt (und un-geboxt): int zu Integer, Integer zu int. Deshalb gibt's für einige primitive Typen Spezialvarianten des Interfaces.

Z.B. das nicht-generische Interace IntSupplier, dessen get-Metode int liefert:

static void **demoIntSupplier**() {

IntSupplier s = new **IntSupplier**() {

public int **getAsInt**() {

return 42;

}

};

int v = s.getAsInt();

out.println(v);

}

static void **demoIntSupplier**() {

IntSupplier s = () -> 42;

int v = s.getAsInt();

out.println(v);

}

Man beachte den Namen der get-Methode: getAsInt.

Neben IntSupplier gibt's noch DoubleSupplier und LongSupplier. Alle anderen primitiven Typen können als Spezialfälle von int, long und double gelten (byte, short und char können auf int abgebildet werden, float auf double). Solche Typ-Konvertierungen nimmt der Compiler automatisch vor. Und beim Boolean–Typ gibt's kein Problem – es gibt nur zwei Werte (sollte nur diese beiden geben): Boolean.TRUE und Boolean.FALSE.

Hier ein etwas intelligenteren IntSupplier:

static void **demoIntRangeSupplier**() {

IntSupplier s = new **IntSupplier**() {

int n = 0;

public int **getAsInt**() {

return n == 10 ? 0 : ++n;

}

};

for (int v = s.getAsInt(); v != 0; v = s.getAsInt())

System.out.print(v + " ");

System.out.println();

}

Die Ausgaben:

1 2 3 4 5 6 7 8 9 10

## Consumer

Ein Consumer ist das genaue Gegenstück zu einem Supplier.

Ein Cosnumer kann konsumieren – er akzeptiert das, was ihm zur Konsumption vorgelegt wird. Wenn er etwas konsumiert hat, könnte er das, was übrigbleibt, an einen weiteren Consumer weiterreichen:

package java.util.function;

@FunctionalInterface

public interface **Consumer**<T> {

void **accept**(T t);

default Consumer<T> **andThen**(Consumer<? super T> after) {

return (T t) -> { accept(t); after.accept(t); };

}

}

Man beachte dass andThen bereits implementiert ist (trotzdem ist es ein funktionales Inerface: es hat genau eine SAM).

Der folgende Consumer konsumiert, indem er das zu konsumierende Objekt (ein Integer-Objekt) ausspuckt. Wir füttern ihn mit 42:

static void **demoConsumer**() {

Consumer<Integer> c = v -> System.out.println(v);

c.accept(42);

}

Supplier und Consumer sind invers zueinander – aber gerade deshalb können sie auch zusammenspielen:

static void **demoSupplierConsumer**() {

Supplier<Integer> supplier = () -> 42;

Consumer<Integer> consumer = v -> System.out.println(v);

consumer.accept(supplier.get());

}

Was der Supplier anbietet (natürlich 42), wird an den Consumer zur Konsumption weitergereicht. Letzerer wird dann die 42 ausgeben...

Das klingt schon sehr nach Pipeline-Verarbeitung...

Wir bauen also eine pipe-Methode:

static <T> void **pipe**(Supplier<? extends T> s, Consumer<? super T> c) {

c.accept(s.get());

}

Man beachte, dass ser Supplier-Parameter kovariant ist (extends), der Consumer-Parameter umgekehrt aber kontravariant ist (super).

Und rufen sie wie folgt auf:

static void **demoPipe**() {

Supplier<Integer> supplier = () -> 42;

Consumer<Integer> consumer = v -> System.out.println(v);

pipe(supplier, consumer);

}

Seien wieder die in der Einleitung vorgestellten Klassen A, B und C gegeben (wobei B von A und C von B abgeleitet sind).

Wenn ein Supplier verspricht, ein C bereitzustellen, und wenn der Consumer ein solches C verlangt – dann können beide natürlich problemlos via pipe zusammengebracht werden (beide sind auf gleicher Augenhöhe):

static void **demoPipeCC**() {

Supplier<C> supplier = () -> new C(1, 2, 3);

Consumer<C> consumer = c -> System.out.println(c.x + c.y + c.z);

pipe(supplier, consumer);

}

Angenommen, der Supplier stellt wieder ein C bereit – und der Consumer ist mit jedem A zufrieden (ein anspruchsloser Consumer) : auch dann ist die Sache problemlos:

static void **demoPipeCA**() {

Supplier<C> supplier = () -> new C(1, 2, 3);

Consumer<A> consumer = a -> System.out.println(a.x);

pipe(supplier, consumer);

}

Der Consumer betrachtet das ihm übergebene C-Objekt natürlich nur als a – und gibt nur den Wert des x-Attributs aus (also 1).

Und der Consumer kann natürlich auch ein B verlangen:

static void **demoPipeCB**() {

Supplier<C> supplier = () -> new C(1, 2, 3);

Consumer<B> consumer = b -> System.out.println(b.x + b.y);

pipe(supplier, consumer);

}

Stellt der Supplier nun ein B zur Verfügung, darf der Cosumer natürlich A verlangen:

static void **demoPipeBA**() {

Supplier<B> supplier = () -> new B(1, 2);

Consumer<A> consumer = a -> System.out.println(a.x);

pipe(supplier, consumer);

}

Stellt aber der Supplier nur ein B zur Verfügung, kann ein Consumer, der ein C möchte (also ein anspruchsvoller Consumer), leider nicht bedient werden (und dafür, dass dies nicht funktioniert, sorgt der Compiler):

static void **demoPipeBC**() {

Supplier<B> supplier = () -> new B(1, 2);

Consumer<C> consumer = c -> System.out.println(c.x + c.y + c.z);

// pipe(supplier, consumer); // illegal

}

(Man übersetzte A nach "Getränk", B nach "Wein" und C nach "Rotwein"....)

Ein Consumer kann das, was bei der Konsumption übrig bleibt, weiterreichen. Es geht also um die andThen-Methode des Interfaces:

static void **demoAndThen**() {

Consumer<Integer> c1 = v -> System.out.println("c1: " + v);

Consumer<Integer> c2 = v -> System.out.println("c2: " + v);

Consumer<Integer> c3 = v -> System.out.println("c3: " + v);

c1.andThen(c2).andThen(c3).accept(42);

}

Die 42 wird dreimal ausgegeben werden: zuerst von c1, dann von c2 und dann von c3. Hier die Ausgaben:

c1: 42

c2: 42

c3: 42

Arbeiten wir wieder mit A, B und C. Dabei ist zu beachten, dass der Parameter von andThen kontravariant ist.

Ein Consumer der ein C konsumiert, kann einen Nachfolger haben, der auch mit weniger zufrieden ist (er darf nur nicht mehr verlangen); und der Nachfolger dieses Nachfolgers kann sich wiederum mit weniger zufrieden geben...:

static void **demoAndThenCBA**() {

Consumer<C> c1 = c -> System.out.println("c1: " + (c.x + c.y + c.z));

Consumer<B> c2 = b -> System.out.println("c2: " + (b.x + b.y));

Consumer<A> c3 = a -> System.out.println("c3: " + (a.x));

c1.andThen(c2).andThen(c3).accept(new C(1, 2, 3));

}

Die umgekehrte Reihung würde vom Compiler als fehlerhaft zurückgewiesen:

c3.andThen(c2).andThen(c1).accept(new A(1)); // illegal

Auch hier gibt's Spezialvarianten des Interfaces: IntConsumer, LongConsumer und DoubleConsumer:

static void **demoIntConsumer**() {

IntConsumer c = x -> System.out.println(x);

c.accept(42);

}

Consumer (und auch natürlich Supplier) spielen in der Standardbibliothek eine wichtige Rolle. Hier ein Beispiel:

Das Iterable-Interface der Standardbibliothek wurde um eine default-Methode erweitert (eine, die nicht unbeding die performanteste ist – aber immer funktioniert):

public interface **Iterable**<T> {

Iterator<T> **iterator**();

default void **forEach**(Consumer<? super T> action) {

for (T t : this) {

action.accept(t);

}

}

// ...

}

forEach verlangt einen Consumer (der nicht mehr verlangen darf als T hergibt).

Da das Interface List von Iterable erbt, kann forEach auf List-Referenzen aufgerufen werden:

static void **demoListForEach**() {

List<Integer> list = Arrays.asList(10, 20, 30);

list.forEach(element -> System.out.println(element));

}

Die Ausgabe:

10

20

30

Die forEach-Methode ist übrigens in der Klasse ArrayList (die ihrerseits ja von List abgeleitet ist) überschrieben:

public class **ArrayList**<E> implements List<E> ... {

// ...

@Override

public void **forEach**(Consumer<? super E> action) {

final int expectedModCount = modCount;

final E[] elementData = (E[]) this.elementData;

final int size = this.size;

for (int i=0; modCount == expectedModCount && i < size; i++) {

action.accept(elementData[i]);

}

if (modCount != expectedModCount) {

throw new ConcurrentModificationException();

}

}

}

Wie man sieht, wird auf direkte Weise auf den Array zugegriffen, welcher einer ArrayList als Speicherfläche dient – und dies ist perfomanter als die default-Implementierung im Iterable-Interface.

### BiConsumer

Manche Consumer brauchen nicht nur Wein, sondern auch Käse. Man benötigt also ein weiteres Interface:

@FunctionalInterface

public interface **BiConsumer**<T, U> {

void accept(T t, U u);

default BiConsumer<T, U> **andThen**(BiConsumer<? super T, ? super U> after) {

// ...

}

}

Der folgende BiConsumer braucht einen Zahl und einen String:

static void **demoBiConsumer**() {

BiConsumer<Integer, String> c =

(i, s) -> System.out.println(i + " " + s);

c.accept(42, "Hello");

}

## Function

Eine Funktion bildet irgendetwas auf irgendetwas anderes ab (oder – ein Extremfall – ein irgendetwas auf dieses irgendetwas selbst – dann heißt die Funktion "Identitäts-Funktion").

Das Function-Interface hat zwei Typ-Parameter: T bezeichnet den Input-Typ, R den Output-Typ (den Resultat-Typ – daher R). Die Methode apply ist die einzige abstrakte Methode. Sie ist dazu gedacht, ein T auf ein R abzubilden:

package java.util.function;

@FunctionalInterface

public interface **Function**<T, R> {

R **apply**(T t);

default <V> Function<V, R> **compose**(

Function<? super V, ? extends T> before) {

return (V v) -> apply(before.apply(v));

}

default <V> Function<T, V> **andThen**(

Function<? super R, ? extends V> after) {

return (T t) -> after.apply(apply(t));

}

static <T> Function<T, T> **identity**() {

return t -> t;

}

}

Die drei default-Methoden werden später besprochen. Zunächst zu apply. Hier eine Function, welche eine String bekommt und einen Integer liefert:

static void **demoFunction**() {

Function<String, Integer> f = v -> Integer.parseInt(v);

int v = f.apply("42");

System.out.println(v);

}

Die apply-Methode liefert aufgrund der Zeichenkette "42" den Zahlenwert 42.

Verbinden wir wieder einen Supplier mit einem Consumer – schalten diesmal aber eine Function dazwischen:

static void **demoSupplierFunctionConsumer**() {

Supplier<String> supplier = () -> "42";

Function<String, Integer> function = v -> Integer.parseInt(v);

Consumer<Integer> consumer = v -> System.out.println(v);

consumer.accept(function.apply(supplier.get()));

}

Kann die letzte Zeile allgemeingültig formuliert werden? Kann die bereits bekannte pipe-Methode um einen Function-Parameter erweitert werden? Hier die Lösung:

static <S,T> void **pipe**(

Supplier<? extends S> s,

Function<S,T> f,

Consumer<? super T> c) {

c.accept(f.apply(s.get()));

}

Die Function verlangt S und verspricht T. Dann muss der Supplier "mindestens" S liefern – und der Consumer darf "höchstens" T verlangen. Der Supplier-Parameter ist kovariant, der Consumer-Parameter kontravariant. Die Function-Parameter schließlich sind nonvariant.

Die erste Anwendung der pipe-Methode (die Function verlangt String und liefert Integer; der Supplier liefert String; der Consumer verlangt Integer – das passt genau):

static void **demoSupplierFunctionConsumerIntegerToString**() {

Supplier<String> supplier = () -> "42";

Function<String, Integer> function = v -> Integer.parseInt(v);

Consumer<Integer> consumer = v -> System.out.println(v);

pipe(supplier, function, consumer);

}

Die zweite Anwendung benutzt wieder A, B und C. Die Function verlangt C und liefert B. Der Supplier liefert C – das passt genau. Der Consumer verlangt A – das ist zwar "weniger" als die Funntion liefert – aber passt:

static void **demoSupplierFunctionConsumerCToB**() {

Supplier<C> supplier = () -> new C(1, 2, 3);

Function<C, B> function = (c) -> new B(c.x + 1, c.y + 1);

Consumer<A> consumer = a -> System.out.println(a.x);

pipe(supplier, function, consumer);

}

Die Ausgabe lautet 2. (Von dem anfänglichen C-Objekt ist also wenig "übriggeblieben"...)

Wie kann die default-Methode andThen benutzt werden? Wir definieren drei Functions und verbinden sie mit andThen:

static void **demoAndThen**() {

Function<Integer, Integer> f1 = x -> x + 1;

Function<Integer, Integer> f2 = x -> 2 \* x;

Function<Integer, Integer> f3 = x -> x \* x;

int v = f1.andThen(f2).andThen(f3).apply(3);

System.out.println(v); // -> 64

}

Woher kommt 64? 3 + 1 ergibt 4; 2 \* 4 ergibt 8; und 8 \* 8 ergibt 64. Wie der Name der Funktion sagt: zuerst wird f1, dann f2 und dann f3 angewandt.

Die default-Methode compose funktioniert genau anders herum:

static void **demoCompose**() {

Function<Integer, Integer> f1 = x -> x + 1;

Function<Integer, Integer> f2 = x -> 2 \* x;

Function<Integer, Integer> f3 = x -> x \* x;

int v = f1.compose(f2).compose(f3).apply(3);

System.out.println(v); // -> 19

}

Und natürlich können andThen und compose kombinert werden:

static void **demoAndThenCompose**() {

Function<Integer, Integer> f1 = x -> x + 1;

Function<Integer, Integer> f2 = x -> 2 \* x;

Function<Integer, Integer> f3 = x -> x \* x;

int v = f1.andThen(f2).compose(f3).apply(3);

System.out.println(v); // -> 20

}

Am "Ende der Zeile" aber steht immer apply. "fluent programming"...

Die statische(!) Methode identity liefert eine Function, die sich keinerlei Mühe gibt: sie liefert jeweils genau das zurück, was man ihr gibt:

static void **demoIdentity**() {

Function<Integer, Integer> f = Function.identity();

int v = f.apply(42);

System.out.println(v); // -> 42

}

IntFunction ist ein spezialisiertes Interface. Der Input ist int – der Output muss über einen Typ-Parameter spezifiziert werden:

static void **demoIntFunctionInteger**() {

IntFunction<Integer> f = x -> 2 \* x;

int v = f.apply(42);

System.out.println(v); // -> 84

}

Auch die apply-Methode der folgenden IntFunction verlangt einen int-Wert; sie liefert aber ein Double-Objekt:

static void **demoIntFunctionDouble**() {

IntFunction<Double> f = x -> Math.sqrt(x);

double v = f.apply(2);

System.out.println(v); // -> 1.41...

}

Neben IntFunction gibt's natürlich auch LongFunction und DoubleFunction.

### BiFunction

Die apply-Methode einer BiFunction verlangt zwei Argumente. BiFunction hat also drei Typ-Parameter: Input-1, Input-2 und Output:

package java.util.function;

@FunctionalInterface

public interface **BiFunction**<T, U, R> {

R **apply**(T t, U u);

default <V> BiFunction<T, U, V> **andThen**(

Function<? super R, ? extends V> after) {

return (T t, U u) -> after.apply(apply(t, u));

}

}

Pythagoras spielt mit einem rechtwinkligen Dreieck und berechnet aufgrund der beiden Katheten die Hypothenuse des Dreiecks:

static void **demoBiFunction**() {

BiFunction<Integer, Integer, Double> f =

(x, y) -> Math.sqrt(x \* x + y \* y);

double d = f.apply(3, 4);

System.out.println(d);

}

Und man könnte z.B. auch aus einem A und einem B ein C bauen:

static void **demoBiFunctionABC**() {

BiFunction<A, B, C> f = (a, b) -> new C(a.x, b.x, b.y);

C c = f.apply(new A(1), new B(2, 3));

System.out.println(c.x + " " + c.y + " " + c.z);

}

## UnaryOperator

UnaryOperator ist von Function abgeleitet – wobei der Output vom selben Typ ist wie der Input. Von Function erbt sie natürlich die apply-Methode.

@FunctionalInterface

public interface **UnaryOperator**<T> extends Function<T, T> {

static <T> **UnaryOperator**<T> identity() {

return t -> t;

}

}

Das folgende Objekt repräsentiert den unären Minus-Operator:

static void **demoUnaryOperator**() {

UnaryOperator<Integer> op = x -> -x;

System.out.println(op.apply(42));

}

Und 42 kann natürlich auch auf 42 abgebildet werden:

static void **demoIdentity**() {

UnaryOperator<Integer> op = UnaryOperator.identity();

System.out.println(op.apply(42));

}

Das List-Interface der Standardbibliothek enthält die default-Implementierung von replaceAll. Dieser Methode wird ein UnaryOperator übergeben, dessen apply-Methode für jedes Element der Liste aufgerufen wird. Ihr wird das bisherige Element der Liste übergeben – sie muss das neue Element zurückliefern (welches dann an die Stelle des alten Elements gesetzt wird):

public interface **List**<E> ... {

// ...

default void **replaceAll**(UnaryOperator<E> operator) {

final ListIterator<E> li = this.listIterator();

while (li.hasNext()) {

li.set(operator.apply(li.next()));

}

}

}

Die Klasse ArrayList überschreibt dieses Implementierung (natürlich zum Zwecke der Optimierung):

public class **ArrayList**<E> ... {

// ...

@Override

void **replaceAll**(UnaryOperator<E> operator) { ... }

}

In der folgenden Anwendung wird jedes Element einer Integer-Liste durch einen Wert ersetzt, der das 10-fache des vorgefundenen Werts beträgt:

static void **demoListReplaceAll**() {

List<Integer> list = new ArrayList<>(Arrays.asList(10, 20, 30));

list.replaceAll(x -> x \* 10);

list.forEach(x -> System.out.println(x)); // -> 100 200 300

}

## BinaryOperator

BinaryOperator ist abgeleitet von BiFunction – wobei die Inputs und der Output allesamt vom selben Typ sind. Von BiFunction erbt das Interface natürlich u.a. die apply-Methode.

@FunctionalInterface

public interface **BinaryOperator**<T> extends BiFunction<T,T,T> {

public static <T> BinaryOperator<T> **minBy**(

Comparator<? super T> comparator) {

return (a, b) -> comparator.compare(a, b) <= 0 ? a : b;

}

public static <T> BinaryOperator<T> **maxBy**(

Comparator<? super T> comparator) {

return (a, b) -> comparator.compare(a, b) >= 0 ? a : b;

}

}

Die statischen Methoden minBy und maxBy erzeugen einen neuen BinaryOperator, der einen Comparator benutzt (lassen also einen Comparator als BinaryOprator "erscheinen").

Der folgende BinaryOperator repräsentiert die Plus-Operation für Integer:

static void **demoBinaryOperator**() {

BinaryOperator<Integer> op = (x, y) -> x + y;

System.out.println(op.apply(40, 2)); // -> 42

}

Hier eine Anwendung von minBy und maxBy:

static void demoMinByMaxBy() {

BinaryOperator<String> min =

BinaryOperator.minBy((x, y) -> x.compareTo(y));

BinaryOperator<String> max =

BinaryOperator.maxBy((x, y) -> x.compareTo(y));

System.out.println(min.apply("Hello", "World")); // -> "Hello"

System.out.println(max.apply("Hello", "World")); // -> "World"

}

Neben dem generischen Interface gibt's auch hier spezialisierte Interfaces.

Um zwei int-Werte zu einem neuen zu verknüpfen, kann IntBinaryOperator verwendet werden:

static void **demoIntBinaryOperator**() {

IntBinaryOperator op = (x, y) -> x + y;

System.out.println(op.applyAsInt(40, 2)); // 42

}

Um double-Werte binär zu verknüpfen, kann DoubleBinaryOperator verwendet werden:

static void **demoDoubleBinaryOperator**() {

DoubleBinaryOperator op = (x, y) -> x + y;

System.out.println(op.applyAsDouble(40, 2)); // -> 42.0

}

## Predicate

Ein Predicate bekommt einen Input. Es schaut sich diesen Input an, überlegt, und liefert dann entweder true oder false. Ein Predicate ist also ein Tester – und die Test-Methode heißt test:

package java.util.function;

@FunctionalInterface

public interface **Predicate**<T> {

boolean **test**(T t);

default Predicate<T> **and**(Predicate<? super T> other) {

return (t) -> test(t) && other.test(t);

}

default Predicate<T> **negate**() {

return (t) -> !test(t);

}

default Predicate<T> **or**(Predicate<? super T> other) {

return (t) -> test(t) || other.test(t);

}

static <T> Predicate<T> **isEqual**(Object targetRef) {

return (null == targetRef)

? Objects::isNull

: object -> targetRef.equals(object);

}

}

Das folgende Predicate liefert kann auf Integer angewandt werden. Es liefert true, wenn der Input gerade ist, ansonsten false:

static void **demoPredicate**() {

Predicate<Integer> p = v -> v % 2 == 0;

System.out.println(p.test(3)); // -> false

System.out.println(p.test(4)); // -> true

}

Mittels der default-Methode and können zwei Predicates zu einem neuen verknüpft werden – dessen test-Methode dann (und nur dann) true liefert, wenn die test-Methoden der beiden verknüpften Predicates true liefern:

static void **demoAnd**() {

Predicate<Integer> p1 = v -> v > 10;

Predicate<Integer> p2 = v -> v < 20;

System.out.println(p1.and(p2).test(3)); // -> false

System.out.println(p1.and(p2).test(30)); // -> false

System.out.println(p1.and(p2).test(13)); // -> true

}

Damit dürfte auch die Bedeutung der or-Methode klar sein.

Die Klasse ArrayList der Standardbibliothek definiert eine Methode removeIf. Dieser Methode wird ein Predicate übergeben, welches auf jedes Element der Liste angewandt wird. Liefert das Predicate den Wert true, wird das entsprechende Element aus der Liste entfernt:

public class **ArrayList**<E> ... {

// ...

@Override

public boolean **removeIf**(Predicate<? super E> filter) { ... }

}

Im folgenden Beispiel werden alle geraden Zahlen aus einer Integer-Liste entfernt:

static void **demoListRemoveIf**() {

// List<Integer> list = Arrays.asList(1, 2, 3, 4, 5, 6);

List<Integer> list = new ArrayList<>(

Arrays.asList(1, 2, 3, 4, 5, 6));

list.removeIf(x -> x % 2 == 0);

list.forEach(x -> System.out.println(x)); // 1 3 5

}

(Hinweis: Die Factory-Methode Arrays.asList liefert eine List, welche die removeIf-Methode nicht(!) unterstürzt. Deshalb ist die Benutzung dieser Methode im obigen Beispiel auskommentiert.)

## Reader-Writer-Beispiel

Eine Eingabe soll zeichenweise gelesen werden; und eine Ausgabe mit Zeichen gefüllt werden.

Für das Lesen der Eingabe ist ein CharacterReader zuständig. CharacterReader implementiert Supplier<Character> - er kann Zeichen zur Verfügung stellen. Dem Konstruktor wird ein Reader übergeben:

public class **CharacterReader** implements Supplier<Character> {

private final Reader **reader**;

public **CharacterReader**(Reader reader) {

this.reader = reader;

}

public Character **get**() {

try {

int ch = reader.read();

return ch < 0 ? null : (char) ch;

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

}

Die get-Methode liefert bei jedem Aufruf das jeweils nächste Zeichen – resp. null, wenn EOF erreicht ist.

Ein CharacterReader erlaubt es also, einen Reader als Supplier<Character> zu behandeln.

Ein CharacterWriter ist für das Schreiben in eine Ausgabe verantwortlich. Im wird ein Writer übergeben. Die Klasse implementiert das Interface Consumer<Character>:

public class **CharacterWriter** implements Consumer<Character> {

private final Writer **writer**;

public **CharacterWriter**(Writer writer) {

this.writer = writer;

}

public void **accept**(Character ch) {

try {

writer.write(ch);

writer.flush();

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

}

Ein CharacterWriter erlaubt es also, einen Writer wie einen Consumer<Character> zu behandeln.

Die folgende Beispiel-Applikation benutzt eine Function – eine Function, die jedes Zeichen auf die UpperCase-Form dieses Zeichens abbildet:

public class **ToUpper** implements Function<Character, Character> {

public Character **apply**(Character ch) {

return Character.toUpperCase(ch);

}

}

Weiterhin existiert eine allgemeine process-Methode, der ein Supplier, eine Function und ein Consumer übergeben werden:

static <T, R> void **process**(

Supplier<T> supplier,

Function<T, R> function,

Consumer<R> consumer) {

T t;

while ((t = supplier.get()) != null) {

R r = function.apply(t);

consumer.accept(r);

}

}

Die process-Methode ruft wiederholt den Supplier auf (bis dieser null liefert). Der Output des Suppliers wird dann als Input an die Function übergeben; und schließlich wird der Output der Function als Input an den Consumer übergeben.

Hier eine Anwendung der obigen Klassen und Methoden:

static void **demo1**() {

String input = "abc\n";

Supplier<Character> reader =

new CharacterReader(new StringReader(input));

Function<Character, Character> toUpper =

new ToUpper();

Consumer<Character> writer =

new CharacterWriter(new PrintWriter(System.out));

process(reader, toUpper, writer);

}

Die Ausgabe:

ABC

Hier eine etwa kompaktere Variante:

static void **demo2**() {

String input = "abc\n";

process(

new CharacterReader(new StringReader(input)),

ch -> Character.toUpperCase(ch),

ch -> System.out.print(ch));

}

## Expressions-Beispiel

Das folgende Beispiel verwendet UnaryOperators und BinaryOperators, um einen numerischen Ausdruck zu berechnen. Der numerische Ausdruck existiert in Form eines Baumes von Expression-Objekten.

Zunächst ein Klassendiagramm:

inner

left

right

***Expression***

*double evaluate()*

**NumberExpression**

double value

double evaluate()

**UnaryExpression**

double evaluate()

**BinaryExpression**

double evaluate()

***UnaryOperator***

*double apply(x)*

***BinaryOperator***

*double apply(x, y)*

Die Basisklasse Expression spezifiziert eine parameterlose evaluate-Methode, die double liefern muss.

public abstract class **Expression** {

public abstract double **evaluate**();

}

Eine NumberExpression hat einen value – eben dieser wird von evaluate geliefert:

public class **NumberExpression** extends Expression {

private final double **value**;

public **NumberExpression**(double value) {

this.value = value;

}

public double **evaluate**() {

return this.value;

}

}

Eine UnaryExpression hat eine Referenz auf irgendeine andere Expression (namens inner) – und eine Referenz auf einen UnarayOperator:

public class **UnaryExpression** extends Expression {

private final UnaryOperator<Double> **op**;

private final Expression **inner**;

public **UnaryExpression**(UnaryOperator<Double> op, Expression inner) {

this.op = op;

this.inner = inner;

}

public double **evaluate**() {

return op.apply(this.inner.evaluate());

}

}

Die evaluate-Methode evaluiert zunächst die von inner referenzierte Expression. Das Ergebnis wird dann an die apply-Methode des UnaryOperators weitergereicht – um das Resulat dieser apply-Methode dann zurückzuliefern.

EIne BinaryExpression hat zwei Expression-Referenzen: left und right – und eine Referenz auf einen BinaryOperator:

public class **BinaryExpression** extends Expression {

private final BinaryOperator<Double> **op**;

private final Expression **left**;

private final Expression **right**;

public **BinaryExpression**(BinaryOperator<Double> op,

Expression left, Expression right) {

this.op = op;

this.left = left;

this.right = right;

}

public double **evaluate**() {

return op.apply(this.left.evaluate(), this.right.evaluate());

}

}

evaluate benutzt den BinaryOperator, um den Wert der left- und der right-Expression zu einem neuen Wert zu verknüpfen, der dann zurückgeliefert wird.

Es werden vier BinaryOperators und ein UnaryOperator definiert:

public class **Operators** {

public static final BinaryOperator<Double> **PLUS** = (x, y) -> x + y;

public static final BinaryOperator<Double> **MINUS** = (x, y) -> x - y;

public static final BinaryOperator<Double> **TIMES** = (x, y) -> x \* y;

public static final BinaryOperator<Double> **DIV** = (x, y) -> x / y;

public static final UnaryOperator<Double> **UMINUS** = x -> -x;

}

Dann kann ein beispielhafter Expression-Baum aufgebaut werden und schließlich evaluiert werden:

Expression e1 = new NumberExpression(2);

Expression e2 = new NumberExpression(10);

UnaryExpression e3 = new UnaryExpression(UMINUS, e1);

BinaryExpression e = new BinaryExpression(PLUS, e2, e3);

out.println(e.evaluate());

Das Resulat:

8.0

Man hätte das Problem natürlich auch anders lösen können: Wir hätten von BinaryExpression die Klassen PlusExpression, MinusExpression etc. und von UnaryExpression die Klasse UnaryMinusExpression ableiten können. Die Berechnungs-Funktionalität könnte dann in diesen abgeleiteten Expression-Klassen implementiert sein – und wir benötigten keinerlei Operatoren. Worin liegt der Nachteil dieser möglichen Alternative?

## Simulation harter Arbeit

Insbesondere beim Experimentieren mit Multithreading-Anwendungen kommt es häufig darauf an, "harte Arbeit" zu simulieren – Arbeit, die Zeit dauert (z.B. die Ausführung eines komplexen SELECTs oder einen Zugriff auf ein entferntes Objekt).

Im folgenden wird zunächst unabhängig vom Multithreading-Kontext ein einfaches Beispiel vorgestellt, welches bestimmte Utility-Klassen aus dem shared-Projekt benutzt – Utiliy-Klassen, mittels derer harte Arbeit vorgetäuscht werden kann.

Sei z.B. die folgende execute-Methode gegeben:

static <T,R> void **execute**(

Supplier<T> supplier,

Function<T, R> function,

Consumer<R> consumer,

Runnable runnable) {

final T t = supplier.get();

final R r = function.apply(t);

consumer.accept(r);

runnable.run();

}

Die Methode führt die get-Methode des ihr übergebenen Suppliers aus; das Ergebnis dieses Aufrufs (ein T) wird an die apply-Methode der übergebenen Function weitergereicht; das Ergebnis dieser Function (ein R) wird an die accept-Methode eines Consumers weitergereicht; und schließlich wird noch die run-Methode eines Runnables aufgerufen. Die wichtigsten funktionalen Interfaces sind hier also allesamt vertreten...

Hier ein beispielhafter Aufruf dieser execute-Methode:

static void **demo1**() {

execute(

() -> 21,

x -> 2 \* x,

x -> System.out.println(x),

() -> System.out.println("FIN")

);

}

Hier die Ausgaben:

42

FIN

Wir wollen nun aber dem Supplier, der Function, dem Consumer und dem Runnable bei ihrer Arbeit "zuschauen" – und das soll einigermaßen "gemütlich" vor sich gehen: bei den Aufrufen soll jeweils ein frei zu bestimmender Thread.sleep stattfinden.

Die folgende Methode benutzt Proxy-Klassen und -Methoden, deren Objekte die funktionalen Objekte kapseln.

import static util.functional.proxies.TraceAroundAdvice.traceConsumer;

import static util.functional.proxies.TraceAroundAdvice.traceFunction;

import static util.functional.proxies.TraceAroundAdvice.traceRunnable;

import static util.functional.proxies.TraceAroundAdvice.traceSupplier;

static void **demo2**() {

Work.useViewer();

Work.viewer.start();

execute(

traceSupplier("s", 1000, () -> 21),

traceFunction("f", 2000, x -> 2 \* x),

traceConsumer("c", 1500, x -> System.out.println(x)),

traceRunnable("R", 2500, () -> System.out.println("FIN")));

Work.viewer.stop();

}

Die Ausgaben (ihre Produktion dauert so etwa 7 Sekunden):

[ 1] >> s Supplier.get[]

[ 1] << s 21

[ 1] >> f Function.apply[21]

[ 1] << f 42

[ 1] >> c Consumer.accept[42]

42

[ 1] << c null

[ 1] >> R Runnable.run[]

FIN

[ 1] << R null

Die Protokollzeilen beginnen jeweils mit der ID desjenigen Threads, der die Anweisungen ausführt.

Statt die Lambdas direkt an execute zu übergeben, werden sie einer statischen trace... –Methode übergeben. Die Klasse dieser Methoden ist im shared-Projekt im Package util.functional.proxies implementiert. Auf ihre genauere Analyse soll hier verzichtet werden – eine solche Analyse sei dem Leser / der Leserin überlassen.

Wird die obige Methode zudem mit den folgenden Aufrufen eingeleitet:

Work.useViewer();

Work.viewer.start();

und mit folgendem Aufruf abgeschlossen:

Work.viewer.stop();

so findet zusätzlich eine grafische Ausgabe statt. Hier das Resultat:
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Die Work-Klasse ist im shared-Paket im Package util.workviewer implementiert.

## Multithreading

Die im letzten Abschnitt vorgestellten Work- und Viewer-Klassen sind eigentlich dazu gedacht, parallele Abläufe zu verdeutlichen (und Fehler in solchen Abläufen zu finden...!).

In diesem Abschnitt wird ein kleines "Mini-Framework" entwickelt, welches natürlich intensiv die neuen Mittel von Java 8 nutzt – insbesondere die neuen funktionalen Interfaces. Es handelt sich um ein "Framework", mittels dessen wir Schritte einer Berechnung spezifizieren können, die entweder sequentiell oder aber parallel ausgeführt werden können. (Genau dies ist auch der Sinn der in Java 8 neu eigeführten Klasse CompletableFuture – eine Klasse, die später im Multithreading-Kapitel ausführlich vorgestellt wird. Insofern sind die folgenden Erläuterungen auch als Einstieg in das Thema CompletableFuture brauchbar...)

Das Framework demonstriert, wie Supplier, Functions, Consumer und Runnables zu einem "höheren" System kombiniert werden können. Die Interfaces werden natürlich sinnvollerweise als Lambdas implementiert. Man könnte sie natürlich auch als anonyme Klassen implementieren – mit dem Effekt allerdings, dass solche Implementierungen nur noch schwer lesbar wären.

Zunächst wird ein Framework gebaut, welches die Schritte einer Spezifikation nur sequentiell ausführen kann. Anschließend wird das Framework derart umgebaut, dass auch parallele Verarbeitung ermöglicht wird.

Hier eine demo-Methode:

static void **demoSFFFSimple**() {

Node<Integer> n1 = Node.supply(() -> 4);

Node<Integer> n2 = n1.apply(x -> x + 1);

Node<Integer> n3 = n1.apply(x -> x - 1);

Node<Integer> n4 = n2.combine(n3, (x, y) -> x \* y);

Integer result = n4.get();

System.out.println(result);

}

Der Name deutet an, dass an den Schritten ein Supplier und drei Functions beteiligt sind.

Die ersten vier Zeilen können als "Spezifikation" verstanden werden: Ein Supplier stellt einen Wert bereit (hier: 4 – aber hier könnte natürlich auch eine Variable stehen). Dieser Wert wird an zwei Functions übergeben werden: die erste liefert einen Wert zurück, der um ein größer ist als der ihr übergebene Wert; die zweite liefert einen um 1 kleineren Wert zurück. Die Ergebnisse dieser beiden Functions werden dann an eine weitere Function (an eine BiFunction) übergeben, welche sie mulitplikativ verknüpft. Der Supplier und die Functions werden dabei jeweils in Node-Objekte eingehängt, welche zu einem gerichteten Grafen verbunden werden:

n1 : S

n2 : F

n3 : F

n4 : F

Es ist klar, dass die Schritte n2 und n3 parallel ausgeführt werden könnten. n4 kann natürlich erst dann ausgeführt werden, wenn sowohl n2 als auch n3 ihrer Ergebnisse geliefert haben. Und bevor nicht der Supplier seinen Wert geliefert hat, können natürlich auch n2 und n3 nicht starten.

Am Ende der obigen demo-Methode wird auf n4 die Methode get aufgerufen. Erst der Aufruf von get setzt die Verarbeitung in Bewegung - und liefert das Endergebnis zurück. Diese sollte dann den Wert 15 liefern – also das Resultat der folgenden Berechnung: (4–1)\*(4+1).

Das Studium der hier verwendeten Node-Klasse sei dem Leser / der Leserin überlassen – hier der komplette Code der Klasse:

package **sequential**;

import java.util.function.BiFunction;

import java.util.function.Consumer;

import java.util.function.Function;

import java.util.function.Supplier;

public abstract class **Node**<T> {

public abstract T **get**();

private static class **SupplierNode**<T> extends Node<T> {

public final Supplier<T> **supplier**;

public **SupplierNode**(Supplier<T> supplier) {

this.supplier = supplier;

}

private T **result** = null;

public T **get**() {

if (this.result == null)

this.result = this.supplier.get();

return this.result;

}

}

private static class **FunctionNode**<T, R> extends Node<R> {

private final Node<T> **previous**;

public final Function<T, R> **function**;

public **FunctionNode**(Function<T, R> function, Node<T> previous) {

this.previous = previous;

this.function = function;

}

private R **result** = null;

public R **get**() {

if (result == null) {

T value = this.previous.get();

result = function.apply(value);

}

return result;

}

}

private static class **BiFunctionNode**<T0, T1, R> extends Node<R> {

private final Node<T0> **previous0**;

private final Node<T1> **previous1**;

public final BiFunction<T0, T1, R> **function**;

public **BiFunctionNode**(BiFunction<T0, T1, R> function,

Node<T0> previous0, Node<T1> previous1) {

this.previous0 = previous0;

this.previous1 = previous1;

this.function = function;

}

private R **result** = null;

public R **get**() {

if (result == null) {

T0 value0 = this.previous0.get();

T1 value1 = this.previous1.get();

result = function.apply(value0, value1);

}

return result;

}

}

private static class **ConsumerNode**<T> extends Node<Void> {

private final Node<T> **previous**;

public final Consumer<T> **consumer**;

public **ConsumerNode**(Consumer<T> consumer, Node<T> previous) {

this.previous = previous;

this.consumer = consumer;

}

public Void **get**() {

T value = this.previous.get();

consumer.accept(value);

return null;

}

}

private static class **RunnableNode** extends Node<Void> {

private final Node<?> **previous**;

public final Runnable **runnable**;

public **RunnableNode**(Runnable runnable, Node<?> previous) {

this.previous = previous;

this.runnable = runnable;

}

public Void **get**() {

this.previous.get();

runnable.run();

return null;

}

}

public static <T> Node<T> **supply**(Supplier<T> supplier) {

return new SupplierNode<T>(supplier);

}

public <R> Node<R> **apply**(Function<T, R> function) {

return new FunctionNode<T, R>(function, this);

}

public <T0, R> Node<R> **combine**(Node<T0> other,

BiFunction<T, T0, R> function) {

return new BiFunctionNode<T, T0, R>(function, this, other);

}

public Node<Void> **accept**(Consumer<T> consumer) {

return new ConsumerNode<T>(consumer, this);

}

public Node<Void> **run**(Runnable runnable) {

return new RunnableNode(runnable, this);

}

}

Ein kleines Klassendiagramm mag das Verständnis dieses Codes erleichtern:

***Node***

*get()*

Node supply(Supplier)

Node apply(Function)

Node combine(

Node, BiFunction)

Node accept(Consumer)

Node run(Runable)

**SupplierNode**

Supplier supplier

get()

**ConsumerNode**

Node previous

Consumer consumer

get()

**FunctionNode**

Node previous

Function function

get()

**BiFunctionNode**

Node previous 0

Node previous 1

BiFunction function

get()

**RunnableNode**

Node previous

Runnable runnable

get()

Um den genauen Ablauf der Berechnungen zu protokollieren und die Berechnung nach menschlichen Maßstäben vernünftige Geschwindigkeit zu reduzieren, kann die obige demo-Methode wie folgt umgeschrieben werden:

static void **demoSFFF**() {

Node<Integer> n1 = Node.supply(traceSupplier("n1", 2000,

() -> 4));

Node<Integer> n2 = n1.apply(traceFunction("n2", 2000,

x -> x + 1));

Node<Integer> n3 = n1.apply(traceFunction("n3", 2000,

x -> x - 1));

Node<Integer> n4 = n2.combine(n3, traceBiFunction("n4", 2000,

(x, y) -> x \* y));

Integer result = n4.get();

System.out.println(result);

}

Das Protokoll:

[ 1] >> n1 Supplier.get[]

[ 1] << n1 4

[ 1] >> n2 Function.apply[4]

[ 1] << n2 5

[ 1] >> n3 Function.apply[4]

[ 1] << n3 3

[ 1] >> n4 BiFunction.apply[5, 3]

[ 1] << n4 15

15

Alle Berechnungen laufen im Hauptthread der Anwendung. Der Viewer zeigt folgendes Bild:
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Neben der oben verwendeten Klasse sequential.Node existiert die Klasse parallel.Node – eine Klasse, die Parallelität ermöglicht. Bei der Verwendung dieser Klasse zeigt der Viewer folgendes Bild:
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Die Berechnung ist offenbar schneller als die rein seqentielle. Thread 25 und Thread 26 führen parallel die beiden Functions aus.

Der Unterschied zur Klasse sequential.Node besteht nur in der Implementierung der get-Methoden – und in der Benutzung eines ExecutorServices:

package **parallel**;

import java.util.concurrent.ExecutorService;

import java.util.concurrent.Executors;

import java.util.concurrent.Future;

// ...

public abstract class **Node**<T> {

public static final ExecutorService **executor** =

Executors.Executors.newFixedThreadPool(10);

public abstract T **get**();

private static class **SupplierNode**<T> extends Node<T> {

// ...

synchronized public T **get**() {

if (this.result == null) {

Future<T> future = executor.submit(

() -> this.supplier.get());

this.result = xcall(() -> future.get());

}

return this.result;

}

}

private static class **FunctionNode**<T, R> extends Node<R> {

// ...

synchronized public R **get**() {

if (this.result == null) {

Future<R> future = executor.submit(() -> {

T value = this.parent.get();

return function.apply(value);

});

result = xcall(() -> future.get());

}

return result;

}

}

private static class **BiFunctionNode**<T0, T1, R> extends Node<R> {

// ...

synchronized public R **get**() {

if (this.result == null) {

Future<T0> future0 = executor.submit(() -> {

return this.previous0.get();

});

Future<T1> future1 = executor.submit(() -> {

return this.previous1.get();

});

T0 value0 = xcall(() -> future0.get());

T1 value1 = xcall(() -> future1.get());

Future<R> future = executor.submit(() -> {

return function.apply(value0, value1);

});

result = xcall(() -> future.get());

}

return result;

}

}

private static class **ConsumerNode**<T> extends Node<Void> {

// ...

public Void **get**() {

Future<Void> future = executor.submit(() -> {

T value = this.previous.get();

consumer.accept(value);

return null;

});

return xcall(() -> future.get());

}

}

private static class **RunnableNode** extends Node<Void> {

// ...

public Void **get**() {

Future<Void> future = executor.submit(() -> {

this.previous.get();

runnable.run();

return null;

});

return xcall(() -> future.get());

}

}

// ...

}

Die eigentliche Arbeit (Supplier,get, Function.apply, Consumer.accept und Runnable.run) wird nun jeweils in einem eigenen Thread ausgeführt. Man betrachte insbesondere die Klasse BiFunctionNode. Die get-Methode dieser Klasse führt die beiden Vorgänger-Schritte jeweils in einem eigenen Thread aus – so dass diese beiden Schritte parallel ausgeführt werden.

Abschließend sei angemerkt, dass die Typ-Parametrisierung der Node-Methoden noch verbesserungswürdig ist (? extends, ? super)...

## Serializable

Die functional Interfaces der Standardbibliothek sind (leider?) nicht von Serializable abgeleitet.

Wir können natürlich eigene functional Interfaces definieren, welche die Interfaces der Standardbibliothek und zusätzlich Serializable beerben:

public interface **SerializableFunction**<T, R>

extends Function<T, R>, Serializable {

}

Objekte, deren Klassen dieses Interface implementieren, können dann serialisiert werden:

static void **demoSerializableFunction**() throws Exception {

final int x = 42;

SerializableFunction<String, Integer> f = s -> x + s.length();

try(ObjectOutputStream out = new ObjectOutputStream(

new FileOutputStream("zzz.dat"))) {

out.writeObject(f);

}

try(ObjectInputStream in = new ObjectInputStream(

new FileInputStream("zzz.dat"))) {

Function<String, Integer> ff =

(Function<String, Integer>)in.readObject();

int result = ff.apply("Hello");

System.out.println(result);

}

}

Die Ausgabe: 44

(Man beachte, dass natürlich der Wert von x serialiert wird…)

Statt ein eigenes Interface zu definieren, das Serializable beerbt, können wir die Serialisierbarkeit auch bei der Erzeugung eines Objekts spezifizieren:

static void **demoFunction**() throws Exception {

final int x = 37;

Function<String, Integer> f =

(Function<String, Integer> & Serializable) s -> x + s.length();

try(ObjectOutputStream out = new ObjectOutputStream(

new FileOutputStream("zzz.dat"))) {

out.writeObject(f);

}

try(ObjectInputStream in = new ObjectInputStream(

new FileInputStream("zzz.dat"))) {

Function<String, Integer> ff =

(Function<String, Integer>)in.readObject();

int result = ff.apply("Hello");

System.out.println(result);

}

}

Die Ausgabe auch hier: 42.

Der Lambda-Ausdruck wird einfach wie folgt gecastet:

(Function<String, Integer> & Serializable)

Die Lambda-Klasse implementiert dann sowohl Function<String, Integer> als auch Serializable. (Das funktioniert nur deshalb, weil Serializable ein Marker-Interface ist!)

Ist es aber überhaupt sinnvoll, Objekte, deren Klassen functional Interfaces implementieren, zu serialisieren?

Wir implementieren eine kleine RMI-basierte Client-Server-Anwendung. Der Server besitzt eine Datenbasis von Book-Objekten – der Client kann beim Server Book-Objekte anfragen. Zur Spezifikation der Book-Liste, die der Server liefern soll, benutzt er ein (serialisierbares!) Predicate. Der Client formuliert das Predicate, der Server wird es "ausführen".

Die Klasse Book ist wie folgt definiert:

package **appl**;

public class **Book** implements Serializable {

public final String **isbn**;

public final String **title**;

public final String **author**;

public final int **year**;

public **Book**(String isbn, String title, String author, int year) { ... }

@Override

public String **toString**() { ... }

}

Hier der Server:

package **appl**;

// ...

public class **Server** {

static final Book[] **books** = new Book[] {

new Book("1111", "Pascal", "Wirth", 1960),

new Book("2222", "Modula", "Wirth", 1970),

new Book("3333", "Oberon", "Wirth", 1980),

new Book("4444", "Eiffel", "Meyer", 1990),

};

public static void **main**(String[] args) throws Exception {

try (final ServerSocket serverSocket = new ServerSocket(8000)) {

System.out.println("Waiting...");

try (final Socket socket = serverSocket.accept()) {

final ObjectInputStream in = new ObjectInputStream(

socket.getInputStream());

final ObjectOutputStream out = new ObjectOutputStream(

socket.getOutputStream());

final Object request = in.readObject();

final Predicate<Book> predicate = (Predicate<Book>) request;

final List<Book> response = new ArrayList<>();

for (Book book : books) {

if (predicate.test(book))

response.add(book);

}

System.out.println("Sending " + response);

out.writeObject(response);

}

}

}

}

Der Server beantwortet leider immer nur eine einzige Anfrage – aber immerhin. Er geht davon aus, dass der eingehende Request vom Typ Predicate<Book> ist. Mittels dieses Predicates berechnet er den Response – eine Liste derjenigen Books, mit denen das Predicate zufrieden ist.

Hier ein Client:

package **appl**;

// ...

public class **Client** {

public static void **main**(String[] args) throws Exception {

try (Socket socket = new Socket("localhost", 8000)) {

final ObjectOutputStream out =

new ObjectOutputStream(socket.getOutputStream());

final ObjectInputStream in =

new ObjectInputStream(socket.getInputStream());

final String author = "Wirth";

final int year = 1970;

final Predicate<Book> predicate =

(Predicate<Book> & Serializable)

book -> book.author.equals(author) && book.year >= year;

out.writeObject(predicate);

List<Book> books = (List<Book>)in.readObject();

books.forEach(System.out::println);

}

}

}

Der obige Client spezifiert seine Anfrage duch folgenden Ausdruck:

final Predicate<Book> predicate =

(Predicate<Book> & Serializable)

book -> book.author.equals(author) && book.year >= year;

Man beachte, dass in dem hier erzeugen Objekt auch die Werte der lokalen Variablen author und year enthalten sind (die Closure des Lambda-Ausdrucks).

Und eben dieses Lambda-Objekt wird via Serialisierung zum Server geschickt. Der Client erhält dann eine Liste von Books zurück:

Book [2222, Modula, Wirth, 1970]

Book [3333, Oberon, Wirth, 1980]

## Aufgaben

### Functional - 1

Sei folgende Klasse gegeben:

static class **Foo** {

public final int **i**;

public final String **s**;

public final String **data**;

public **Foo**(int i, String s, String data) {

this.i = i;

this.s = s;

this.data = data;

}

@Override

public String **toString**() {

return "Foo [i=" + i + ", s=" + s + ", data=" + data + "]";

}

}

Foo-Objekte sollen in einer BiMap gespeicher werden können. Die BiMap soll wie folgt genutzt werden können:

public static void **main**(String[] args) {

final BiMap<Integer, String, Foo> map = new BiMap<>(

(i, s) -> new Foo(i, s, i + ", " + s.toUpperCase()));

Foo f1 = map.get(1, "one");

System.out.println(f1);

// Foo [i=1, s=one, data=1, ONE]

Foo f2 = map.get(1, "one");

System.out.println(f1 == f2);

// true

map.get(1, "two");

map.get(5, "red");

map.get(5, "blue");

map.get(5, "green");

Map<String, Foo> m1 = map.get(1);

for(Map.Entry<String,Foo> e : m1.entrySet())

System.out.println(e.getKey() + " ==> " + e.getValue());

// one ==> Foo [i=1, s=one, data=1, ONE]

// two ==> Foo [i=1, s=two, data=1, TWO]

Map<String, Foo> m2 = map.get(5);

for(Map.Entry<String,Foo> e : m2.entrySet())

System.out.println(e.getKey() + " ==> " + e.getValue());

// red ==> Foo [i=2, s=red, data=2, RED]

// blue ==> Foo [i=2, s=blue, data=2, BLUE]

// green ==> Foo [i=2, s=green, data=2, GREEN]

System.out.println();

for (Integer i : map) {

Map<String, Foo> m = map.get(i);

for(Map.Entry<String,Foo> e : m.entrySet())

System.out.println(e.getKey() + " ==> " + e.getValue());

}

// one ==> Foo [i=1, s=one, data=1, ONE]

// two ==> Foo [i=1, s=two, data=1, TWO]

// red ==> Foo [i=5, s=red, data=5, RED]

// blue ==> Foo [i=5, s=blue, data=5, BLUE]

// green ==> Foo [i=5, s=green, data=5, GREEN]

}

### Functional - 2

Studieren Sie folgende Klasse:

package **ex2**;

import java.util.function.DoubleBinaryOperator;

public abstract class **Value** {

static private class **SimpleValue** extends Value {

final double **value**;

**SimpleValue**(double value) {

this.value = value;

}

public double **eval**() {

return this.value;

}

}

static private class **ValuePair** extends Value {

final Value **left**;

final Value **right**;

final DoubleBinaryOperator **op**;

public **ValuePair**(Value left, Value right, DoubleBinaryOperator op) {

this.left = left;

this.right = right;

this.op = op;

}

public double **eval**() {

return this.op.applyAsDouble(left.eval(), right.eval());

}

}

public Value **plus**(double v) {

return plus($(v));

}

public Value **minus**(double v) {

return minus($(v));

}

public Value **times**(double v) {

return times($(v));

}

public Value **div**(double v) {

return div($(v));

}

public Value **plus**(Value v) {

return new ValuePair(this, v, (x, y) -> x + y);

}

public Value **minus**(Value v) {

return new ValuePair(this, v, (x, y) -> x - y);

}

public Value **times**(Value v) {

return new ValuePair(this, v, (x, y) -> x \* y);

}

public Value **div**(Value v) {

return new ValuePair(this, v, (x, y) -> x / y);

}

public static Value **$(**double v) {

return new SimpleValue(v);

}

public abstract double **eval**();

}

Es existiert auch bereits ein Hauptprogramm:

package **ex2**;

import static ex2.Value.$;

public class **Application** {

public static void **main**(String[] args) {

Value v = $(42);

System.out.println(v.eval());

}

}

Die Ausgabe ist 42. Führen Sie mittels der Value-Klasse etwas komplexere Berechnungen durch (Strichrechung gemischt mit Punktrechnung etc.)! Programmieren Sie fluent!

# Erweiterungen der Standardbibliothek

Die Standardbibliothek ist natürlich von den neuen Möglichkeiten in Java 8 nicht unverschont geblieben. In den folgenden Abschnitten werden einige wichtige dieser Erweiterungen vorgestellt.

Eine Übersicht:

* Die Klasse Arrays ist insbesondere um die Möglichkeit erweitert worden, bestimme Aufgaben in parallel arbeitenden Threads auszuführen
* Das Interface Iterable ist um forEach erweitert worden; auch Collection und List wurden erweitert.
* Das Map-Interface hat einige Convenience-Methoden bekommen, welche den Umgang mit Maps wesentlich erleichtern.
* Comparator-Objekte können nun u.a. miteinander verknüpft werden.
* Optional ist eine neue Klasse, deren Objekte optionale Referenzen repräsentieren.
* Per Reflection können nun u.a. die Namen der formalen Parameter einer Methode ermittelt werden.
* Spliterator ist ein neues Interface, welches für Split-Join-Zwecke einsetzbar ist.

In den folgenden Abschnitte werden diese Erweiterungen detailliert vorgestellt.

## Arrays

Arrays ist u.a. wie folgt erweitern worden:

class **Arrays** {

public static <T> void **parallelSort**(T[] a,

Comparator<? super T> cmp)

public static void **parallelSort**(byte[] a)

public static void **parallelSort**(short[] a)

// ...

public static void **parallelSort**(double[] a)

public static <T> void **parallelSetAll**(

T[] array, IntFunction<? extends T> generator)

public static void **parallelSetAll**(

int[] array, IntUnaryOperator generator)

public static void **parallelSetAll**(

long[] array, IntToLongFunction generator)

public static void **parallelSetAll**(

double[] array, IntToDoubleFunction generator)

public static <T> void **setAll**(

T[] array, IntFunction<? extends T> generator)

public static void **setAll**(

int[] array, IntUnaryOperator generator)

public static void **setAll**(

long[] array, IntToLongFunction generator)

public static void **setAll**(

double[] array, IntToDoubleFunction generator)

// ...

}

### parallelSort

Zusätzlich zur sort-Methode gibt's nun die Methode parallelSort.

static void **demoParallelSort**() {

final Integer[] array = new Integer[] { 40, 10, 70, 30, 50 } ;

Arrays.parallelSort(array, (v1, v2) -> {

tlog("sort " + v1 + " " + v2);

return v1.compareTo(v2);

});

}

Die Ausgaben sind (auf den ersten Blick) überraschend:

[ 1 ] sort 10 40

[ 1 ] sort 70 10

[ 1 ] sort 70 40

[ 1 ] sort 30 40

[ 1 ] sort 30 10

[ 1 ] sort 50 40

[ 1 ] sort 50 70

Alles wird in einem einzigen Thread erledigt – aber nur deshalb, weil die Größe des zu sortierenden Arrays sehr klein ist. Mehere Threads würden sich hier noch nicht lohnen. Weiter unten wird das Performance-Verhalten der alten sort- und der neuen parallelSort-Methode etwas genauer untersucht.

### parallelSetAll

Neben setAll gibt's nun parallelSetAll (hier demonstriert an der parallelSetAll(int[])-Methode). Im Gegensatz zu parallelSort verwendet parallelSetAll auch bei einen kleinen Array bereits mehrere Threads:

static void **demoParallelSetAll**() {

final int[] array = new int[10];

Arrays.parallelSetAll(array, index -> {

tlog("setAll " + index);

return index \* 2;

});

for (int value : array)

out.print(value + " ");

out.println();

}

Die Ausgaben:

[ 1 ] setAll 6

[ 1 ] setAll 5

[ 12 ] setAll 7

[ 12 ] setAll 4

[ 12 ] setAll 3

[ 12 ] setAll 0

[ 12 ] setAll 9

[ 11 ] setAll 8

[ 10 ] setAll 2

[ 1 ] setAll 1

0 2 4 6 8 10 12 14 16 18

### parallelPrefix

Was mag parallelPrefix bewirken?:

static void **demoParallelPrefix**() {

final int[] array = new int[10];

Arrays.setAll(array, index -> index + 1);

Arrays.parallelPrefix(array, (left, right) -> {

tlog("parallelPrefix: " + left + " " + right);

return left + right;

});

for (int value : array)

out.print(value + " ");

out.println();

}

Die Ausgaben:

[ 1 ] parallelPrefix: 1 2

[ 1 ] parallelPrefix: 3 3

[ 1 ] parallelPrefix: 6 4

[ 1 ] parallelPrefix: 10 5

[ 1 ] parallelPrefix: 15 6

[ 1 ] parallelPrefix: 21 7

[ 1 ] parallelPrefix: 28 8

[ 1 ] parallelPrefix: 36 9

[ 1 ] parallelPrefix: 45 10

1 3 6 10 15 21 28 36 45 55

Die Bedeutung und Funktionsweise von parallelPrefix sollte nun klar sein...

### Performance von parallelSet und parallelSort

Abschließend soll die Performance parallelSetAll und parallelSort näher untersucht werden – jeweils im Vergleich zu setAll resp. sort:

Zunächst eine Test-Methode zu setAll / parallelSetAll:

static void **demoSetAllPerformance**(int arraySize,int loops) {

final int[] array = new int[arraySize];

new PerformanceRunner().run("

setAll " + array.length + " " + loops,

loops,

() -> Arrays.setAll(array, index -> 2 \* index));

new PerformanceRunner().run(

"parallelSetAll " + array.length + " " + loops,

loops,

() -> Arrays.parallelSetAll(array, index -> 2 \* index));

}

Zwei Aufrufe:

demoSetAllPerformance(10, 10\_000\_000);

demoSetAllPerformance(10\_000\_000, 10);

Die Resultate:

setAll 10 10000000 : 95

parallelSetAll 10 10000000 : 18553

setAll 10000000 10 : 86

parallelSetAll 10000000 10 : 85

Nur bei sehr großen Arrays könnte sich die Verwendung von parallelSetAll lohnen.

Nun zu sort / parallelSort:

Die folgende kleine Hilfsmethode initialisiert einen int-Array – und zwar derart, dass die Elemente möglichst unsortiert sind:

private static void **initArray**(int[] array) {

for (int i = 0; i < array.length; i++) {

array[i] = (int) (array.length \* Math.random());

}

}

Hier die Test-Methode:

static void **demoSortPerformance**(int arraySize, int loops) {

mlog();

final int[] array = new int[arraySize];

new PerformanceRunner().run(

"sort " + array.length + " " + loops,

loops,

() -> initArray(array),

() -> Arrays.sort(array));

new PerformanceRunner().run(

"parallelSort " + array.length + " " + loops,

loops,

() -> initArray(array),

() -> Arrays.parallelSort(array));

}

Auch hier zwei Aufrufe:

demoSortPerformance(10, 10\_000\_000);

demoSortPerformance(10\_000\_000, 10);

Das Result zeigt, dass sich die parallele Variante nur bei sehr großen Arrays lohnt:

sort 10 10000000 : 1803

parallelSort 10 10000000 : 1798

sort 10000000 10 : 16036

parallelSort 10000000 10 : 7587

## Iterable, Collection und List

Die Interfaces sind u.a. wie folgt erweitert worden:

public interface **Iterable**<T> {

// ...

default void **forEach**(Consumer<? super T> action)

}

public interface **Collection**<T> extends Iterable<T> {

// ...

default boolean **removeIf**(Predicate<? super E> filter)

}

public interface **List**<T> extends Collection<T> {

// ...

default void **sort**(Comparator<? super E> c)

default void **replaceAll**(UnaryOperator<E> operator)

}

### forEach

static void **demoForEach**() {

Iterable<Integer> list = Arrays.asList(20, 40, 10, 30);

list.forEach(elem -> out.print(elem + " "));

out.println();

}

20 40 10 30

list ist deshalb als Iterable definiert, um zu zeigen, dass forEach für alle Iterables funktioniert.

### removeIf

static void **demoRemoveIf**() {

// Collection<Integer> list = Arrays.asList(20, 40, 10, 30);

Collection<Integer> list =

new ArrayList<>(Arrays.asList(20, 40, 10, 30));

list.removeIf(elem -> elem >= 30);

list.forEach(s -> out.print(s + " "));

out.println();

}

20 10

list ist deshalb als Collection definiert, um zu zeigen, dass removeIf für alle Collections funktioniert.

(Die erste Zeile würde allerdings eine Exception werfen: "Operation not supported".

### sort

static void **demoSort**() {

List<Integer> list = Arrays.asList(20, 40, 10, 30);

// list.sort((i0, i1) -> i0.compareTo(i1)); // List

list.sort(Comparator.naturalOrder()); // List

list.forEach(s -> out.print(s + " "));

out.println();

}

10 20 30 40

(Die auskommentierte Zeile würde natürlich auch funktionieren.)

### replaceAll

static void **demoReplaceAll**() {

List<Integer> list = Arrays.asList(20, 40, 10, 30);

list.replaceAll(elem -> 2 \* elem); // List

list.forEach(s -> out.print(s + " "));

out.println();

}

40 80 20 60

## Map

Das Map-Interface ist u.a. wie folgt erweitert worden:

public interface **Map**<K,V> {

// ...

default V **getOrDefault**(Object key, V defaultValue) {

default V **putIfAbsent**(K key, V value) {

default V **replace**(K key, V value) {

default V **computeIfAbsent**(K key,

Function<? super K, ? extends V> mappingFunction) {

default V **computeIfPresent**(K key,

BiFunction<? super K, ? super V, ? extends V> remappingFunction) {

}

Zur Demostration dieser Methoden wird ein Verfahren für das Ermitteln der Häufigkeit eines Wortes in einer Liste entwickelt. Dieses Verfahren wird in unterschiedlichen Varianten vorgestellt.

Hier die Liste der Wörter, deren Häufigkeit ermittelt werden soll (ein Gedicht von Gertrude Stein):

static final List<String> **words** = Arrays.asList(

"eine", "Rose", "ist", "eine", "Rose", "ist", "eine", "Rose");

Die erste, traditionelle Variante:

static void **demoOldFashion**() {

Map<String, Integer> counts = new HashMap<>();

for (String word : words) {

Integer count = counts.get(word);

if (count == null) {

count = 0;

counts.put(word, count);

}

counts.put(word, count + 1);

}

out.println(counts);

}

Die Ausgabe:

{eine=3, Rose=3, ist=2}

Man beachte, dass in einer Multithreading-Umgebung natürlich synchronisiert werden müsste.

### ****getOrDefault****

static void **demoGetOrDefault**() {

Map<String, Integer> counts = new HashMap<>();

for (String word : words) {

int count = counts.getOrDefault(word, 0);

counts.put(word, count + 1);

}

out.println(counts);

}

An getOrDefault wird ein Schlüssel und ein Default-Wert übergeben. Wird ein Eintrag für den Schlüssel gefunden, wird der Wert dieses Eintrags zurückgeliefert – ansonsten der an getOrDefault übergebene default-Wert.

### putIfAbsent / replace

static void **demoPutIfAbsentAndReplace**() {

Map<String, Integer> counts = new HashMap<>();

for (String word : words) {

counts.putIfAbsent(word, 0);

int count = counts.get(word);

counts.replace(word, count + 1);

}

out.println(counts);

}

An putIfAbsent wird ein Schlüssel und ein Wert übergeben. Falls zu dem Schlüssel noch kein Eintrag existiert, wird ein neuer Eintrag mit dem übergebenen Schlüssel und dem übergebenen Wert eingefügt.

An replace wird ebenfalls ein Schlüssel und ein Wert übergeben. Wird zu dem Schlüssel ein Eintrag gefunden, wird der Wert dieses Eintrags durch den neuen Wert ersetzt. Ansonsten gibt's eine Exception. (Man beachte also den Unterschied zur put-Methode.)

### compute...

static void **demoCompute**() {

mlog();

Map<String, Integer> counts = new HashMap<>();

for (String word : words) {

counts.computeIfAbsent(word, (String k) -> 0);

counts.computeIfPresent(word, (String k, Integer v) -> v + 1);

}

out.println(counts);

}

An computeIfAbsent wird ein Schlüssel und ein "Wert-Generator" übergeben. Ist zu dem Schlüssel noch kein Eintrag vorhanden, so wird der Wert-Generator aufgerufen. Ihm wird der Schlüssel als Parameter übergeben – und seine Aufgabe besteht darin, einen zu diesem Schlüssel passenden Wert zu liefern. Dieser Wert wird dann unter dem neuen Schlüssel eingefügt.

An ComputeIfPresent wird ebenfalls ein Schlüssel und ein Wert-Generator übergeben. Dem Wert-Generator wird aber neben dem Schlüssel noch der alte Wert übergeben. Der Wert-Generator muss dann einen neuen Wert zurückliefern, der aus dem Schlüssel oder/und dem alten Wert berechnet werden können muss.

Das Resultat ist in allen Fällen dasselbe:

{eine=3, Rose=3, ist=2}

## Comparator

Das Comparator-Interface ist u.a. wie folgt erweitert worden:

@FunctionalInterface

public interface **Comparator**<T> {

public static <T, U extends Comparable<? super U>> Comparator<T>

**comparing**(Function<? super T, ? extends U> keyExtractor)

public static <T> Comparator<T> **comparingInt**(

ToIntFunction<? super T> keyExtractor)

public static <T> Comparator<T> **comparingLong**(

ToLongFunction<? super T> keyExtractor)

public static <T> Comparator<T> **comparingLong**(

ToDoubleFunction<? super T> keyExtractor)

default Comparator<T> **thenComparingInt**(

ToIntFunction<? super T> keyExtractor) {

default Comparator<T> **thenComparingLong**(

ToLongFunction<? super T> keyExtractor) {

default Comparator<T> **thenComparingDouble**(

ToDoubleFunction<? super T> keyExtractor) {

default Comparator<T> **reversed**()

default Comparator<T> **thenComparing**(Comparator<? super T> other)

public static <T extends Comparable<? super T>> Comparator<T>

**reverseOrder**()

public static <T extends Comparable<? super T>> Comparator<T>

**naturalOrder**()

public static <T> Comparator<T> **nullsFirst**(

Comparator<? super T> comparator)

public static <T> Comparator<T> **nullsLast**(

Comparator<? super T> comparator)

// ....

}

Folgende Klasse wird als Demo-Klasse verwendet:

public class **Book** {

private String **isbn**;

private String **title**;

private int **price**;

// Konstruktor, getter und setter...

}

Es gibt drei Bücher:

static final Book **book1** = new Book("1111", "Pascal", 10);

static final Book **book2** = new Book("3333", "Modula", 30);

static final Book **book3** = new Book("5555", "Pascal", 30);

Man beachte, dass zwei Bücher denselben Titel haben.

### comparing

Wir beginnen mit einem einfachen, traditionellen Comparator:

static void **demoCompareToWithIsbn**() {

Comparator<Book> c = (b1, b2) -> b1.getIsbn().compareTo(b2.getIsbn());

out.println(c.compare(book1, book2)); // -> -2

}

Das geht nun einfacher – mittels des Aufrufs einer statischen comparing-Methode, welcher ein "Key-Extractor" übergeben wird:

static void **demoComparingWithIsbn**() {

Comparator<Book> c = Comparator.comparing(b -> b.getIsbn());

out.println(c.compare(book1, book2)); // -> -2

}

Hier ein weiterer traditioneller Comparator, der int-Werte vergeleicht:

static void **demoCompareToWithPrice**() {

Comparator<Book> c = (b1, b2) -> {

if (b1.getPrice() > b2.getPrice())

return 1;

if (b1.getPrice() < b2.getPrice())

return -1;

return 0;

};

out.println(c.compare(book1, book2)); // -> -1

}

Das geht mit comparing wesentlich einfacher (hier wird geboxt):

static void **demoComparingWithPrice**() {

Comparator<Book> c = Comparator.comparing(b -> b.getPrice());

out.println(c.compare(book1, book2)); // -> -1

}

Für primitive Datentypen kann man auch comparingInt (etc.) verwenden:

static void **demoComparingInt**() {

Comparator<Book> c = Comparator.comparingInt(b -> b.getPrice());

out.println(c.compare(book1, book2)); // -> -1

}

### reversed

Mittels der Instanzmethode reversed kann ein neuer Comparator erzeugt werden:

static void **demoReversed1**() {

mlog();

Comparator<Book> c = Comparator.comparingInt(b -> b.getPrice());

c = c.reversed();

out.println(c.compare(book1, book2)); // -> 1

}

Dasselbe in einer einzigen Zeile (hier muss aber der Lambda-Parameter explizit typisiert sein):

static void **demoReversed2**() {

mlog();

Comparator<Book> c = Comparator.comparingInt(

(Book b) -> b.getPrice()).reversed();

out.println(c.compare(book1, book2)); // -> 1

}

### thenComparing

Mittels thenComparing kann der Vergleich bei einem zweiten Kriterium forgesetzt werden, wenn der Vergleich aufgrund des ersten Kriteriums 0 ergibt.

static void **demoThenComparing1**() {

Comparator<Book> c = Comparator.comparing(b -> b.getTitle());

c = c.thenComparingInt(b -> b.getPrice());

out.println(c.compare(book1, book3)); // -> -1

}

Dasselbe in einer einzigen Zeile (Lambda-Parameter explizit typsisiert):

static void **demoThenComparing2**() {

Comparator<Book> c = Comparator.comparing(

(Book b) -> b.getTitle()).thenComparing(b -> b.getIsbn());

out.println(c.compare(book1, book3)); // -> -4

}

Für primitive Typen gibt's thenComparingInt, etc.:

static void **demoThenComparing3**() {

Comparator<Book> c = Comparator.comparing(b -> b.getTitle());

c = c.thenComparingInt(b -> b.getPrice());

out.println(c.compare(book1, book3)); // -> -1

}

Ein letztes Beispiel:

static void **demoThenComparing4**() {

Comparator<Book> c1 =

(b1, b2) -> b1.getTitle().compareTo(b2.getTitle());

Comparator<Book> c2 =

(b1, b2) -> b1.getIsbn().compareTo(b2.getIsbn());

Comparator<Book> c = c1.thenComparing(c2);

out.println(c1.compare(book2, book3));

out.println(c.compare(book2, book3));

}

### naturalOrder / reverseOrder

static void **demoNaturalOrderReversedOrder**() {

Comparator<Integer> c1 = Comparator.naturalOrder();

out.println(c1.compare(20, 30)); // -1

Comparator<Integer> c2 = Comparator.reverseOrder();

out.println(c2.compare(20, 30)); // 1

}

### nullsFirst / nullsLast

static void **demoNullsFirst**() {

Comparator<Integer> c = Comparator.naturalOrder();

c = Comparator.nullsFirst(c);

out.println(c.compare(20, 30)); // -1

out.println(c.compare(null, 30)); // -1

out.println(c.compare(30, null)); // 1

}

### Sortierung mit null-Elementen

Und hier schließlich zwei Comparators im konkreten Einsatz:

static void **demoSortNullsFirst**() {

List<Integer> list = Arrays.asList(10, null, 30, null, 20);

Comparator<Integer> c =

Comparator.nullsFirst(Comparator.naturalOrder());

list.sort(c);

for (Integer v : list)

out.print(v + " ");

out.println();

}

Die Ausgaben: null null 10 20 30

static void **demoSortNullsLast**() {

List<Integer> list = Arrays.asList(10, null, 30, null, 20);

Comparator<Integer> c =

Comparator.nullsLast(Comparator.reverseOrder());

list.sort(c);

for (Integer v : list)

out.print(v + " ");

out.println();

}

Die Ausgaben: 30 20 10 null null

## Optional

Ein Optional-Objekt kann eine Referenz auf ein anderes Objekt enthalten – oder auch nicht. Überall dort, wo traditionell eine Referenz genutzt wird, die eventuall null sein kann, kann ein Optional genutzt werden.

Die konsequente Verwendung von Optional-Objekten kann NullPointerExceptions nahezu ausschließen.

package java.util;

public final class **Optional**<T>

public static<T> Optional<T> **empty**()

public static <T> Optional<T> **of**(T value)

public static <T> Optional<T> **ofNullable**(T value)

public T **get**()

public boolean **isPresent**()

public void **ifPresent**(Consumer<? super T> consumer);

public T **orElse**(T other)

public T **orElseGet**(Supplier<? extends T> supplier)

public T **orElseThrow**(Supplier<? extends Exception> supplier) throws...

public<U> Optional<U> **map**(Function<? super T, ? extends U> mapper)

public<U> Optional<U> **flatMap**(Function<? super T, Optional<U>> mapper)

public Optional<T> **filter**(Predicate<? super T> predicate)

@Override public boolean **equals**(Object obj)

@Override public int **hashCode**()

@Override public String **toString**()

}

### Factory-Methods

empty ist eine statische Factory-Methode, welches ein Optional ohne "Inhalt" erzeugt:

static void **demoEmpty**() {

Optional<Integer> o = Optional.empty();

System.out.println(o);

}

Die Ausgabe: Optional.empty

of erzeugt ein Optional mit Inhalt. Wird als Parameter null übergeben, wirft of eine Exception:

static void **demoOf1**() {

Optional<Integer> o = Optional.of(42);

System.out.println(o);

}

Die Ausgabe: Optional[42]

static void **demoOf2**() {

try {

Optional.of(null);

}

catch (Exception e) {

System.out.println("Expected: " + e);

}

}

Die Ausgabe: Expected: java.lang.NullPointerException

An ofNullable darf auch null übergeben werden:

static void **demoOfNullable1**() {

Optional<Integer> o = Optional.ofNullable(42);

System.out.println(o);

}

Die Ausgabe: Optional[42]

static void **demoOfNullable2**() {

Optional<Integer> o = Optional.ofNullable(null);

System.out.println(o);

}

Die Ausgabe: Optional.empty

### get / isPresent / ifPresent

Mittels der Instanzmethode get kann der Inhalt ermittelt werden – ist keiner vorhanden, wird eine NoSuchElementException geworfen:

static void **demoGet1**() {

Optional<Integer> o = Optional.of(42);

Integer v = o.get();

System.out.println(v);

}

Die Ausgabe: 42

static void **demoGet2**() {

Optional<Integer> o = Optional.empty();

try {

o.get();

}

catch (NoSuchElementException e) {

System.out.println("Expected: " + e.getMessage());

}

}

Die Ausgabe: Expected: No value present

Mittels isPresent kann ermittelt werden, ob ein Optional einen Inhalt enthält oder nicht:

static void **demoIsPresent1**() {

Optional<Integer> o = Optional.of(42);

if (o.isPresent())

System.out.println(o.get());

else

System.out.println("not present");

}

Die Ausgabe: 42

static void **demoIsPresent2**() {

Optional<Integer> o = Optional.empty();

if (o.isPresent())

System.out.println(o.get());

else

System.out.println("not present");

}

Die Ausgabe: not present

An ifPresent wird ein Consumer übergeben. Dieser wird nur dann ausgeführt, wenn das Optional einen Inhalt enthält:

static void **demoIfPresent1**() {

Optional<Integer> o = Optional.of(42);

o.ifPresent(v -> System.out.println(v));

}

Die Ausgabe: 42

static void **demoIfPresent2**() {

Optional<Integer> o = Optional.empty();

o.ifPresent(v -> System.out.println(v));

}

Die Ausgabe: < keine Ausgabe >

### orElse / orElseGet / OrElseThrow

orElse liefet den Inhalt eines Optional zurück – oder, falls kein Inhalt vorhanden, einen Default-Wert, welcher der Methode als Parameter übergeben wird:

static void **demoOrElse1**() {

Optional<Integer> o = Optional.of(42);

Integer v = o.orElse(77);

System.out.println(v);

}

Die Ausgabe: 42

static void **demoOrElse2**() {

Optional<Integer> o = Optional.empty();

Integer v = o.orElse(77);

System.out.println(v);

}

Die Ausgabe: 77

An orElseGet wird ein Supplier übergeben. Dieser wird dann ausgeführt, wenn das Optional leer ist – der Wert, den der Supplier liefert, wird dann von orElseGet zurückgeliefert:

static void **demoOrElseGet1**() {

Optional<Integer> o = Optional.of(42);

Integer v = o.orElseGet(() -> 77);

System.out.println(v);

}

Die Ausgabe: 42

static void **demoOrElseGet2**() {

Optional<Integer> o = Optional.empty();

Integer v = o.orElseGet(() -> 77);

System.out.println(v);

}

Die Ausgabe: 77

An orElseThrow wird ein Supplier übergeben, der eine Exception liefert. Im Falle, dass das Optional leer ist, wird der Supplier aufgerufen. Die Exception, die dieser liefert, wird dann von orElseThrow geworfen:

static void **demoOrElseThrow1**() {

Optional<Integer> o = Optional.of(42);

try {

Integer v = o.orElseThrow(() -> new Exception("foo"));

System.out.println(v);

}

catch (Exception e) {

System.out.println("Unexpected: " + e);

}

}

Die Ausgabe: 42

static void **demoOrElseThrow2**() {

Optional<Integer> o = Optional.empty();

try {

Integer v = o.orElseThrow(() -> new Exception("foo"));

System.out.println(v);

}

catch (Exception e) {

System.out.println("Expected: " + e);

}

}

Die Ausgabe: Expected: java.lang.Exception: foo

### map / flatMap / filter

An map wird eine Function übergeben. Diese wird nur dann ausgeführt, wenn das Optional nicht leer ist. Dann liefert map genau den Wert zurück, der von dieser Function geliefert wird. Ansonsten liefert map ein leeres Optional zurück:

static void **demoMap1**() {

Optional<Integer> o1 = Optional.of(42);

Optional<Integer> o2 = o1.map(x -> 2 \* x);

System.out.println(o2);

}

Die Ausgabe: Optional[84]

static void **demoMap2**() {

Optional<Integer> o1 = Optional.empty();

Optional<Integer> o2 = o1.map(x -> 2 \* x);

System.out.println(o2);

}

Die Ausgabe: Optional.empty

An flatMap wird eine Function übergeben, die ein Optional liefert:

static void **demoFlatMap1**() {

Optional<Integer> o1 = Optional.of(42);

Optional<Integer> o2 =

o1.flatMap(x -> x > 0 ? Optional.of(x) : Optional.empty());

System.out.println(o2);

}

Die Ausgabe: Optional[42]

static void **demoFlatMap2**() {

Optional<Integer> o1 = Optional.of(-42);

Optional<Integer> o2 =

o1.flatMap(x -> x > 0 ? Optional.of(x) : Optional.empty());

System.out.println(o2);

}

Die Ausgabe: Optional.empty

An filter wird ein Predicate übergeben. Dieses Predicate wird dann ausgeführt, wenn das Optional nicht leer ist. Liefert das Predicate den Wert false, wird von filter ein leeres Optional geliefert:

static void **demoFilter1**() {

Optional<Integer> o1 = Optional.of(42);

Optional<Integer> o2 = o1.filter(x -> x % 2 == 0);

System.out.println(o2);

}

Die Ausgabe: Optional[42]

static void **demoFilter2**() {

Optional<Integer> o1 = Optional.of(77);

Optional<Integer> o2 = o1.filter(x -> x % 2 == 0);

System.out.println(o2);

}

Die Ausgabe: Optional.empty

### Resultate

Wie bereits in der Einleitung zu diesem Abschnitt erwähnt, kann die konsequente Verwendung von Optionals die Häufigkeit von NullPointerExceptions radikal reduzieren.

Die Welt könnte natürlich schöner sein. Seien z.B. die beiden folgenden Methoden gegeben:

String **foo**() { ... }

Optional<String> **bar**() { ... }

Ein Compiler könnte nun sicherstellen, dass foo stets einen gültigen String liefert – also niemals null. Und er könnte ebenfalls garantieren, dass auch bar stets ein (möglicherweise leeres) Optional liefert – und niemals null. Dann müsste der Compiler allerdings die Klasse Optional kennen und gesondert behandeln. Leider aber ist das Optional-Konzept zu spät eingeführt worden…

Die Verwendung von Optional ist relativ verbose – und leider nicht zwingend. In der Sprache Ceylon z.B. kann man mit "Optionals" wesentlich einfacher arbeiten:

Point? p1 = null;

if (exists p1) {

print(f1.x);

}

Point? p2 = Point(3, 4);

if (exists p2) {

print(p2.x);

}

Point p3 = null; // illegal!

Das ? und das if(exist...)-Konstrukt sind Elemente der Sprache. Resultat: Ceylon kennt natürlich null-Pointer – aber keine NullPointerExceptions!

## Reflection

Per Reflection können nun nicht nur die Typen der Parameter einer Methode oder eines Konstruktors ermittelt werden, sondern auch deren Namen (ein Bedürfnis, das man immer schon hatte...). Allerdings müssen die Klassen, die auf diese Weise inspiziert werden sollen, mittels eines speziellen Compilerschalters übersetzt werden:

javac -parameters

Als Demonstrationsklasse wird Foo verwendet:

public class **Foo** {

public void **f**(int x, String y, double z) {

}

public int **g**(int hello, int world) {

return hello + world;

}

}

Im "alten" Java konnten nur die Typen der Parameter ausgegeben werden:

static void **demoInspectOld**() {

for (Method m : cls.getDeclaredMethods()) {

out.print(m.getReturnType().getSimpleName() + " ");

out.print(m.getName()+ "(");

Class<?>[] types = m.getParameterTypes();

for (int i = 0; i < types.length; i++) {

if (i > 0)

out.print(", ");

out.print(types[i].getSimpleName() + " p" + i);

}

out.println(")");

}

}

Ein Aufruf und seine Ausgaben:

demoInspectOld(Foo.class)

int g(int p0, int p1)

void f(int p0, String p1, double p2)

Ab Java 8 ist ein neuer Reflection-Typ eingeführt worden: der Typ Parameter.

Eine Klasse kann nun wie folgt inspiziert werden:

static void **demoInspectNew**(Class<?> cls) {

for (Method m : cls.getDeclaredMethods()) {

out.print(m.getReturnType().getSimpleName() + " ");

out.print(m.getName() + "(");

Parameter[] parameters = m.getParameters();

for (int i = 0; i < parameters.length; i++) {

Parameter p = parameters[i];

if (i > 0)

out.print(", ");

out.print(p.getType().getSimpleName() + " " + p.getName());

}

out.println(")");

}

}

Ein Aufruf und seine Ausgaben:

demoInspectNew(Foo.class)

int g(int hello, int world)

void f(int x, String y, double z)

Die Parameternamen müssen nun also nicht mehr künstlich generiert werden (p0, p1 etc.)

Die meisten Klasse der Standardbliothek sind allerdings nicht mit "-parameters" übersetzt worden. Trotzdem kann man auch dann mit Method.getParameters arbeiten (dann werden nun zumindest automatisch die künstlichen Namen generiert).

Auch die Klasse Object ist nicht mit "-parameters" übersetzt worden:

demoInspectNew(Object.class)

void finalize()

void wait()

void wait(long arg0, int arg1)

void wait(long arg0)

boolean equals(Object arg0)

...

## Spliterator

Angenommen, wir wollen die Summe aller Elemente eines riesengroßen Arrays von Zahlen berechnen. Wir können die Summe in einem einzigen Thread berechnen - oder aber wird splitten den Array in 2 Teile auf. Die Summe der Elemente der "linken" Hälfte berechnen wir einem anderen Thread als die Summe der Elemente der "rechten" Hälfte. Wenn beide Threads ihre Arbeit getan haben, addieren wir die Summen, die beide Threads berechnet haben und erhalten somit die Gesamtsumme aller Array-Elemente.

Natürlich können wir auch vier Threads verwenden: wir können die "linke" Hälfte in zwei weitere Hälften aufsplitten – und ebenso die "rechte" Hälfte. Etc. Irgendwann wird die Splitterei natürlich sinnlos (wenn die Array-Größe bei 1 angelangt ist, ist ein weiteres Splitten gar unmöglich geworden...)

Solche Split-Verfahren werden vom Interface Spliterator spezifiziert:

public interface **Spliterator**<T> {

boolean **tryAdvance**(Consumer<? super T> action);

default void **forEachRemaining**(Consumer<? super T> action);

Spliterator<T> **trySplit**();

long **estimateSize**();

// ....

}

Ein Spliterator ist gleichzeitig auch ein Iterator – der aber in anderer Gestalt daherkommt als der java.util.Iterator. Mittels tryAdvance kann er jeweils zum nächsten Element einer Menge schreiten und dieses Element an den dieser Methode übergebenen Consumer übergeben. Falls kein weiteres Voranschreiten möglich ist, liefert die Methode false. Per forEachRemaining können alle noch nicht verarbeiteten Elemente einer Menge verarbeitet werden – jedes dieser Elemente wird ebenfalls an einen Consumer übergeben.

Neben dieser Iterator-Funktionalität bietet ein Spliterator aber auch die Möglichkeit, sich selbst aufzusplitten – die "linke" Hälfte, die bei diesem Split übrigbleibt, wird einem neu erzeugten Spliterator übergeben; die "rechte" Hälfte behält der splittende Spliterator für sich. Genau dies bewirkt der Aufruf von trySplit. Falls weiteres Splitten als sinnlos erscheint, liefert trySplit statt eines neuen Spliterators den Wert null zurück – derjenige Spliterator, auf welchen trySplit aufgerufen wird, behält dann alles für sich.

Neben dem Interface Spliterator existiert eine Klasse Spliterators (Plural!) mit ausschließlich statischen Methoden:

public final class **Spliterators** {

public static <T> Spliterator<T> **spliterator**(Object[] array,

int additionalCharacteristics)

public static Spliterator.OfInt **spliterator**(int[] array,

int additionalCharacteristics)

public static Spliterator.OfLong **spliterator**(long[] array,

int additionalCharacteristics)

public static Spliterator.OfDouble **spliterator**(double[] array,

int additionalCharacteristics)

// ...

}

Alle Methoden dieser Klassen liefern jeweils einen Spliterator zurück, welcher einen Array splitten kann.

Bevor wir überlegen, wie das Interface Spliterator implementiert werden könnte, sollen hier zunächst einige Anwendungen der Spliterators-Klasse gezeigt werden.

### tryAdvance

static void **demoTryAdvance**() {

final Integer[] array = new Integer[] { 10, 20, 30, 40, 50, 60 };

final Spliterator<Integer> s = Spliterators.spliterator(array, 0);

while (s.tryAdvance((Integer v) -> out.print(v + " ")))

;

out.println();

}

10 20 30 40 50 60

### forEachRemaining

static void **demoForEachRemaining**() {

final Integer[] array = new Integer[] { 10, 20, 30, 40, 50, 60 };

final Spliterator<Integer> s = Spliterators.spliterator(array, 0);

s.forEachRemaining((Integer v) -> out.print(v + " "));

out.println();

}

10 20 30 40 50 60

### tryAdvance / forEachRemaining

static void **demoTryAdvanceAndForEachRemaining**() {

final Integer[] array = new Integer[] { 10, 20, 30, 40, 50, 60 };

final Spliterator<Integer> s = Spliterators.spliterator(array, 0);

s.tryAdvance((Integer v) -> out.print(v + " "));

s.forEachRemaining((Integer v) -> out.print(v + " "));

out.println();

}

10 20 30 40 50 60

### trySplit

static void **demoTrySlit**() {

final Integer[] array = new Integer[] { 10, 20, 30, 40, 50, 60 };

final Spliterator<Integer> s1 = Spliterators.spliterator(array, 0);

final Spliterator<Integer> s2 = s1.trySplit();

System.out.println(s1);

System.out.println(s2);

s1.forEachRemaining(v -> out.print(v + " "));

s2.forEachRemaining(v -> out.print(v + " "));

out.println();

}

java.util.Spliterators$ArraySpliterator@baf30c

java.util.Spliterators$ArraySpliterator@81197d
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### trySplit - parallel

static void **demoTrySplitParallel**() {

final Integer[] array = new Integer[] { 10, 20, 30, 40, 50, 60 };

final Spliterator<Integer> s1 = Spliterators.spliterator(array, 0);

final Spliterator<Integer> s2 = s1.trySplit();

final Thread t1 = new Thread(() -> {

s1.forEachRemaining(v -> {

xrun(() -> Thread.sleep(100));

out.print(v + " ");

});

});

t1.start();

xrun(() -> Thread.sleep(50));

final Thread t2 = new Thread(() -> {

s2.forEachRemaining(v -> {

xrun(() -> Thread.sleep(100));

out.print(v + " ");

});

});

t2.start();

xrun(() -> t1.join());

xrun(() -> t2.join());

out.println();

}

40 10 50 20 60 30

### Spliterator.OfInt

static void **demoIntSpliterator**() {

final Spliterator.OfInt s1 = Spliterators.spliterator(

new int[] { 10, 20, 30, 40, 50, 60 }, 0);

final Spliterator.OfInt s2 = s1.trySplit();

System.out.println(s1);

System.out.println(s2);

s1.forEachRemaining((int v) -> out.print(v + " "));

s2.forEachRemaining((Integer v) -> out.print(v + " "));

out.println();

}

java.util.Spliterators$IntArraySpliterator@1f4acd0

java.util.Spliterators$IntArraySpliterator@bedef2
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Wie kann das Interface Spliterator implementiert werden? Wir definieren eine einfache Array-Klasse (eine "Schmalspur-Version" von ArrayList), welche einen Spliterator zurückliefern kann:

public class **Array**<T> {

private final T[] **elements**;

public **Array**(T[] elements) {

final int n = elements.length;

this.elements = (T[])new Object[n];

for (int i = 0; i < n; i++)

this.elements[i] = elements[i];

}

public Spliterator<T> **spliterator**() {

return new ArraySpliterator<>(this.elements, 0, this.elements.length);

}

static class **ArraySpliterator**<T> implements Spliterator<T> {

private final T[] **array**;

private int **origin**;

private final int **fence**; // max-index + 1

**ArraySpliterator**(T[] array, int origin, int fence) {

this.array = array;

this.origin = origin;

this.fence = fence;

}

public boolean **tryAdvance**(Consumer<? super T> action) {

if (this.origin >= this.fence)

return false;

action.accept((T) this.array[this.origin]);

this.origin++;

return true;

}

public Spliterator<T> **trySplit**() {

int start = this.origin;

int **middle** = (start + this.fence) / 2;

if (start >= middle)

return null;

this.origin = middle;

return new ArraySpliterator<>(this.array, start, middle);

}

public long **estimateSize**() {

return this.fence - this.origin;

}

public int **characteristics**() {

return 0;

}

}

}

spliterator liefert ein Objekt der Klasse ArraySpliterator zurück. Diese Klasse ist als statische innere Klasse von Array implementiert. Sie implementiert Spliterator. Man studiere insbesondere die Methode trySplit...

Einige Anwendungen der Array-Klasse:

static void **demoArraySpliteratorForEachRemaining**() {

final Array<Integer> array =

new Array<>(new Integer[] { 10, 20, 30, 40, 50, 60 });

final Spliterator<Integer> s = array.spliterator();

s.forEachRemaining(v -> out.print(v + " "));

out.println();

}

10 20 30 40 50 60

static void **demoArraySpliteratorTryAdvance**() {

final Array<Integer> array =

new Array<>(new Integer[] { 10, 20, 30, 40, 50, 60 });

final Spliterator<Integer> s = array.spliterator();

while (s.tryAdvance(v -> out.print(v + " ")))

;

out.println();

}

10 20 30 40 50 60

static void **demoArraySplitAndEstimateSize**() {

final Array<Integer> array =

new Array<>(new Integer[] { 10, 20, 30, 40, 50, 60 });

final Spliterator<Integer> s1 = array.spliterator();

System.out.println(

"s1 : " + s1.estimateSize());

final Spliterator<Integer> s2 = s1.trySplit();

System.out.println(

"s1,s2: " + s1.estimateSize() + " " + s2.estimateSize());

while (s2.tryAdvance(v -> out.print(v + " ")))

;

while (s1.tryAdvance(v -> out.print(v + " ")))

;

out.println();

}

s1 : 6

s1,s2: 3 3

10 20 30 40 50 60

Ein letzter Hinweis: Für das Spliterator-Interface existiert bereits eine abstrakte Implementierung: Spliterators.AbstractSpliterator. Statt das Interface direkt zu implementieren, könnte man die ArraySpliterator-Klasse auch von dieser partiellen Implementierung ableiten:

static class **ArraySpliterator**<T>

extends Spliterators.AbstractSpliterator<T> {

private final T[] array;

private int origin;

private final int fence; // max-index + 1

**ArraySpliterator**(T[] array, int origin, int fence) {

super(fence-origin, 0);

this.array = array;

this.origin = origin;

this.fence = fence;

}

public boolean **tryAdvance**(Consumer<? super T> action) {

if (this.origin >= this.fence)

return false;

action.accept((T) this.array[this.origin]);

this.origin++;

return true;

}

}

## Aufgaben

Mit den Mitteln von Java 7 ist folgende Klasse definiert worden:

package **ex1**;

import java.util.concurrent.RecursiveTask;

import java.util.concurrent.atomic.AtomicInteger;

public class **NumberAddingTask** extends RecursiveTask<Integer> {

public static AtomicInteger **addCount** = new AtomicInteger();

final int[] **array**;

final int **start**;

final int **end**;

public **NumberAddingTask**(int[] array) {

this(array, 0, array.length);

}

private **NumberAddingTask**(int[] array, int start, int end) {

this.array = array;

this.start = start;

this.end = end;

}

@Override

protected Integer **compute**() {

final int result;

if (this.end - this.start <= 10) {

int sum = 0;

for (int i = this.start; i < this.end; i++) {

sum += this.array[i];

addCount.incrementAndGet();

}

result = sum;

}

else {

final int center = (this.end + this.start) / 2;

final NumberAddingTask t0 =

new NumberAddingTask(this.array, this.start, center);

final NumberAddingTask t1 =

new NumberAddingTask(this.array, center, this.end);

result = t0.invoke() + t1.invoke();

}

return result;

}

}

Es existiert folgende Application:

package **ex1**;

import java.util.concurrent.ForkJoinPool;

public class **Application** {

public static void **main**(String[] args) {

final int N = 100;

final int[] array = new int[N];

for (int i = 0; i < N; i++)

array[i] = i + 1;

final NumberAddingTask task = new NumberAddingTask(array);

final ForkJoinPool pool = new ForkJoinPool();

final int sum = pool.invoke(task);

System.out.println(sum);

}

}

Könnte die Implementierung der Klasse NumberAddingTask mit einem Spliterator vereinfacht werden?

# Streams

Java 8 definiert ein neues Stream-API.

Streams können genutzt werden, um Pipelines zu bauen. Eine Pipeline bezieht die zu verarbeitenden Daten aus irgendeiner Quelle und schickt diese Daten dann an verschiedenen Stationen entlang, an denen sie verarbeitet werden können. Die Verarbeitung wird beschrieben wird durch Functions, Predicates etc. Sie kann sequentiell oder möglicherweise auch parallel erfolgen. Am Ende der Pipeline steht ein Resultat, welches nicht mehr als Eingabe für eine weitere Station genutz werden kann.

Anstatt eine komplette Verarbeitung prozedural mittels Schleifen und Abfragen zu programmieren, müssen bei der Verwendung von Streams nur noch einzelne Aspekte "ausprogrammiert" werden – die eigentliche Kontrolle über die Verarbeitung liegt bei den Streams. Somit wird der "prozedurale" Stil von einem "deklarativen" Stil abgelöst.

Die zentrale Klasse des neuen API ist Stream – sorry: nicht die zentrale Klasse, sondern das zentrale Interface. Der Entwicker muss die eigentlichen Implementierungsklassen überhaupt nicht kennen.

Streams werden mittels Factories erzeugt. Es gibt eine Vielzahl solcher Factories:

* Arrays.stream
* Collection.stream
* Stream.of
* Stream.empty
* Stream.iterate
* Stream.generate
* Stream.concat

Die möglichen Verarbeitungsschritte sind durch sog. "Intermediate Operations" festgelegt (die im Stream-Interface definiert sind):

* map
* flatMap
* filter
* peek
* distinct
* sorted
* skip
* limit

Am Ende stehen sog. "terminal Operations":

* forEach
* toArray
* reduce
* collect
* min / max / count
* match
* find

Nach einer kleinen Einführung werden diese Factories, die intermediate und die terminal Operations im einzelnen vorgestellt werden. Weiterhin werden die sog. Collectors vorgestellt (ein Collector dient dazu, die Ergebnisse, die ein Stream liefert, zu sammeln).

Insbesondere gehen wir etwas genauer auf die Implementierung von Streams ein. U.a. werden wir dabei eine kleine "Mini-Implementierung" des Stream-Konzepts entwickeln.

## Start

Ein erstes kleines Beispiel soll einen Eindruck von der Mächtigkeit des Stream-Konzepts vermitteln.

Ein Stream kann erzeugt auf Grundlage einer List:

static Stream<Integer> **createStream**() {

final List<Integer> list = new ArrayList<>();

for (int i = 0; i < 10; i++)

list.add(i);

return list.stream();

}

Auf einen solchen Stream kann forEach aufgerufen werden – eine Methode, welche einen Consumer verlangt. Dieser Consumer wird für jedes vom Stream gelieferte Element aufgerufen:

static void **demoForEach**() {

Stream<Integer> stream = createStream();

stream.forEach(x -> System.out.print(x + " "));

}

Die Ausgaben: 0 1 2 3 4 5 6 7 8 9

Die eigentliche Verarbeitung beginnt hier noch nicht beim Aufruf von list.stream – sondern erst dann, wenn forEach aufgerufen wird.

Anstatt direkt forEach aufzurufen, können wir zunächst zweimal filter aufrufen:

static void **demoFilter**() {

Stream<Integer> stream = createStream();

stream

.filter(x -> x > 5)

.filter(x -> x % 2 == 0)

.forEach(x -> System.out.print(x + " "));

}

Die Ausgaben: 6 8

An filter wird ein Predicate übergeben. Elemente, mit denen das Predicate nicht einverstanden ist, werden von der weiteren Verarbeitung jeweils ausgeschlossen. Der erste Filter läßt also nur Werte durch, die größer sind als 5; der zweite nur ganzzahlige Werte.

Auf einen Stream kann neben filter und forEach auch die Methode map aufgerufen werden. map verlangt als Argument eine Function:

static void **demoMap**() {

Stream<Integer> stream = createStream();

stream

.map(x -> x \* 2)

.map(x -> x + 1)

.forEach(x -> System.out.print(x + " "));

}

Der erste "Mapper" ersetzt jede Zahl des Streams durch das Doppelte dieser Zahl; der zweite Mapper ersetzt jede Zahl durch eine um 1 höhere Zahl.

Die Ausgaben: 1 3 5 7 9 11 13 15 17 19

Natürlich können map und filter beliebig miteinander kombiniert werden:

static void **demoMapFilter**() {

Stream<Integer> stream = createStream();

stream

.map(x -> x \* 3)

.filter(x -> x % 2 == 0)

.forEach(x -> System.out.print(x + " "));

}

Die Ausgaben: 0 6 12 18 24

Ein Stream schließlich, dessen Elemente bereits verarbeitet wurden, ist "verbraucht" – er kann nicht erneut "gestartet" werden:

static void **demoException**() {

Stream<Integer> stream = createStream();

stream.forEach(x -> System.out.print(x + " "));

System.out.println();

try {

stream.forEach(x -> System.out.print(x + " "));

}

catch (IllegalStateException e) {

System.out.println("Expected: " + e);

}

}

Die Meldung:

Expected: stream has already been operated upon or closed

Und hier schließliche eine weitere Methode, die die "Ausführung" eines Streams protokolliert und grafisch visualiert:

static void **demoTrace**() {

Work.useViewer();

Work.viewer.start();

Stream<Integer> stream = createStream();

stream

// .parallel()

.peek(traceConsumer("peek", 600,

x -> System.out.println(x)))

.map(traceFunction("map", 600,

x -> x \* 3))

.filter(tracePredicate("filter", 600,

x -> x % 2 == 0))

.forEach(traceConsumer("forEach", 600,

x -> System.out.print(x + " ")));

Work.viewer.stop();

}

Die grafische Visualisierung:
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## Stream-Creation

Bevor ein Stream arbeiten kann, muss er erzeugt werden. In verschiedenen Klassen existieren eine Reihe von Factory-Methoden.

Das Interface Collection bietet zwei Instanz-Methoden an:

public interface **Collection**<E> ... {

// ...

default Stream<E> **stream**() { ... }

default Stream<E> **parallelStream**() { ... }

}

Die Klasse Arrays enthält eine Vielzahl von statischen Stream-Factory-Methoden:

public class **Arrays** {

// ...

public static <T> Stream<T> **stream**(T[] array)

public static <T> Stream<T> **stream**(T[] array,

int startInclusive, int endExclusive)

public static IntStream **stream**(int[] array)

public static IntStream **stream**(int[] array,

int startInclusive, int endExclusive)

public static LongStream **stream**(long[] array)

public static LongStream **stream**(long[] array,

int startInclusive, int endExclusive)

public static DoubleStream **stream**(double[] array)

public static DoubleStream **stream**(double[] array,

int startInclusive, int endExclusive)

}

Und auch das Interface Stream selbst enthält statische Factory-Methoden:

public interface **Stream**<T> ... {

public static<T> Stream<T> **empty**()

public static<T> Stream<T> **of**(T t)

public static<T> Stream<T> **of**(T... values)

public static<T> Stream<T> **iterate**(final T seed, final UnaryOperator<T> f)

public static<T> Stream<T> **generate**(Supplier<T> s)

public static <T> Stream<T> **concat**(

Stream<? extends T> a, Stream<? extends T> b)

}

Im folgenden wird für jede Factory-Methode ein kleines Beispiel vorgestellt. Die Ausgaben werden i.d.R. nicht weiter dokumentiert – sie sind selbstverständlich.

### Collection.stream

Die steam-Methode von Collection<T> liefert Stream<T>:

static void **demoCollectionStream**() {

final List<Integer> list = Arrays.asList(1, 2, 3);

Stream<Integer> stream = list.stream();

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

### Arrays.stream

An Arrays.stream könnte ein Integer-Array übergeben werden:

static void **demoArraysStream**() {

final Integer[] array = new Integer[] { 1, 2, 3 };

Stream<Integer> stream = Arrays.stream(array);

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

Die letzte Zeile könnte ausführlicher dargestellt werden (der Typ von x ist Integer):

stream.forEach((Integer x) -> out.print(x + " "));

Arrays.stream ist überladen – damit primitive Typen performanter behandelt werden können:

static void **demoIntStream**() {

final int[] array = new int[] { 1, 2, 3 };

IntStream stream = Arrays.stream(array);

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

Hier liefert Arrays.stream nicht Stream<Integer>, sondern IntStream. Und x ist vom Typ int. Die letzte Zeile hätte man also auch wie folgt schreiben können:

stream.forEach((int x) -> out.print(x + " "));

Neben IntStream gibt's natürlich auch LongStream und DoubleStream:

static void **demoLongSream**() {

final long[] array = new long[] { 1, 2, 3 };

LongStream stream = Arrays.stream(array);

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

static void **demoDoubleStream**() {

final double[] array = new double[] { 1.0, 2.0, 3.0 };

DoubleStream stream = Arrays.stream(array);

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

### Stream.of

An die statische of-Methode von Stream können beliebig viele Elemente eines Typs T übergeben werden:

static void **demoStreamOf**() {

Stream<Integer> stream = Stream.of(1, 2, 3);

System.out.println(stream.getClass().getName());

stream.forEach(x -> System.out.print(x + " "));

}

Die Ausgaben: 1 2 3

### IntStream.range

An range von IntStream kann ein Interval übergeben (einschließlich Untergrenze, ausschließlich Obergrenze):

static void **demoIntStreamRange**() {

IntStream stream = IntStream.range(1, 4);

stream.forEach(x -> System.out.print(x + " "));

}

Die Ausgaben: 1 2 3

### IntStream.iterate

An iterate von IntStream wird ein Anfangswert und eine Function übergeben, welche aufgrund des Vorgänger-Werts jeweils den nächsten Wert berechnet. Die Anzahl der Berechnungen (und damit die Menge der gelieferten Ergebnisse) sollte natürlich mittels Aufrufs der limit-Methode begrenzt werden:

static void **demoIntStreamIterate**() {

final IntStream stream = IntStream.iterate(10, x -> x + 2).limit(5);

stream.forEach((int x) -> System.out.print(x + " "));

}

Die Ausgaben: 10 12 14 16 18

### Stream.iterate

iterate kann auch auf Stream aufgerufen werden:

static void **demoStreamIterate**() {

final IntStream stream = IntStream.iterate(10, x -> x + 2).limit(5);

stream.forEach((int x) -> System.out.print(x + " "));

}

### Stream.empty

Stream enthält schließlich eine Methode empty. Sie erzeugt einen leeren Stream:

static void **demoStreamEmpty**() {

Stream<Integer> stream = Stream.empty();

stream.forEach((Integer x) -> System.out.print(x + " "));

}

Die Ausgabe ist so leer wie der Stream...

Ein Hinweis zur Performance:

Wenn möglich, sollte statt Stream<Integer> die Klasse IntStream verwendet werden (und das gilt natürlich auch für Stream<Long> (Alternative: LongStream) und Stream<Double> (Alternative: DoubleStream). Das zeigt der folgende Performance-Vergleich (wir benutzen wieder den PerformanceRunner aus dem shared-Projekt).

Wir verwenden eine kleine Hilfsklasse:

static class **IntHolder** {

public int **value**;

}

Und folgende Test-Parameter:

static final int **size** = 1\_000\_000;

static final int **loops** = 1\_000;

Zunächst der Performance-Test für Stream<Integer>:

static void **demoPerformanceStream**() {

final PerformanceRunner runner = new PerformanceRunner();

final Integer[] array = new Integer[size];

for (int i = 0; i < size; i++)

array[i] = i;

final IntHolder h = new IntHolder();

runner.run("Integer", loops, () -> {

final Stream<Integer> stream = Arrays.stream(array);

stream.forEach((Integer x) -> h.value += x);

});

System.out.println(h.value);

}

(Der Wert vom IntHolder wird nur deshalb inkrementiert, um definitiv auszuschließen, dass zur Laufzeit der forEach komplett wegoptimiert wird.)

Im Client-Modus benötigt der Test etwa 5,8 Sekunden; im Server-Modus etwa 2,5 Sekunden (bei einer 32-Bit-JVM – die 64-Bit-JVM läuft immer im Server-Modus).

Dann der Test von IntStream:

static void **demoPerformanceIntStream**() {

final PerformanceRunner runner = new PerformanceRunner();

final int[] array = new int[size];

for (int i = 0; i < size; i++)

array[i] = i;

final IntHolder h = new IntHolder();

runner.run("int", loops, () -> {

final IntStream stream = Arrays.stream(array);

stream.forEach((int x) -> h.value += x);

});

System.out.println(h.value);

}

Im Client-Modus werden 4,8 Sekunden benötigt; im Server-Modus nur 0,5 Sekunden.

Die absoluten Zeiten sind natürlich nicht verallgemeinerbar – die Verhältnisse dieser Zeiten zueinander aber sehr wohl. Zwar ist die Maschine im Client-Modus nur unwesentlich schneller, wenn statt Stream<Integer> die Klasse IntStream verwendet wird – dafür aber ist der Unterschied im Server-Modus um so größer (um den Faktor 5).

## Intermediate Operations

Im folgenden werden die Intermediate-Operationen vorgestellt – wiederum anhand kleiner Beispiele. Alle Intermediate-Operationen werden auf Streams aufgerufen (sind daher auch im Stream-Interface als default-Methoden implementiert) – und liefern jeweils ein neues(!) Stream-Objekt zurück.

Hier eine Übersicht zu den im folgenden vorgestellten Intermediate Operations:

* map
* flatMap
* filter
* peek
* distinct
* sorted
* skip
* limit

Wir beginnen mit map.

### map

An alle map-Operationen wird jeweils eine Function (resp. eine ToIntFunction, ToLongFunction oder ToDoubleFunction) übergeben

public interface **Stream**<T> ... {

// ...

<R> Stream<R> **map**(

Function<? super T, ? extends R> mapper);

IntStream **mapToInt**(

ToIntFunction<? super T> mapper);

LongStream **mapToLong**(

ToLongFunction<? super T> mapper);

DoubleStream **mapToDouble**(

ToDoubleFunction<? super T> mapper);

}

Der folgende Stream transformiert eine Liste von Strings in einen Stream von int-Werten (die Länge der Strings):

static void **demoMap**() {

final List<String> list = Arrays.asList("red", "green", "blue");

Stream<Integer> stream = list.stream().map(s -> s.length());

stream.forEach(x -> out.print(x + " "));

}

Die Ausgaben: 3 5 4

Statt map kann auch mapToInt (resp. mapToLong, mapToDouble) verwendet werden – wir erhalten als Resultat einen IntStream (resp. LongStream, DoubleStream):

static void **demoMapToInt**() {

final List<String> list = Arrays.asList("red", "green", "blue");

IntStream stream = list.stream().mapToInt(s -> s.length());

stream.forEach(x -> out.print(x + " "));

}

Der folgende Stream transformiert Strings zu doubles:

static void **demoMapToDouble**() {

final List<String> list = Arrays.asList("red", "green", "blue");

DoubleStream stream = list.stream().mapToDouble(

s -> s.length() \* 0.5);

stream.forEach(x -> out.print(x + " "));

}

Die Ausgaben: 1.5 2.5 2.0

### flatMap

flatMap kann genutzt werden, um aus einer Liste von Listen eine Liste zu fabrizieren. Die an flatMap übergebene Function muss aus einem Element der "äußeren" Liste einen Stream erzeugen und diesen zurückliefern:

public interface **Stream**<T> ... {

// ...

<R> Stream<R> **flatMap**(

Function<? super T, ? extends Stream<? extends R>> mapper);

IntStream **flatMapToInt**(

Function<? super T, ? extends IntStream> mapper);

LongStream **flatMapToLong**(

Function<? super T, ? extends LongStream> mapper);

DoubleStream **flatMapToDouble**(

Function<? super T, ? extends DoubleStream> mapper);

}

Im folgenden werden zwei Listen von Strings erzeugt. Diese Listen werden zu einer dritten Liste hinzugefügt – einer List<List<String>>. flatMap "klopft" dann diese Listen "falch":

static void **demoFlatMap**() {

final List<String> list1 = Arrays.asList("red", "green", "blue");

final List<String> list2 = Arrays.asList("rot", "gruen", "blau");

final List<List<String>> list = Arrays.asList(list1, list2);

Stream<String> stream =

list.stream().flatMap((List<String> l) -> l.stream());

stream.forEach(s -> out.print(s + " "));

}

Die Ausgaben: red green blue rot gruen blau

Auch Arrays von Arrays von ints lassen sich flachklopfen (man beachte: wir benutzen flatMapToInt):

static void **demoFlatMapToInt**() {

final int[] array1 = new int[] { 10, 20, 30 };

final int[] array2 = new int[] { 40, 50 };

final int[] array3 = new int[] { 60 };

final int[][] array = new int[][] { array1, array2, array3 };

IntStream stream = Arrays.stream(array).flatMapToInt(

(int[] a) -> Arrays.stream(a));

stream.forEach((int i) -> out.print(i + " "));

}

Die Ausgaben: 10 20 30 40 50 60

### filter

An die filter-Methode wird ein Predicate übergeben:

public interface **Stream**<T> ... {

// ...

Stream<T> **filter**(Predicate<? super T> predicate);

}

Der folgende Stream filtert alle Strings aus, deren Länge kleiner oder gleich 3 ist:

static void **demoFilter**() {

Stream<String> stream =

Arrays.asList("red", "green", "blue").stream();

stream

.filter(s -> s.length() > 3)

.forEach(s -> out.print(s + " "));

}

Ausgaben: green blue

### peek

An peek wird ein Consumer übergeben. Der Consumer wird für jedes Element des Streams aufgerufen:

public interface **Stream**<T> ... {

// ...

Stream<T> **peek**(Consumer<? super T> action);

}

static void **demoPeek**() {

Stream<String> stream =

Arrays.asList("red", "green", "blue").stream();

stream

.peek(s -> out.print(s.length() + ":"))

.forEach(s -> out.print(s + " "));

}

Die Ausgaben: 3:red 5:green 4:blue

### distinct

distinct sorgt dafür, dass jedes Element "nur einmal" geliefert wird. Sind also mehrere Objekte per equals gleich, wird nur eines diese Elemente jeweils durchgelassen. Die Methode ist parameterlos:

public interface **Stream**<T> ... {

// ...

Stream<T> **distinct**();

}

Der folgende Input enthält mehrfach die Elemente "red" und "green":

static void **demoSort**() {

Stream<String> stream = Arrays.asList(

"red", "green", "red", "blue", "green").stream();

stream.distinct().forEach(s -> out.print(s + " "));

}

In der Ausgabe erscheinen "red" und "green" jeweils nur einmal: red green blue

### sorted

Die Methode sorted sorgt für die Sortierung der Elemente. sorted ist überladen:

public interface **Stream**<T> ... {

// ...

Stream<T> **sorted**();

Stream<T> **sorted**(Comparator<? super T> comparator);

}

Hier eine Anwendung der ersten der beiden sorted-Methoden:

static void **demoSort**() {

Stream<String> stream =

Arrays.asList("red", "green", "blue").stream();

stream.sorted().forEach(s -> out.print(s + " "));

Die Ausgaben sind lexikalisch sortiert: blue green red

### skip

Mittels skip können n-1 Elemente des Inputs übersprungen werden:

public interface **Stream**<T> ... {

// ...

Stream<T> **skip**(long n);

}

Der folgende skip-Aufruf sorgt dafür, dass jeweils ein(!) Element übersprungen wird:

static void **demoSkip**() {

Stream<Integer> stream = Arrays.asList(10, 20, 30, 40).stream();

stream.skip(2).forEach(s -> out.print(s + " "));

}

Die Ausgaben: 30 40

### limit

limit sorgt dafür, dass maximal maxSize Elemente des Inputs durchgelassen werden:

public interface **Stream**<T> ... {

// ...

Stream<T> **limit**(long maxSize);

}

static void **demoLimit**() {

Stream<Integer> stream = Arrays.asList(10, 20, 30, 40).stream();

stream.limit(3).forEach(s -> out.print(s + " "));

}

Die Ausgaben: 10 20 30

### Verketten von intermediate operations

Natürlich können intermediate Operationen zu einer Kette verknüpft werden:

static void **demoCombination1**() {

Stream<Integer> stream = Stream.of(33, 55, 44, 11, 22, 66);

stream

.skip(1)

.limit(4)

.filter(x -> x % 2 == 0)

.sorted()

.forEach(s -> out.print(s + " "));

}

Die Ausgaben: 22 44

In der folgenden Methode aber gibt's eine Exception:

static void **demoCombination2**() {

try [

Stream<Integer> stream = Stream.of(33, 55, 44, 11, 22, 66);

stream

.skip(1)

.limit(4);

stream

.filter(x -> x % 2 == 0)

.sorted()

.forEach(s -> out.print(s + " "));

}

catch(Exception e) {

System.out.println("Expected: " + e.getMessage();

}

}

Die Ausgabe: Expected: stream has already been operated upon or closed

Aber so geht's:

static void **demoCombination3**() {

Stream<Integer> stream = Stream.of(33, 55, 44, 11, 22, 66);

stream = stream

.skip(1)

.limit(4);

stream

.filter(x -> x % 2 == 0)

.sorted()

.forEach(s -> out.print(s + " "));

}

Was liefern die z.B. die map- und die filter-Methoden zurück? Natürlich ein Objekt, dessen Klasse das Interface Stream implementiert. Aber von welchem genauen Typ sind diese Objekte? Wir benutzen Features.printInheritance, um diese Typen und ihrer Ableitungsbeziehungen ausgeben zu lassen:

static void **demoInternal**() {

mlog();

Stream<Integer> stream = Stream.of(33, 55, 44, 11, 22, 66);

Features.printInheritance(stream);

stream = stream.map(x -> x + 1);

Features.printInheritance(stream);

stream = stream.filter(x -> x % 2 == 0);

Features.printInheritance(stream);

stream.forEach(s -> System.out.print(s + " "));

System.out.println();

}

Die Ausgabe zeigt, dass es sich jeweils um unterschiedliche Klassen handelt – Klassen aber, die allesamt von ReferencePipeline abgeleitet sind:

java.util.stream.**ReferencePipeline$Head**

java.util.stream.ReferencePipeline

java.util.stream.AbstractPipeline

java.util.stream.PipelineHelper

java.util.stream.**ReferencePipeline$3**

java.util.stream.ReferencePipeline$StatelessOp

java.util.stream.ReferencePipeline

java.util.stream.AbstractPipeline

java.util.stream.PipelineHelper

java.util.stream.**ReferencePipeline$2**

java.util.stream.ReferencePipeline$StatelessOp

java.util.stream.ReferencePipeline

java.util.stream.AbstractPipeline

java.util.stream.PipelineHelper

## Terminal Operations

Erst der Aufruf einer terminalen Operation stösst die gesamte Verarbeitung eines Streams an. Eine terminale Operation "verbraucht" die Elemente. Wenn eine terminale Operation noch etwas zurückliefert, dann auf jeden Fall keinen Stream mehr

Hier eine Übersicht zu den im folgenden erläuterten terminalen Operationen:

* forEach
* toArray
* reduce
* collect
* min / max / count
* match
* find

Wie beginnen mit forEach.

### forEach

public interface **Stream**<T> ... {

// ...

void **forEach**(Consumer<? super T> action);

void **forEachOrdered**(Consumer<? super T> action);

}

forEach wurde schon immer in den bisherigen Beispielen verwendet. Hier werden einige zusätzlich Varianten vorgestellt.

forEach arbeitet per default im sequential-Modus; dies kann auch explizit angefordert werden:

static void **demoForEachSequential**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50)

.sequential();

stream.forEach(s -> tlog("forEach: " + s));

}

util.Util.tlog gibt u.a. die Thread-Id aus.

Hier die Ausgaben:

[ 1 ] forEach: 10

[ 1 ] forEach: 20

[ 1 ] forEach: 30

[ 1 ] forEach: 40

[ 1 ] forEach: 50

forEach kann aber auch im parallelen Modus arbeiten:

static void **demoForEachParallel**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50)

.parallel();

stream.forEach(s -> tlog("forEach: " + s));

}

Die Ausgaben:

[ 1 ] forEach: 30

[ 1 ] forEach: 50

[ 11 ] forEach: 40

[ 10 ] forEach: 20

[ 11 ] forEach: 10

Wie man sieht, werden die Ausgaben in drei verschiedenen Thread erzeugt (das ist natürlich rein zufällig). Sie erscheinen daher auch ungeordent.

Hier schließlich eine Anwendung für forEachOrdered:

static void **demoForEachOrdered**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50)

.parallel();

stream.forEachOrdered(s -> System.out.print(s + " "));

}

Die Ausgaben:

[ 12 ] forEach: 10

[ 12 ] forEach: 20

[ 12 ] forEach: 30

[ 12 ] forEach: 40

[ 12 ] forEach: 50

Für die Produktion der Ausgaben wird ein neuer Thread benutzt – aber ein einziger. Nur deshalb können die Ausgaben natürlich auch geordnet sein.

### toArray

public interface **Stream**<T> ... {

// ...

Object[] **toArray**();

<A> A[] **toArray**(IntFunction<A[]> generator);

}

Die erste Variante von toArray liefert den Output eines Streams als Object-Array zurück:

static void **demoToObjectArray**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

Object[] array = stream.toArray();

for (Object v : array)

System.out.print(v + " ");

}

Die Ausgaben: 10 20 30 40 50

Mittels der zweiten kann ein Integer-Array erzeugt werden:

static void **demoToIntegerArray**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

Integer[] array = stream.toArray(n -> new Integer[n]);

for (Integer v : array)

System.out.print(v + " ");

}

Die Ausgaben sind natürlich dieselben wie bei der letzten demo-Methode.

Und von einem IntStream kann ein int-Array erzeugt werden

static void **demoToIntArray**() {

IntStream stream = IntStream.of(10, 20, 30, 40, 50);

int[] array = stream.toArray();

for (int v : array)

System.out.print(v + " ");

}

### reduce

Reduktion bedeutet, dass die Werte eines Streams zu einem einzigen Wert kumuliert werden.

public interface **Stream**<T> ... {

// ...

T **reduce**(T identity, BinaryOperator<T> accumulator);

Optional<T> **reduce**(BinaryOperator<T> accumulator);

<U> U **reduce**(U identity,

BiFunction<U, ? super T, U> accumulator,

BinaryOperator<U> combiner);

}

Allen drei reduce-Methoden wird ein accumulator übergeben – dieser ist entweder ein BinaryOperator oder (im letzten Falle) eine BiFunction.

Ein erstes Beispiel – welches die Summe aller Werte des Streams berechnet:

static void **demoReduce**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

Integer sum = stream.reduce(0, (x, y) -> {

System.out.println(x + " " + y);

return x + y;

});

System.out.println("sum = " + sum);

}

Die Ausgaben zeigen anschaulich die Schritte der Reduktion:

0 10

10 20

30 30

60 40

100 50

sum = 150

Die 0 in der ersten Zeile ist die an reduce übergebene "Identität" – bei additiven Operationen muss diese natürlich 0 sein (und bei multiplikativen Operationen 1).

Wird auf die Trace-Ausgaben verzichtet, kann man das Ganze natürlich etwas knapper formulieren:

System.out.println("sum = " +

Stream.of(10, 20, 30, 40, 50).reduce(0, (x, y) -> x + y));

Auch ein leerer Stream kann reduziert werden:

static void **demoReduceEmpty**() {

Stream<Integer> stream = Stream.empty();

Integer sum = stream.reduce(0, (x, y) -> x + y);

System.out.println(sum);

}

Die Ausgabe ist 0 (der Wert der an reduce übergebenen Identiät.

Die zweite der oben aufgelisteten reduce-Methoden verlangt nur einen BinaryOperator – und keine Identität. Sie liefert daher ein Optional zurück (der bei einem leeren Stream inhaltslos wäre):

static void **demoReduceOptional**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

Optional<Integer> result = stream.reduce((x, y) -> x + y);

int sum = result.get();

System.out.println(sum);

}

(Der Aufruf von result.get würde bei einem leeren Stream natürlich eine Exception werfen.)

Man kann Reduktion auch parallel betreiben:

static void **demoReduceParallel**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50)

.parallel();

Integer product = stream.reduce(1, (x, y) -> x \* y);

System.out.println(product);

}

(Da hier muliplikativ verknüpft wird, wir an reduce die Identität 1 übergeben.)

### collect

Mittels der collect–Methoden können die Elemente eines Streams z.B. zu einer Liste zusammengefaßt werden.

public interface **Stream**<T> ... {

// ...

<R> R **collect**(Supplier<R> supplier,

BiConsumer<R, ? super T> accumulator,

BiConsumer<R, R> combiner);

<R, A> R **collect**(Collector<? super T, A, R> collector);

}

Wir beginnen mit der ersten collect-Methode. Der an sie zu übergebene Supplier muss eine Datenstruktur (z.B. eine Collection) zur Verfügung stellen können, welche die Elemente des Streams aufnehmen wird. Als accumulator wird ein BiConsumer übergeben, welchem als erster Parameter genau diejenige Datenstrukutur übergeben wird, die der Supplier zur Verfügung gestellt hat; als zweiter Parameter wird das aktuelle Element des Streams übergeben. Der BiConsumer hat somit die Aufgabe, die Datenstruktur, die der Supplier zur Verfügung gestellt hat, um das jeweils aktuelle Element des Streams zu bereichern. Der als letzer Parameter übergebene BiConsumer (der combiner) muss möglicherweise die Elemente einer zweiten erzeugten Datenstruktur zu einer anderen erzeugten Datenstruktur hinzufügen (er wird im parallelen Betrieb benötigt).

Im folgenden Beispiel stellt der Supplier eine ArrayList zur Verfügung. Für jedes Element des Streams wird dann der als zweiter Parameter übergebene BiConsumer aufgerufen – welcher das aktuelle Stream-Element der ArrayList hinzufügt. Der BiConsumer, der als letzter Parameter übergeben wird, fügt alle Elemente einer zweiten List zur ersten List hinzu:

static void **demoCollectSequential**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

List<Integer> list = stream.collect(

() -> new ArrayList<Integer>(),

(List<Integer> l, Integer v) -> l.add(v),

(List<Integer> l1, List<Integer> l2) -> l1.addAll(l2));

System.out.println(list);

}

Die Ausgaben: [10, 20, 30, 40, 50]

collect kann auch parallel operieren:

static void **demoCollectParallel**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50)

.parallel();

List<Integer> list = stream.collect(

() -> {

tlog("supply");

return new ArrayList<Integer>();

}.

(List<Integer> l, Integer v) -> l.add(v),

(List<Integer> l1, List<Integer> l2) -> {

tlog("combine " + l1 + " and " + l2);

l1.addAll(l2);

}

);

System.out.println(list);

}

Folgende Ausgaben könnten produziert werden:

[ 11 ] supply

[ 11 ] supply

[ 11 ] combine [10] and [20]

[ 12 ] supply

[ 1 ] supply

[ 10 ] supply

[ 10 ] combine [40] and [50]

[ 10 ] combine [30] and [40, 50]

[ 10 ] combine [10, 20] and [30, 40, 50]

[10, 20, 30, 40, 50]

Man sieht: beim obigen Ablauf ist der supplier offenbar fünf mal aufgerufen worden. Daher muss dann natürlich auchder combiner viermal aufgerufen werden.

Nun zur zweiten collect-Methode. Diese verlangt statt drei Parametern nur einen einzigen: einen Colloctor.

Collector ist ein Interface, welches Methoden spezifiziert, welche den benötigten supplier, den benötigten accumulator und combiner zur Verfüng stellen. Zudem existiert eine weitere Methode, welche einen finischer bereitstellt.

Im folgenden Beispiel wird dieses Interface in Form einer anonymen Klasse implementiert:

static void **demoCollector1**() {

Collector<Integer, List<Integer>, Integer[]> collector =

new **Collector**<Integer, List<Integer>, Integer[]>() {

public Supplier<List<Integer>> **supplier**() {

return () -> new ArrayList<Integer>();

}

public BiConsumer<List<Integer>, Integer> **accumulator**() {

return (l, v) -> l.add(v);

}

public BinaryOperator<List<Integer>> **combiner**() {

return (l1, l2) -> {

l1.addAll(l2);

return l1;

};

}

public Function<List<Integer>, Integer[]> **finisher**() {

return l -> l.toArray(new Integer[l.size()]);

}

public Set<Characteristics> **characteristics**() {

return new HashSet<Characteristics>();

}

};

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

Integer[] array = stream.collect(collector);

System.out.println(Arrays.toString(array));

Collectors.toList();

}

Der von supplier gelieferte Supplier stellt hier eine ArrayList zur Verfügung. Der von accumulator gelieferte BiConsumer fügt das aktuelle Element des Streams zu dieser ArrayList hinzu. Etc. Die von finsicher gelieferte Function transformiert die ArrayList in einen Array – der dann als endgültiges Resulat von collect zurückgeliefert werden wird.

Die Ausgaben: [10, 20, 30, 40, 50]

Soll aber einfach genau diejenige Liste zurückgeliefert werden, welche der Supplier zur Verfügung stellt, so kann die finischer-Methode eine Function liefern, die ihren Input unverändert als Output returniert:

static void **demoCollector2**() {

Collector<Integer, List<Integer>, List<Integer>> collector =

new **Collector**<Integer, List<Integer>, List<Integer>>() {

// ...

public Function<List<Integer>, List<Integer>> **finisher**() {

return l -> l;

}

};

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

List<Integer> list = stream.collect(collector);

System.out.println(list);

}

Um die Elemente eines Streams in einer List zu sammeln, kann eine Default-Implementierung von Collector verwendet werden:

static void **demoCollectorsToList**() {

Stream<Integer> stream = Stream.of(10, 20, 30, 40, 50);

List<Integer> list = stream.collect(Collectors.toList());

System.out.println(list);

}

Auch hier die Ausgaben: [10, 20, 30, 40, 50]

### min, max, count

Mittels min kann das kleinste Element eines Streams, mittels max das größte Element und mittels count die Anzahl der Elemente bestimmt werden. min und max liefern Optional:

public interface **Stream**<T> ... {

// ...

Optional<T> **min**(Comparator<? super T> comparator);

Optional<T> **max**(Comparator<? super T> comparator);

long **count**();

}

Eine Beispiel:

static void **demoMinMaxCount**() {

Stream<Integer> stream1 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream1.min((x, y) -> x.compareTo(y)));

Stream<Integer> stream2 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream2.max((x, y) -> x.compareTo(y)));

Stream<Integer> stream3 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream3.count());

}

Die Ausgaben:

Optional[10]

Optional[50]

5

### match

An alle match-Methoden wird ein Tester in Form eines Predicates übergeben. Alle match-Methode liefern boolean.

Mittels anyMatch kann ermittelt werden, ob in einem Stream ein Element enthalten ist, welches dem übergebenen Predicate genügt; mittels allMatch wird geprüft, ob alle Elemente dem Predicte genügen; und über noneMatch, ob keines der Elemente dem Predicate genügt:

public interface **Stream**<T> ... {

// ...

boolean **anyMatch**(Predicate<? super T> predicate);

boolean **allMatch**(Predicate<? super T> predicate);

boolean **noneMatch**(Predicate<? super T> predicate);

}

Ein Beispiel:

static void **demoMatch**() {

Stream<Integer> stream1 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream1.anyMatch(x -> x == 20));

Stream<Integer> stream2 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream2.allMatch(x -> x <= 50));

Stream<Integer> stream3 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream3.noneMatch(x -> x == 42));

}

Die Ausgaben: dreimal true.

### find

Mittels findFirst kann das erste Element eines Streams ermittelt werden; mittels findAny irgendeines. Beide Methoden liefern natürlich Optional (der Stream könnte leer sein):

public interface **Stream**<T> ... {

// ...

Optional<T> **findFirst**();

Optional<T> **findAny**();

}

Ein Beispiel:

static void **demoFind**() {

Stream<Integer> stream1 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream1.findAny()); // mal so, mal so....

Stream<Integer> stream2 = Stream.of(10, 20, 30, 40, 50).parallel();

System.out.println(stream2.findFirst());

}

Die Ausgaben:

Optional[40]

Optional[10]

## Collectors

Die Klasse Collectors enthält einige statische Factory-Methoden, welche spezielle Collector-Objekte zurückliefern:

* joining
* counting
* groupingBy
* partitionigBy

### joining

Die Methode joining liefert einen Collector, der seinerseits einen String mit allen Elementen eines Streams zurückliefert – getrennt durch den an die Methode übergebenen Separator:

static void **demoJoining**() {

List<String> list = Arrays.asList("red", "green", "blue");

String s = list.stream().collect(Collectors.joining(", "));

System.out.println(s);

}

Die Ausgaben: red, green, blue

Das obige Resultat läßt sich allerdings auch etwas einfacher produzieren – Java 8 hat die String-Klasse um eine join-Methode bereichert:

static void **demoStringJoin**() {

List<String> list = Arrays.asList("red", "green", "blue");

String s = String.join(", ", list);

System.out.println(s);

}

Die Ausgaben: red, green, blue

Natürlich kann auch ein String produziert werden, welche die Elemente einer Integer-Liste enthält – wiederum getrennt durch einen Separator:

static void **demoJoiningInts**() {

List<Integer> list = Arrays.asList(10, 20, 30);

String s = list.stream()

.map(i -> String.valueOf(i))

.collect(Collectors.joining(", "));

System.out.println(s);

}

Die Ausgaben: 10, 20, 30

### counting

counting kann benutzt werden, um die Anzahl der Elemente eines Stream zu ermitteln:

static void **demoCounting**() {

List<String> list =

Arrays.asList("a", "bb", "ccc", "ddd", "ee", "f");

long count = list.stream().collect(Collectors.counting());

System.out.println(count);

}

Die Ausgabe: 6

### groupingBy

groupingBy liefert einen Collector, der seinerseits eine Map zurückliefert:

static void **demoGroupingBy**() {

List<String> list =

Arrays.asList("a", "bb", "ccc", "ddd", "ee", "f");

Map<Integer, List<String>> map =

list.stream().collect(Collectors.groupingBy(s -> s.length()));

System.out.println(map);

}

Die Ausgaben: {1=[a, f], 2=[bb, ee], 3=[ccc, ddd]}

Die produzierte Map enthält Gruppen von Elementen des Streams. An groupingBy wird eine Function übergeben, die für jedes Element des Streams aufgerufen wird. Diese Function fungiert als Key-Erzeuger: der Output dieser Function wird als Key einer Gruppe benutzt. Eine Gruppe hat die Form einer List.

An groupingBy kann neben der Key-Erzeuger-Function ein weiterer Collector übergeben werden – z.B. Collectors.counting:

static void **demoGroupingByCounting**() {

List<String> list =

Arrays.asList("a", "bb", "ccc", "ddd", "ee", "f");

Map<Object, Long> map = list.stream()

.collect(Collectors.groupingBy(

s -> s.length(), Collectors.counting()));

System.out.println(map);

}

Die Ausgaben: {1=2, 2=2, 3=2}

### partitionigBy

Die Methode partitionigBy erzeugt eine Map mit zwei Einträgen: mit zwei Listen, die über die Keys true und false angesprochen werden. Jedes Element des Streams wird zu einer diesen beiden Listen hinzugefügt – abhängig von den Resutat des Predicates, welches an partitionigBy übergeben wird. Diejenigen Elemente, für welche das Predicate den Wert true liefert, landen in der true-Liste, die anderen in der false-Liste:

List<String> list =

Arrays.asList("a", "bb", "ccc", "ddd", "ee", "f");

Map<Boolean, List<String>> map = list.stream()

.collect(Collectors.partitioningBy(s -> s.length() > 2));

out.println(map);

Die Ausgaben: {false=[a, bb, ee, f], true=[ccc, ddd]}

### groupingBy – innere Gruppen

Sei folgende Klasse gegeben:

package **appl**;

import java.util.ArrayList;

import java.util.List;

public class **Foo** {

public final int **key1**;

public final int **key2**;

public final String **data**;

public **Foo**(int key1, int key2, String data) {

this.key1 = key1;

this.key2 = key2;

this.data = data;

}

@Override

public String **toString**() {

return "Foo [" + key1 + ", " + key2 + ", " + data + "]";

}

public static List<Foo> **foos** = new ArrayList<>();

**static** {

foos.add(new Foo(1000, 10, "aaa"));

foos.add(new Foo(1000, 10, "bbb"));

foos.add(new Foo(1000, 20, "ccc"));

foos.add(new Foo(1000, 20, "ddd"));

foos.add(new Foo(2000, 10, "eee"));

foos.add(new Foo(2000, 10, "fff"));

foos.add(new Foo(2000, 20, "ggg"));

foos.add(new Foo(2000, 20, "hhh"));

}

}

Wir können einfach gruppieren (gemäß des key1-Kriteriums):

static void **demoGroupingByFoo1**() {

Map<Integer, List<Foo>> map = Foo.foos.stream()

.collect(

Collectors.groupingBy(f -> f.key1));

map.forEach((k, v) -> {

System.out.println(k);

v.forEach(f -> {

System.out.println("\t" + f);

});

});

}

Die Ausgaben:

2000

Foo [2000, 10, eee]

Foo [2000, 10, fff]

Foo [2000, 20, ggg]

Foo [2000, 20, hhh]

1000

Foo [1000, 10, aaa]

Foo [1000, 10, bbb]

Foo [1000, 20, ccc]

Foo [1000, 20, ddd]

Wir können auch innere Gruppen bilden (gemäß des key2-Kriteriums):

static void **demoGroupingByFoo2**() {

Map<Integer, Map<Integer, List<Foo>>> map = Foo.foos.stream()

.collect(

Collectors.groupingBy(f1 -> f1.key1,

Collectors.groupingBy(f2 -> f2.key2)));

map.forEach((k1, v1) -> {

System.out.println(k1);

v1.forEach((k2, v2) -> {

System.out.println("\t" + k2);

v2.forEach(f -> {

System.out.println("\t\t" + f);

});

});

});

}

Die Ausgaben:

2000

20

Foo [2000, 20, ggg]

Foo [2000, 20, hhh]

10

Foo [2000, 10, eee]

Foo [2000, 10, fff]

1000

20

Foo [1000, 20, ccc]

Foo [1000, 20, ddd]

10

Foo [1000, 10, aaa]

Foo [1000, 10, bbb]

### Ein weiteres groupingBy-Beispiel

Sei eine Klasse ABC gegeben:

package **appl**;

public class **ABC** {

public int **aId**;

public String **aName**;

public int **bId**;

public String **bName**;

public int **cId**;

public String **cName**;

public **ABC**(

int aId, String aName,

int bId, String bName,

int cId, String cName) {

this.aId = aId;

this.aName = aName;

this.bId = bId;

this.bName = bName;

this.cId = cId;

this.cName = cName;

}

@Override

public String **toString**() {

return "ABC [" + aId + ", " + aName + ", " + bId + ", " +

bName + ", " + cId + ", " + cName + "]";

}

}

Seien weiterhin die folgenden drei Klassen A, B und C gegeben (man beachte, dass alle drei Klassen hashCode und equals überschreiben!):

package **appl**;

public class **A** {

public Integer **id**;

public String **name**;

public **A**(int id, String name) { ... }

@Override

public String **toString**() {

return "A [" + id + ", " + name + "]";

}

@Override

public int **hashCode**() { ... }

@Override

public boolean **equals**(Object obj) { ... }

}

}

package **appl**;

public class **B** {

public Integer **id**;

public String **name**;

public **B**(int id, String name) { ... }

@Override

public String **toString**() {

return "B [" + id + ", " + name + "]";

}

@Override

public int **hashCode**() { ... }

@Override

public boolean **equals**(Object obj) { ... }

}

package **appl**;

public class **C** {

public Integer **id**;

public String **name**;

public **C**(int id, String name) { ... }

@Override

public String **toString**() {

return "C [" + id + ", " + name + "]";

}

@Override

public int **hashCode**() { ... }

@Override

public boolean **equals**(Object obj) { ... }

}

}

Dann können wir einen Stapel von ABC-Objekten transformieren in eine Datenstruktur, welche aus A-, B- und C-Objekten besteht:

static void **demoGroupingByABC**() {

final ABC[] abcRecords = new ABC[] {

new ABC(1, "A1", 1, "B11", 1, "C111"),

new ABC(1, "A1", 1, "B11", 2, "C112"),

new ABC(1, "A1", 2, "B12", 3, "C121"),

new ABC(1, "A1", 2, "B12", 4, "C122"),

new ABC(2, "A2", 1, "B21", 1, "C211"),

new ABC(2, "A2", 1, "B21", 2, "C212"),

new ABC(2, "A2", 2, "B22", 3, "C221"),

new ABC(2, "A2", 2, "B22", 4, "C222"),

};

Map<A, Map<B, List<C>>> map = Arrays.stream(abcRecords)

.collect(

Collectors.groupingBy(abc -> new A(abc.aId, abc.aName),

Collectors.groupingBy(abc -> new B(abc.bId, abc.bName),

Collectors.mapping(abc -> new C(abc.cId, abc.cName),

Collectors.toList())))

);

map.forEach((a, bList) -> {

System.out.println(a);

bList.forEach((b, cList) -> {

System.out.println("\t" + b);

cList.forEach(c -> {

System.out.println("\t\t" + c);

});

});

});

}

Die Ausgaben:

A [2, A2]

B [2, B22]

C [3, C221]

C [4, C222]

B [1, B21]

C [1, C211]

C [2, C212]

A [1, A1]

B [2, B12]

C [3, C121]

C [4, C122]

B [1, B11]

C [1, C111]

C [2, C112]

## Parallelität

Wie kann das parallele Verhalten von Streams beinflußt werden? Im folgenden werden zwei Varianten vorgestellt.

Die folgende Methode zeigt zunächst das Standardverhalten:

static void **demoStandard**(int size, int sleepTime) {

System.out.println("availableProcessors = " +

Runtime.getRuntime().availableProcessors());

final Set<Thread> threads = new HashSet<>();

IntStream.range(1, size)

.parallel()

.peek(x -> xrun(() -> Thread.sleep(sleepTime)))

.forEach(x -> threads.add(Thread.currentThread()));

System.out.println("Used Threads: " + threads.size());

}

In peek wird sleepTime Millisekunden geschlafen; in forEach wird der aktuelle Thread zu einem Set hinzugefügt (natürlich nur dann, wenn er noch nicht im Set existiert), um am Ende die Anzahl der verwendeten Threads ausgeben zu können. Es werden size viele Elemente verarbeitet.

Angenommen, als size wird 1000 und als sleepTime der Wert 2 übergeben. Die verwendete Testmaschine hat 4 Prozessoren.

Die Ausgabe: Used Threads: 4

Per default werden also i.d.R. genau soviele Threads erzeugt, wie Prozessoren vorhanden sind (das muss aber nicht exakt übereinstimmen – manchmal werden auch 3 oder 5 Threads genutzt).

Die Ausführung der obigen Methode dauert auf der verwendeten Testmaschine ca. 600 Millisekunden.

Intern verwendet der Stream-Mechanismus einen ForkJoinPool. Man kann das Verhalten dieses Pools über eine System-Property einstellen:

static void **demoThreadPoolProperty**(int size, int sleepTime) {

final Set<Thread> threads = new HashSet<>();

System.setProperty(

"java.util.concurrent.ForkJoinPool.common.parallelism",

"20");

IntStream.range(1, size)

.parallel()

.peek(x -> xrun(() -> Thread.sleep(sleepTime)))

.forEach(x -> threads.add(Thread.currentThread()));

System.out.println("Used Threads: " + threads.size());

}

Auf der Testmaschine werden dann etwa 25 - 30 Threads genutzt. Die Ausführung dauert dann nur ca. 200 Millisekunden (das ist nur etwa ein Drittel der "normalen" Ausführungsdauer).

Die zweite Variante besteht darin, einen eigenen ForkJoinPool bereitzustellen – und die Stream an diesen Pool zu übergeben:

static void **demoForkJoinPool**(int size, int sleepTime) {

final ForkJoinPool forkJoinPool = new ForkJoinPool(10);

final Set<Thread> threads = new HashSet<>();

final Future<?> future = forkJoinPool.submit(() ->

IntStream.range(1, size)

.parallel()

.peek(x -> xrun(() -> Thread.sleep(sleepTime)))

.forEach(x -> threads.add(Thread.currentThread())));

xrun(() -> future.get());

System.out.println("Used Threads: " + threads.size());

}

Es werden dann 10 Thread genutzt – die Ausführungsdauer beträgt 250 Millisekunden.

Zusammemgefaßt (Anzahl Prozessoren, Ausführungsdauer):

Standard 4 600

System-Property 25-30 200

Eigener Pool 10 250

Sofern die sleepTime auf 0 gesetzt wird, verhalten sich die drei Lösungen ganz anders als bei einer sleepTime von 2:

Standard 4 100

System-Property 25-30 5

Eigener Pool 10 100

Man sieht: allgemeine Aussagen sind schwierig. Die Standardvariante schneidet anscheinend immer relativ schlecht ab. Je nach Kontext wird es sich entweder anbieten, entweder einen eigenen ForkJoinPool zu verwenden oder aber die System-Property zu setzen.

## Stateless

Die bei der Stream-Verarbeitung benutzten Lambdas sollten - wenn eben möglich - zustandslos sein.

Im folgenden wird ein Lambda benutzt, welches den Zustand einer Datenstruktur ändert:

static void **demoSequential**() {

List<Integer> source = Arrays.asList(10, 11, 12, 13, 14, 15);

List<Integer> result = new ArrayList<>();

source.stream()

.filter(x -> x % 2 == 0)

.forEach(x -> result.add(x));

result.stream()

.forEach(x -> out.print(x + " "));

}

Sofern nur ein einziger Thread läuft, ist das zwar problemlos. Wenn aber eine parallele Verarbeitung stattfindet, muss auf jeden Fall synchronisiert werden. Im folenden wird der Stream via parallelStream angefordert:

static void **demoParallel**() {

List<Integer> source = Arrays.asList(10, 11, 12, 13, 14, 15);

List<Integer> result = new **ArrayList**<Integer>() {

@Override

public boolean **add**(Integer value) {

xrun(() -> Thread.sleep(100));

tlog("in add von List");

synchronized(this) {

return super.add(value);

}

}

};

source.parallelStream()

.filter(x -> x % 2 == 0)

.forEach(x -> result.add(x));

result.stream()

.forEach(x -> out.print(x + " "));

}

Die Ausgaben:

[ 9 ] in add von List

[ 8 ] in add von List

[ 10 ] in add von List

14 12 10

## Non-Interfering

Während der Bearbeitung einer Datenquelle durch einen Stream sollten an der Datenquelle keine Änderugen vorgenommen werden. Das folgende Fragment ist offensichtlich sehr "problematisch":

static void **demoProblem**() {

try {

List<Point> points = new ArrayList<>();

points.add(new Point(1, 1));

points.add(new Point(2, 2));

points.stream()

.forEach(point -> points.add(new Point(0, 0)));

}

catch(Exception e) {

System.out.println("Expected: " + e);

}

}

Hier wird natürlich eine ConcurrentModificationException geworfen...

Die folgenden Zeilen aber sind problemlos:

static void **demoOkay**() {

mlog();

List<Point> points = new ArrayList<>();

points.add(new Point(1, 1));

points.add(new Point(2, 2));

points.stream()

.forEach(point -> point.x += 1);

points.stream()

.forEach(point -> out.println(point));

}

Der Zustand der Elemente kann also geändert werden.

## Account-Beispiel

Gönnen wir uns – nur zur Abwechselung und zum Entspannen - ein einfaches Beispiel: ein Bespiel endlich aber einmal mit "realen", mit "richtigen" Objekten: mit Customers und Accounts

Die Klasse Customer ist trivial:

public class **Customer** {

private String **name**;

public **Customer**(String name) { ... }

// etc.

}

Ein Account hat eine Referenz auf einen Customer:

public class **Account** {

private final int **number**;

private final Customer **customer**;

private int **balance**;

public **Account**(int number, Customer customer, int balance) { ... }

// etc.

}

Wir bauen eine kleine (Daten-)Bank:

static final Customer **c1** = new Customer("Nowak");

static final Customer **c2** = new Customer("Rueschenpoehler");

static final List<Account> **accounts** = new ArrayList<>();

static {

accounts.add(new Account(4711, c1, 100));

accounts.add(new Account(4712, c2, 200));

accounts.add(new Account(4713, c1, 300));

accounts.add(new Account(4714, c2, 400));

}

Jeder der beiden Customers hat zwei Accounts.

Wir berechnen die Summe aller Guthaben des ersten Kunden (c1) – zunächst auf traditionelle Weise:

static void **demoSumOfBalancesOldFashion**() {

int sum = 0;

for (Account a : accounts) {

if (a.getCustomer() == c1)

sum += a.getBalance();

}

System.out.println(sum);

}

Die Ausgabe: 400

Und dasselbe noch einmal – aber ganz anders, ganz modern:

static void **demoSumOfBalancesNewFashion**() {

int sum = accounts.stream()

.filter(a -> a.getCustomer() == c1)

.map(a -> a.getBalance())

.reduce(0, (v1, v2) -> v1 + v2);

System.out.println(sum);

}

Anschließend drucken wird alle Konten des ersten Kunden – zunächst wieder auf traditionelle Weise:

static void **demoPrintAccountsOfCustomerOldFashion**() {

for (int i = 0; i < accounts.size(); i++) {

Account a = accounts.get(i);

if (a.getCustomer() == c1)

System.out.println(a);

}

}

Das Ganze noch einmal, aber schöner:

static void **demoPrintAccountsOfCustomerNewFashion**() {

accounts.stream()

.filter(a -> a.getCustomer() == c1)

.forEach(a -> System.out.println(a));

}

Und noch einmal – aber etwas komplizierter (warum einfach, wenn's auch kompliziert geht):

static void **demoPrintAccountsOfCustomerNewFashionDifficult**() {

mlog();

IntStream.range(0, accounts.size())

.mapToObj(i -> accounts.get(i))

.filter(a -> a.getCustomer() == c1)

.forEach(a -> System.out.println(a));

}

## Performance

Im folgenden wird untersucht, wie sich "traditionelle" Lösungen und Stream-basierte Lösungen bezüglich ihrer Performance verhalten.

Wir benutzen wieder die bereits im letzten Abschnitt definierten Klassen Account und Customer.

package **appl**;

import java.util.ArrayList;

import java.util.List;

import util.PerformanceRunner;

public class **Application** {

public static void **main**(String[] args) {

class **Var** {

public int **value**;

}

final int times = 1000;

final int size = 100000;

final Customer c1 = new Customer("Nowak");

final Customer c2 = new Customer("Rueschenpoehler");

final List<Account> accounts = new ArrayList<>();

for (int i = 0; i < size; i++)

accounts.add(new Account(

i,

i % 2 == 0 ? c1 : c2,

i % 2 == 0 ? 100 : 200));

Var sum1 = new Var();

new PerformanceRunner().run("oldFashion", times, () -> {

for (Account a : accounts) {

if (a.getCustomer() == c1) {

sum1.value += getBalance(a);

}

}

});

System.out.println(sum1.value);

Var sum2 = new Var();

new PerformanceRunner().run("newFashion", times, () -> {

sum2.value += accounts.stream()

.filter(a -> a.getCustomer() == c1)

.map(a -> getBalance(a))

.reduce(0, (v1, v2) -> v1 + v2);

});

System.out.println(sum2.value);

}

static int **getBalance**(Account account) {

return account.getBalance();

}

}

Die Ausgaben:

oldFashion : 349

705032704

newFashion : 1053

705032704

Die traditionelle Lösung ist um den Faktor 3 performanter…

Ersetzen wir allerdings die getBalance-Methode durch die folgende Methode (also durch eine Methode, die tatsächlich auch irgendetwas nenneswertes tut):

static int **getBalance**(Account account) {

return Integer.parseInt(String.valueOf(account.getBalance()));

}

Dann ergibt sich folgendes Bild:

oldFashion : 2291

705032704

newFashion : 2489

705032704

## Eine einfache Implementierung des Stream-Konzepts

Um zumindest einige elementare Grundlagen der realen Implementierung der Stream-Bibliothek verstehen (erahnen) zu können, bietet es sich natürlich an, eine eigene einfache Implementierung der Grundkonzepte zu erstellen.

Wir definieren unser eigenes, recht spärliches Interface (welches allerdings recht einfach um weitere Operationen wir reduce, peek etc. erweitert werden könnte – und auch die Implementierung dieser zusätzlichen Operation wäre einfach):

package **utils**;

// ...

import utils.Pipeline.Head;

public interface **Stream**<T> {

public static <OUT> Stream<OUT> **create**(Iterator<OUT> iterator) {

return new Head<OUT>(iterator);

}

Stream<T> **filter**(Predicate<? super T> predicate);

<R> Stream<R> **map**(Function<? super T, ? extends R> mapper);

void **forEach**(Consumer<? super T> action);

}

Mittels des Aufrufs der statischen create-Methode kann ein Anfangs-Stream erzeugt werden. Der Methode wird ein Iterator übergeben.

Auf einen Stream können dann die intermediate-Operationen filter und map aufgerufen werden. An filter wird ein Predicate übergeben, an map eine Function. Beide liefern jeweils einen neuen Stream zurück.

Als terminale Operation kann forEach aufgerufen werden. An onEach wird ein Consumer übergeben; sie liefert void.

Zum Verständnis des Konzepts kann man sich die Typ-Parameter zunächst einmal wegdenken – und gedanklich jedes Vorkommen von T, ? super T oder ? extends T durch z.B. Integer ersetzten...

Zwei kleine Demo-Methoden sollen zunächst die Verwendung dieses Interfaces zeigen.

Die erste ist verbose formuliert:

static void **demo1**() {

List<String> list = new ArrayList<>();

list.add("red");

list.add("green");

list.add("blue");

Stream<String> s1 = Stream.create(list.iterator());

Stream<String> s2 = s1.filter(s -> s.length() > 3);

Stream<String> s3 = s2.map(s -> s.substring(2));

Stream<Integer> s4 = s3.map(s -> s.length());

Stream<Integer> s5 = s4.filter(i -> i <= 2);

s5.forEach(v -> System.out.println(v));

}

Die Ausgabe: 2

Die zweite fluent:

static void **demo2**() {

mlog();

List<String> list = new ArrayList<>();

list.add("red");

list.add("green");

list.add("blue");

Stream.create(list.iterator())

.filter(s -> s.length() > 3)

.map(s -> s.substring(2))

.map(s -> s.length())

.filter(i -> i <= 2)

.forEach(v -> System.out.println(v));

}

Man sieht: das Interface kann ganz ähnlich verwendet werden wie das "richtige" Stream-Interface.

Nun zur Implementierung. Zunächst ein kleines Klassendiagramm:

**Node.Head**

get()

*Iterator*

*hasNext(), next()*

**Node.Filter**

get()

*Predicate*

*test()*

**Node.Map**

get()

*Function*

*apply()*

***Stream***

*filter()*

*forEach()*

*map()*

previoueNode

***Node***

filter()

map()

forEach()

*get()*

Node ist eine abstrakte Basisklasse, welche alle Methoden von Stream bereits implementiert. Sie führt aber eine zusätzliche abstrakte Methode namens get ein. Jeder Node hat eine Referenz auf seinen Vorgänger-Node: previousStage. Beim Erzeugen eines Node-Objekts muss diese Referenz dem Konstruktor übergeben werden. Node-Objekte sind immutable. Node-Objekt werden also bei ihrer Erzeugen in Richtung des Head-Knotens miteinander verknüpft.

Von Node sind drei statische innere Klassen abgeleitet: Head, Filter und Map. Diese Implementieren jeweils die get-Methode. Ein Head-Objekt referenziert einen Iterator; ein Filter ein Predicat; und ein Map-Objekt referenziert eine Function. Man beachte, dass es keinen Node.ForEach gibt!

Ein beispielhaftes Objektdiagramm:

: Node.Filter

: Predicate

: Node.Map

: Function

: Node.Filter

: Predicate

: Node.Head

: Iterator

: ArrayList

Bei der Implementierung ist natürlich zu beachten, dass die Verarbeitung erst dann angestoßen wird, wenn die terminale Operation aufgerufen wird.

forEach implementiert eine Schleife, innerhalb derer die get-Methode des zuletzt erzeugten Nodes aufgerufen wird. Diese delegiert an die get-Methode des previousNodes – bis der Head erreicht ist. Dieser versucht, dem Iterator das nächste Element der Eingabe zu entlocken – und returniert dieses Element (sofern kein weiteres Element mehr vorhanden ist, wird null returniert. Die get-Methoden kehren in der umgekehrten Reihenfolge zurück, in der sich aufgerufen wurden: sie wurden von "rechts" nach "links" aufgerufen, sie kehren von "links" nach "rechts" zurück. Bevor sie aber zu ihrem rechten Nachbar zurückkehren, wird natürlich die mit den Node verknüpfte Operation aufgerufen. (Die get-Methode eines Filter-Nodes muss möglicherweise erst mehere Elemente verwerfen, bevor sie zurückkehrt.)

Nach diesen Erläuterungen sollte die Interpretation der Implementierung kein Problem mehr sein:

package **utils**;

// ...

public abstract class **Node**<IN,OUT> implements Stream<OUT> {

public static class **Head**<OUT> extends Node<Object,OUT> {

protected Iterator<?> **sourceIterator**;

public **Head**(Iterator<?> sourceIterator) {

super(null)

this.sourceIterator = sourceIterator;

}

protected OUT **get**() {

if (this.sourceIterator.hasNext())

return (OUT)this.sourceIterator.next();

return null;

}

}

static class **Filter**<R> extends Node <R,R> {

final Predicate<? super R> **predicate**;

public **Filter**(Node<?, R> previousNode,

Predicate<? super R> predicate) {

super(previousNode);

this.predicate = predicate;

}

protected R **get**() {

R elem = (R)this.previousNode.get();

while (elem != null && ! predicate.test(elem))

elem = (R)this.previousNode.get();

return elem;

}

}

static class **Map**<IN,OUT> extends Node<IN,OUT> {

final Function<? super IN, ? extends OUT> **mapper**;

public Map(Node<?,IN> previousNode,

Function<? super IN, ? extends OUT> mapper) {

super(previousNode);

this.mapper = mapper;

}

protected OUT **get**() {

IN elem = (IN)this.previousNode.get();

return elem == null ? null : mapper.apply(elem);

}

}

protected final Node **previousNode**;

private **Node**(Node <?,IN> previousNode) {

this.previousNode = previousNode;

}

protected abstract OUT **get**();

@Override

public Stream<OUT> **filter**(Predicate<? super OUT> predicate) {

return new Filter<OUT>(this, predicate);

}

@Override

public <R> Stream<R> **map**(Function<? super OUT, ? extends R> mapper) {

return new Map<OUT,R>(this, mapper);

}

@Override

public void **forEach**(Consumer<? super OUT> action) {

for(OUT elem = this.get(); elem != null; elem = this.get()) {

action.accept(elem);

}

}

}

Natürlich unterstützt diese Implemetierung keine Parallelität...

Aber ihr Verständnis mag für das Verständnis der "realen" Implementierung ein wenig hilfreich sein.

## Weitere Beispiele

Streams können mit dem Stream.Builder erstellt werden:

static void **demoStreamBuilder**() {

Stream.Builder<Integer> builder = Stream.builder();

builder

.add(42)

.add(77)

.build()

.forEach(System.out::println);

}

Die Ausgaben:

42

77

Die folgenden Beispiele lesen aus der Textdatei "hello.txt":

hello Theresa

Hallo Maria

hello James

Hallo Bernhard

Die BufferedReader-Methode lines() liefert einen Stream<String>:

static void **demoBufferedReader**() {

try {

BufferedReader reader = new BufferedReader(

new FileReader(filename));

reader.lines()

.map(line -> line.trim())

.filter(line -> line.startsWith("hello"))

.forEach(System.out::println);

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

Die Ausgaben:

hello Theresa

hello James

Auch die Files.line(path)-Methode liefert einen Stream<String>:

static void **demoFilesLines**() {

final Path path = FileSystems.getDefault().getPath(filename);

try {

Files.lines(path)

.map(line -> line.trim())

.filter(line -> line.startsWith("Hallo"))

.forEach(System.out::println);

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

Die Ausgaben:

Hallo Maria

Hallo Bernhard

Die statische StreamSupport-Methode stream verlangt eine Spliterator und liefert einen Stream. Zur Demonstration dieses Verfahrens definieren wir zwei Iterator-Klassen:

package **util**;

// ...

public class **ReaderBasedIterator** implements Iterator<Character> {

private final Reader **reader**;

private int **currentChar**;

public **ReaderBasedIterator**(Reader reader) {

this.reader = reader;

this.read();

}

@Override

public boolean **hasNext**() {

return this.currentChar >= 0;

}

@Override

public Character **next**() {

if (!this.hasNext())

throw new NoSuchElementException();

char c = (char) this.currentChar;

this.read();

return c;

}

private void **read**() {

try {

this.currentChar = reader.read();

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

}

package **util**;

// ...

public class **InputStreamBasedIterator** implements Iterator<Byte> {

private final InputStream **in**;

private int **currentByte**;

public **InputStreamBasedIterator**(InputStream in) {

this.in = in;

this.read();

}

@Override

public boolean **hasNext**() {

return this.currentByte >= 0;

}

@Override

public Byte **next**() {

if (!this.hasNext())

throw new NoSuchElementException();

byte b = (byte) this.currentByte;

this.read();

return b;

}

private void **read**() {

try {

this.currentByte = in.read();

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

}

Hier ein Stream, der seine Daten aus einem InputStream bezieht:

static void **demoReaderBasedIterator**() {

try (InputStream in = new FileInputStream(filename)) {

Reader reader = new InputStreamReader(in);

final ReaderBasedIterator iterator =

new ReaderBasedIterator(reader);

final Spliterator<Character> spliterator =

Spliterators.spliteratorUnknownSize(iterator, 0);

final Stream<Character> stream =

StreamSupport.stream(spliterator, false);

stream

.map(c -> Character.toLowerCase(c))

.forEach(System.out::print);

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

Die Ausgaben:

hello theresa

hallo maria

hello james

hallo bernhard

Der folgende Stream bezieht seine Daten von einem Reader:

static void **demoInputStreamBasedIterator**() {

try (InputStream in = new FileInputStream(filename)) {

final InputStreamBasedIterator iterator =

ew InputStreamBasedIterator(in);

final Spliterator<Byte> spliterator =

Spliterators.spliteratorUnknownSize(iterator, 0);

final Stream<Byte> stream =

StreamSupport.stream(spliterator, false);

stream

.map(b -> (char)(byte)b)

.map(c -> Character.toUpperCase(c))

.forEach(System.out::print);

}

catch (IOException e) {

throw new RuntimeException(e);

}

}

Die Ausgaben:

HELLO THERESA

HALLO MARIA

HELLO JAMES

HALLO BERNHARD

## Aufgaben

Hans im Glück (aus Wikipedia)

Hans erhält als Lohn für sieben Jahre Arbeit einen kopfgroßen Klumpen Gold. Diesen tauscht er gegen ein Pferd, das Pferd gegen eine Kuh, die Kuh gegen ein Schwein, das Schwein gegen eine Gans, und die Gans gibt er für einen Schleifstein mitsamt einem einfachen Feldstein her. Er glaubt, jeweils richtig zu handeln, da man ihm sagt, ein gutes Geschäft zu machen. Von Stück zu Stück hat er auf seinem Heimweg scheinbar weniger Schwierigkeiten. Zuletzt fallen ihm noch, als er trinken will, die beiden schweren Steine in einen Brunnen.

"So glücklich wie ich, rief er aus‚ gibt es keinen Menschen unter der Sonne‘. Mit leichtem Herzen und frei von aller Last ging er nun fort, bis er daheim bei seiner Mutter angekommen war."

– Fassung der Brüder Grimm

Implementieren Sie einen Stream, an dessen Anfang ein Klumpen Gold (oder der Lohnherr von Hans?) und an dessen Ende nichts steht: void! Und schauen Sie Hans bei seinem Heimweg zu – mittels peek. (Die Klassen Gold, Pferd, Kuh, Schwein, Gans und Stein existieren bereits.)

# Das Date And Time API

Das neue API ersetzt Date und Calendar. Es ist an das joda-time-API angelehnt.

Die wichtigsten Klassen im Überblick:

* Instant (Zeitpunkt in Nanos)
* Duration (Zeitdauer in Nanos)
* DayOfWeek / Month (Enum-Typen)
* LocalDateTime
* ZonedDateTime
* Year, YearMonth, MonthDay ("verständlicher" Zeitpunkt)
* Period ("verständliche" Zeitdauer)
* DateTimeFormatter (Formatierung)

Wir dokumentierung im folgenden nur die Demo-Methoden und deren Ausgaben – und ersparen uns nähere Erläuterungen. Die Demo-Methoden sprechen für sich...

## ChronoUnit

Die Demo-Methode nutzt die folgende Klasse:

import java.time.temporal.ChronoUnit;

ChronoUnit ist ein enum-Typ, der Maßeinheiten für Zeitdauern enthält:

static void **demoChronoUnit**() {

for (ChronoUnit u : ChronoUnit.values()) {

out.println(u);

}

out.println(ChronoUnit.SECONDS.compareTo(ChronoUnit.YEARS));

out.println(ChronoUnit.SECONDS.compareTo(ChronoUnit.DAYS));

out.println(ChronoUnit.SECONDS.compareTo(ChronoUnit.MINUTES));

}

Nanos

Micros

Millis

Seconds

Minutes

Hours

HalfDays

Days

Weeks

Months

Years

Decades

Centuries

Millennia

Eras

Forever

-7

-4

-1

## Instant

Die Demo-Methoden nutzen die folgenden Klassen:

import java.time.Instant;

import java.time.format.DateTimeParseException;

import java.time.temporal.ChronoUnit;

Ein Instant-Objekt repräsentiert einen Zeitpunkt in Nanosekunden. Der Referenz-Zeitpunkt ist der 1.1.1970. Instant-Objekte sind immutable (und also threadsafe). Die Erzeugung geschieht auschließlich über Factory-Methoden.

### Erzeugung

static void **demoCreation**() {

Instant d1 = Instant.ofEpochMilli(10);

out.println(d1);

Instant d2 = Instant.ofEpochSecond(10);

out.println(d2);

Instant d3 = Instant.ofEpochSecond(10, 20);

out.println(d3);

Instant d4 = Instant.now();

out.println(d4);

}

1970-01-01T00:00:00.010Z

1970-01-01T00:00:10Z

1970-01-01T00:00:10.000000020Z

2015-02-26T12:20:26.099Z

### plus / minus

static void **demoPlusMinus**() {

Instant now = Instant.now();

out.println(now);

Instant d1 = now.plus(10, ChronoUnit.SECONDS);

out.println(d1);

Instant d2 = now.plus(10, ChronoUnit.MINUTES);

out.println(d2);

Instant d3 = now.minus(10, ChronoUnit.DAYS);

out.println(d3);

}

2015-02-26T12:20:26.099Z

2015-02-26T12:20:36.099Z

2015-02-26T12:30:26.099Z

2015-02-16T12:20:26.099Z

### isAfter / isBefore

static void **demoAfterBefore**() {

Instant now = Instant.now();

Instant later = now.plus(10, ChronoUnit.SECONDS);

out.println(now.isAfter(later));

out.println(now.isBefore(later));

}

false

true

### truncatedTo

static void **demoTruncated**() {

Instant now = Instant.now();

Instant result = now.truncatedTo(ChronoUnit.DAYS);

out.println(result);

}

2015-02-26T00:00:00Z

### compareTo

static void **demoCompareTo**() {

Instant d1 = Instant.ofEpochSecond(10);

Instant d2 = Instant.ofEpochSecond(20);

out.println(d1.compareTo(d2));

out.println(d2.compareTo(d1));

}

-1

1

### parse

static void **demoParse**() {

Instant d1 = Instant.parse("2015-01-20T13:10:05.429Z");

out.println(d1);

Instant d2 = Instant.parse("2015-01-20T13:10:05Z");

out.println(d2);

// weniger geht nicht...

try {

Instant.parse("2015-01-20T13:10Z");

}

catch (DateTimeParseException e) {

out.println("Expected: " + e.getMessage());

}

}

2015-01-20T13:10:05.429Z

2015-01-20T13:10:05Z

Expected: Text '2015-01-20T13:10Z' could not be parsed at index 16

## Duration

Die Demo-Methoden nutzen die folgenden Klassen:

import java.time.Duration;

import java.time.Instant;

import java.time.format.DateTimeParseException;

import java.time.temporal.ChronoUnit;

Duration-Objekte repräsentieren eine Zeispanne (die auf Nanos abgebildet wird). Duration-Objekte sind immutable. Duration-Objekte können nur mittels Factory-Methoden erzeugt werden.

### Erzeugung

static void **demoCreation1**() {

Duration d = Duration.of(10, ChronoUnit.MINUTES);

out.println(d);

out.println(Duration.of(10, ChronoUnit.SECONDS));

out.println(Duration.of(10, ChronoUnit.MILLIS));

out.println(Duration.ofDays(10));

out.println(Duration.ofHours(10));

out.println(Duration.ofMinutes(10));

}

PT10M

PT10S

PT0.01S

PT240H

PT10H

PT10M

static void **demoCreation2**() {

Duration d = ChronoUnit.MINUTES.getDuration();

out.println(d);

out.println(ChronoUnit.SECONDS.getDuration());

out.println(ChronoUnit.FOREVER.getDuration());

Duration d1 = Duration.ofDays(10);

Duration d2 = Duration.ofDays(10);

out.println(d1.equals(d2));

out.println(d1 == d2);

}

PT1M

PT1S

PT2562047788015215H30M7.999999999S

true

false

### Getter

static void **demoGetter**() {

Duration d = Duration.of(10\_007, ChronoUnit.MILLIS);

out.println(d.getSeconds());

out.println(d.getNano());

}

10

7000000

### plus / minus / between

static void **demoPlusMinusBetween**() {

Duration d = Duration.of(10, ChronoUnit.MINUTES);

Duration d1 = d.plus(Duration.of(5, ChronoUnit.MINUTES));

out.println(d1);

Duration d2 = d.plus(5, ChronoUnit.MINUTES);

out.println(d2);

Duration d3 = Duration.between(

Instant.now(), Instant.now().plus(10, ChronoUnit.MINUTES));

out.println(d3);

}

PT15M

PT15M

PT10M

### parse

static void **demoParse**() {

Duration d = Duration.parse("PT15M");

out.println(d);

try {

Duration.parse("PT15");

}

catch (DateTimeParseException e) {

out.println("Expected: " + e.getMessage());

}

}

PT15M

Expected: Text cannot be parsed to a Duration

## DayOfWeek / Month

Die Demo-Methoden nutzen folgende Klassen:

import java.time.DayOfWeek;

import java.time.Month;

### DayOfWeek

DayOfWeek ist ein enum, der die Wochentage aufzählt:

static void **demoDayOfWeekEnum**() {

for (DayOfWeek d : DayOfWeek.values()) {

out.print(d + " ");

}

out.println();

}

MONDAY TUESDAY WEDNESDAY THURSDAY FRIDAY SATURDAY SUNDAY

static void **demoDayOfWeek**() {

out.println(DayOfWeek.of(1) == DayOfWeek.MONDAY);

out.println(DayOfWeek.of(7) == DayOfWeek.SUNDAY);

out.println(DayOfWeek.SUNDAY.getValue() == 7);

out.println(DayOfWeek.MONDAY.getValue() == 1);

out.println(DayOfWeek.MONDAY.plus(2) == DayOfWeek.WEDNESDAY);

out.println(DayOfWeek.WEDNESDAY.minus(2) == DayOfWeek.MONDAY);

out.println(DayOfWeek.MONDAY.compareTo(DayOfWeek.WEDNESDAY) == -2);

out.println(DayOfWeek.WEDNESDAY.compareTo(DayOfWeek.MONDAY) == 2);

}

Alle Zeilen geben true aus.

### Month

Month ist ein enum, der die Monate aufzählt:

static void **demoMonthEnum**() {

for (Month m : Month.values()) {

out.print(m + " ");

}

out.println();

}

JANUARY FEBRUARY MARCH APRIL MAY JUNE

JULY AUGUST SEPTEMBER OCTOBER NOVEMBER DECEMBER

static void **demoMonth**() {

out.println(Month.of(1) == Month.JANUARY);

out.println(Month.of(12) == Month.DECEMBER);

out.println(Month.JANUARY.getValue() == 1);

out.println(Month.DECEMBER.getValue() == 12);

out.println(Month.DECEMBER.minus(11) == Month.JANUARY);

out.println(Month.JANUARY.plus(11) == Month.DECEMBER);

out.println(Month.JANUARY.compareTo(Month.MARCH) == -2);

out.println(Month.MARCH.compareTo(Month.JANUARY) == 2);

out.println(Month.FEBRUARY.firstMonthOfQuarter() == Month.JANUARY);

out.println(Month.DECEMBER.firstMonthOfQuarter() == Month.OCTOBER);

out.println(Month.MARCH.firstDayOfYear(true) == 61);

out.println(Month.MARCH.firstDayOfYear(false) == 60);

out.println(Month.FEBRUARY.length(true) == 29);

out.println(Month.FEBRUARY.length(false) == 28);

}

Auch hier geben alle Zeilen true aus.

static void **demoMonthMinMax**() {

for (Month m : Month.values()) {

out.print(m.minLength() + " ");

}

out.println();

for (Month m : Month.values()) {

out.print(m.maxLength() + " ");

}

out.println();

}

31 28 31 30 31 30 31 31 30 31 30 31

31 29 31 30 31 30 31 31 30 31 30 31

## LocalDate, LocalTime und LocalDateTime

Die Demo-Methoden nutzen folgende Klassen:

import java.time.Instant;

import java.time.LocalDate;

import java.time.LocalDateTime;

import java.time.LocalTime;

import java.time.Month;

import java.time.ZoneOffset;

LocalDate-Objekte repräsentieren ein Datum; LocalTime-Objekte eine Uhrzeit; und LocalDateTime-Objekte repräsentieren sowohl ein Datum als auch eine Zeit.

Alle Objekte sind immutable und nur mittels Factory-Methoden erzeugt werden.

### LocalDate

static void **demoLocalDate**() {

LocalDate d1 = LocalDate.of(2015, 1, 20);

LocalDate d2 = LocalDate.of(2015, Month.JANUARY, 20);

LocalDate d3 = LocalDate.now();

out.println(d3);

out.println(d1.equals(d2));

out.println(d1);

out.println(d1.getDayOfMonth());

out.println(d1.getDayOfWeek());

out.println(d1.getDayOfYear());

out.println(d1.getMonth());

out.println(d1.getYear());

LocalDate d4 = LocalDate.parse("2015-01-20");

out.println(d4);

}

2015-02-26

true

2015-01-20

20

TUESDAY

20

JANUARY

2015

2015-01-20

### LocalTime

static void **demoLocalTime**() {

LocalTime t1 = LocalTime.of(12, 30);

LocalTime t2 = LocalTime.of(12, 30, 5);

LocalTime t3 = LocalTime.of(12, 30, 5, 500 \* 1000\_000);

LocalTime t4 = LocalTime.now();

out.println(t1);

out.println(t2);

out.println(t3);

out.println(t4);

out.println(t3.getHour());

out.println(t3.getMinute());

out.println(t3.getSecond());

out.println(t3.getNano());

LocalTime t5 = LocalTime.parse("12:30:05");

out.println(t5);

LocalTime t6 = LocalTime.parse("12:30");

out.println(t6);

}

12:30

12:30:05

12:30:05.500

12:48:26.812

12

30

5

500000000

12:30:05

12:30

### LocalDateTime

static void **demoLocalDateTime**() {

LocalDate d = LocalDate.of(2015, 1, 20);

LocalTime t = LocalTime.of(12, 30, 5);

LocalDateTime dt = LocalDateTime.of(d, t);

out.println(dt);

out.println(dt.getYear());

// ...

out.println(dt.getSecond());

out.println(dt.getNano());

LocalDate d1 = dt.toLocalDate();

out.println(d == d1);

LocalTime t1 = dt.toLocalTime();

out.println(t == t1);

out.println(LocalDateTime.parse("2015-01-20T12:30:05"));

}

2015-01-20T12:30:05

2015

5

0

true

true

2015-01-20T12:30:05

### LocalDateTime und Instant

static void **demoLocalDateTimeToInstant**() {

Instant instant = LocalDateTime.now().toInstant(ZoneOffset.UTC);

out.println(instant);

}

2015-02-26T12:48:26.812Z

## ZonedDateTime

Die Demo-Methoden benutzen folgende Klassen:

import java.time.Clock;

import java.time.LocalDateTime;

import java.time.ZoneId;

import java.time.ZonedDateTime;

ZonedDateTime hat eine zugeordnete Zeitzone.

Zunächst zwei weitere Klassen: ZoneId und Clock.

### ZoneId

Zeitzonen werden durch Strings resp. durch ZoneId-Objekte repräsentiert. Die Klasse ZoneId hat u.a. statische Helper, mittels derer sich diese Strings ermitteln lassen.

static void **demoZoneIds**() {

for (String s : ZoneId.getAvailableZoneIds()) {

out.print(s + " ");

}

ZoneId zid1 = ZoneId.systemDefault();

out.println(zid1);

ZoneId zid2 = ZoneId.of("Europe/Berlin");

out.println(zid1.equals(zid2));

}

Asia/Aden America/Cuiaba Etc/GMT+9 Etc/GMT+8 Africa/Nairobi ...

true

### Clock

static void **demoClock**() {

Clock c1 = Clock.systemUTC();

Clock c2 = Clock.systemDefaultZone();

Clock c3 = Clock.system(ZoneId.systemDefault());

out.println(c1);

out.println(c1.millis());

out.println(c2);

out.println(c2.millis());

out.println(c3);

out.println(c3.millis());

out.println(c1.equals(c2));

out.println(c2.equals(c3));

ZoneId zid = c2.getZone();

System.out.println(zid);

}

SystemClock[Z]

1421835279923

SystemClock[Europe/Berlin]

1421835279923

SystemClock[Europe/Berlin]

1421835279923

false

true

Europe/Berlin

### ZonedDateTime

static void **demoZonedDateTime**() {

ZonedDateTime dt1 = ZonedDateTime.now();

out.println(dt1);

ZonedDateTime dt2 = ZonedDateTime.now(ZoneId.systemDefault());

out.println(dt1.equals(dt2));

LocalDateTime ldt = dt1.toLocalDateTime();

out.println(ldt);

out.println(ZonedDateTime.parse(

"2015-01-21T11:01:00.314+01:00[Europe/Berlin]"));

}

2015-01-21T11:02:29.390+01:00[Europe/Berlin]

true

2015-01-21T11:02:29.390

2015-01-21T11:01:00.314+01:00[Europe/Berlin]

## YearMonth, MonthDay und Year

Die Demo-Methoden nutzen folgende Klassen:

import java.time.Month;

import java.time.MonthDay;

import java.time.Year;

import java.time.YearMonth;

"Im Januar 2015 mache ich Urlaub."

"Mein Geburtstag ist am 28. November".

"1974 habe ich Abitur gemacht".

Solche Angelegenheiten sollte man nicht mit LocalDate-Objekten erschlagen...

### YearMonth

static void **demoYearMonth**() {

YearMonth ym1 = YearMonth.of(2015, 1);

YearMonth ym2 = YearMonth.of(2015, Month.JANUARY);

YearMonth ym3 = YearMonth.now();

out.println(ym1);

out.println(ym1.equals(ym2));

out.println(ym1 == ym2);

out.println(ym3.getYear());

out.println(ym3.getMonth());

out.println(ym3.lengthOfMonth());

out.println(ym3.lengthOfYear());

out.println(ym3.isAfter(ym1));

out.println(ym3.isBefore(ym1));

}

2015-01

true

false

2015

FEBRUARY

28

365

true

false

### MonthDay

static void **demoMonthDay**() {

MonthDay md1 = MonthDay.of(1, 20);

MonthDay md2 = MonthDay.of(Month.JANUARY, 20);

MonthDay md3 = MonthDay.now();

out.println(md1);

out.println(md1.equals(md2));

out.println(md1 == md2);

out.println(md3.getMonth());

out.println(md3.getDayOfMonth());

// ...

}

01-20

true

false

FEBRUARY

26

### Year

static void **demoYear**() {

Year y1 = Year.of(2014);

Year y2 = Year.of(2014);

Year y3 = Year.now();

out.println(y1);

out.println(y1.equals(y2));

out.println(y1 == y2);

out.println(y3.getValue());

out.println(y3.isLeap());

out.println(y3.length());

// ...

}

2014

true

false

2015

false

365

## Period

Ein Period-Objekt (java.time.Period) besteht aus Jahr, Monat und Tag (ist also "verständlicher" als ein Duration-Objekt).

static void **demoCreation**() {

Period p1 = Period.ofYears(1);

Period p2 = Period.ofYears(1).withMonths(6);

Period p3 = Period.ofYears(1).withMonths(6).withDays(15);

out.println(p1);

out.println(p2);

out.println(p3);

}

P1Y

P1Y6M

P1Y6M15D

static void **demoGetMethods**() {

Period p = Period.ofYears(1).withMonths(6).withDays(15);

out.println(p.getYears());

out.println(p.getMonths());

out.println(p.getDays());

}

1

6

15

static void **demoPlusMinus**() {

Period p = Period.ofYears(1).withMonths(6).withDays(15);

out.println(p);

p = p.plusMonths(10);

p = p.plusDays(10);

p = p.minusDays(3);

out.println(p);

}

P1Y6M15D

P1Y16M22D

static void **demoParse**() {

Period p = Period.parse("P1Y6M15D");

out.println(p);

}

P1Y6M15D

## Formatter

Die Demo-Methoden benutzen folgende Klassen:

import java.time.LocalDateTime;

import java.time.format.DateTimeFormatter;

import java.time.format.FormatStyle;

import java.time.temporal.ChronoField;

import java.time.temporal.TemporalAccessor;

Wie können Datums und Zeiten formatiert werden? Und wie kann das Ergebnis einer solchen Formatierung wieder geparst werden?

### DateTimeFormatter.ofLocalizedDate

demoDate zeigt, wie ein Datum formatiert und geparst werden kann. Beim Aufruf muss ein FormatStyle übergeben werden:

static void **demoDate**(FormatStyle style) {

DateTimeFormatter f = DateTimeFormatter.ofLocalizedDate(style);

String s = f.format(LocalDateTime.now());

System.out.println(s);

TemporalAccessor ta = f.parse(s);

int day = ta.get(ChronoField.DAY\_OF\_MONTH);

int month = ta.get(ChronoField.MONTH\_OF\_YEAR);

int year = ta.get(ChronoField.YEAR);

System.out.println(day + " " + month + " " + year);

}

Hier zwei Aufrufe dieser Methode und deren Resultate:

demoDate(FormatStyle.SHORT);

26.02.15

26 2 2015

demoDate(FormatStyle.LONG);

26. Februar 2015

26 2 2015

### DateTimeFormatter.ofLocalizedTime

demoTime zeigt, wie eine Uhrzeit formatiert und geparst werden kann. Beim Aufruf muss wiederum ein FormatStyle übergeben werden:

static void **demoTime**(FormatStyle style) {

DateTimeFormatter f = DateTimeFormatter.ofLocalizedTime(style);

String s = f.format(LocalDateTime.now());

System.out.println(s);

TemporalAccessor ta = f.parse(s);

int hour = ta.get(ChronoField.HOUR\_OF\_DAY);

int minute = ta.get(ChronoField.MINUTE\_OF\_HOUR);

int second = ta.get(ChronoField.SECOND\_OF\_MINUTE);

System.out.println(hour + " " + minute + " " + second);

}

Zwei Aufrufe dieser Methode und deren Resultate:

demoTime(FormatStyle.SHORT);

11:59

11 59 0

demoTime(FormatStyle.MEDIUM);

11:59:02

11 59 2

### DateTimeFormatter.ofLocalizedDateTime

Die folgende Methode zeigt schließlich, wie die Kombination Datum / Uhrzeit formatiert und geparst werden kann. Auch hier muss ein FormatStyle übergeben werden:

static void **demoDateTime**(FormatStyle style) {

DateTimeFormatter f = DateTimeFormatter.ofLocalizedDateTime(style);

String s = f.format(LocalDateTime.now());

System.out.println(s);

TemporalAccessor ta = f.parse(s);

int day = ta.get(ChronoField.DAY\_OF\_MONTH);

int month = ta.get(ChronoField.MONTH\_OF\_YEAR);

int year = ta.get(ChronoField.YEAR);

int hour = ta.get(ChronoField.HOUR\_OF\_DAY);

int minute = ta.get(ChronoField.MINUTE\_OF\_HOUR);

int second = ta.get(ChronoField.SECOND\_OF\_MINUTE);

System.out.println(day + " " + month + " " + year + " " +

hour + " " + minute + " " + second);

}

Zwei Aufrufe dieser Methode und deren Resultate:

demoDateTime(FormatStyle.SHORT);

26.02.15 11:59

26 2 2015 11 59 0

demoDateTime(FormatStyle.MEDIUM);

26.02.2015 11:59:02

26 2 2015 11 59 2

## Interoperablilität mit Date und Calendar

Wie verhalten sich die "alten" Klassen zu den "neuen" Klassen?

### Date / Instant

static void **demoDateToInstant**() {

Date date1 = new Date();

Instant instant = date1.toInstant();

out.println(instant);

instant = instant.plus(Duration.of(1, ChronoUnit.SECONDS));

Date date2 = Date.from(instant);

out.println(date2.getTime() - date1.getTime());

}

2015-02-26T11:16:32.408Z

1000

### Calendar / ZonedDateTime

static void **demoCalendarToZonedDateTime**() {

GregorianCalendar calendar1 =

(GregorianCalendar) GregorianCalendar.getInstance();

ZonedDateTime zdt = calendar1.toZonedDateTime();

out.println(zdt);

zdt = zdt.plus(Duration.of(1, ChronoUnit.SECONDS));

GregorianCalendar calendar2 = GregorianCalendar.from(zdt);

out.println(

calendar2.getTime().getTime() - calendar1.getTime().getTime());

}

2015-02-26T12:16:32.486+01:00[Europe/Berlin]

1000

### Calendar / Instant

static void **demoCalendarToInstant**() {

Calendar calendar = GregorianCalendar.getInstance();

Instant instant = calendar.toInstant();

out.println(instant);

}

2015-02-26T11:16:32.517Z

## Aufgaben

Die PropertyEditoren von java.beans können z.B. wie folgt angewendet werden:

package **ex1**;

import java.beans.PropertyEditor;

import java.beans.PropertyEditorManager;

public class **Application** {

public static void **main**(String[] args) {

demo1();

demo2();

}

static void **demo1**() {

PropertyEditor e = PropertyEditorManager.findEditor(int.class);

e.setValue(42);

String s = e.getAsText();

System.out.println(s);

}

static void **demo2**() {

PropertyEditor e = PropertyEditorManager.findEditor(int.class);

e.setAsText("42");

Integer v = (Integer)e.getValue();

System.out.println(v);

}

}

Registrieren Sie beim PropertyEditorManager auch einen PropertyEditor für LocalDate (und einen weiteren für LocalTime). Benutzen Sie in Ihrer Implementierung die Klasse DateTimeFormatter.

# Multithreading

Dieses Kapitel stellt zwei neue Klassen des java.util.concurrent-Pakets vor: CompletableFuture und StampedLock.

CompletableFutures erlauben die Beschreibung eines Netzes von Einzelschritten, die erst in Zukunft im Kontext zusätzlicher Threads (und möglicherweise parallel) ausgeführt werden. Jeder dieser Einzelschritte (jeder Netzknoten) wird ausgestattet mit einer Implementierung eines funktionalen Interfaces (Supplier, Function, Consumer etc.). Wir können also eine komplexe Funktionalität zurechtbasteln, ohne diese sofort auszuführen. Irgendwann können wir die Ausführung dieser Funktionalität starten und auf das Ergebnis der Berechnung warten.

CompletableFutures haben also wenig mit den "gewöhnlichen" Futures gemein – außer dass beide Klassen eine get-Methode besitzen, mittels derer wir auf das Ergebnis einer abgespaltenen Berechnung warten können.

StampedLock stellt einen neuen performanten Lock-Mechanismus zur Verfügung, der allerdings nur mit äußerster Vorsicht genutzt werden sollte.

## CompletableFuture - Beispiel

Einen kleinen Vorgeschmack auf CompletableFuture lieferte bereits der Multithreading-Abschnitt des Functional-Interfaces-Kapitels – dort wurden mittels einer Klasse Node Schritte einer Berechnung spezifiziert, wobei einiger dieser Schritte parallel ablaufen konnten.

Hier zunächst einige kleine Beispiele, welche die Benutzung von CompletableFuture demonstrieren sollen.

Die erste Methode berechnet aufgrund eines value-Parameters folgenden Wert:

(value + 1) \* (value – 1)

Hier die Implementierung:

static void **demoPoductIncAndDec**() throws Exception {

final int value = 4;

final CompletableFuture<Integer> s = CompletableFuture.supplyAsync(

() -> value);

final CompletableFuture<Integer> f0 = s.thenApplyAsync(

x -> x + 1);

final CompletableFuture<Integer> f1 = s.thenApplyAsync(

x -> x - 1);

final CompletableFuture<Integer> f = f0.thenCombine(f1,

(x, y) -> x \* y);

int result = f.get();

System.out.println(result);

}

Die Methode erzeugt einen Grafen von vier CompletableFuture-Objekten. Das erste Objekt wird mittels einer statischen Methode von CompletableFuture erzeugt: supplyAsync. Die folgenden drei CompletableFutures werden mittels Instanzmethoden der Klasse erzeugt: mit den Methoden thenApplyAsync und thenCombine.

Hier zunächst ein Diagramm (das bereits vertraut erscheinen sollte):

s : S

f0 : F

f1 : F

f : BiF

An die supplyAsync–Methode wird ein Supplier<T> übergeben; und sie liefert ein CompletableFuture<T> zurück. Man beachte, dass der übergebene Supplier hier allerdings noch nicht ausgeführt wird - dass seine get-Methode also noch nicht aufgerufen wird!

Auch thenApplyAsync liefert ein neues CompletableFuture-Objekt zurück. An die Methode wird eine Function übergeben. Auch hier wird die Function noch nicht ausgeführt! Im obigen Beispiel werden mittels thenApplyAsync zwei CompletableFutures erzeugt.

thenCombine liefert das letzte CompletableFuture-Objekt zurück. An thenCombine wird als Parameter ein weiterers CompletableFuture übergeben – und eine BiFunction.

Hier die Spezifikation der drei Methoden:

public static <U> CompletableFuture<U> **supplyAsync**(

Supplier<U> supplier)

public <U> CompletableFuture<U> **thenApplyAsync**(

Function<? super T,? extends U> function)

public <U,V> CompletableFuture<V> **thenCombine**(

CompletionStage<? extends U> other,

BiFunction<? super T,? super U,? extends V> function)

Man beachte die Typ-Parametrisierung!

Auf das zuletzt produzierte CompletableFuture wird dann die get-Methode aufgerufen. Diese setzt die Berechnung in Bewegung – und blockiert solange, bis das Ergebnis der Berechnung vorliegt:

Zunächst wird die get-Methode des an das erste CompletableFuture-Objekt übergebenen Suppliers ausgeführt – in einem neuen Thread. Dann werden in zwei seperaten Threads parallel die apply-Methoden der an die beiden "mittleren" CompletableFutures übergebenen Functions ausgeführt – ihnen wird jeweils das vom Supplier bereitgestellte Ergebnis als Argument übergeben; wenn beide dieser Functions zurückgekehrt sind, wird schließlich die BiFunction ausgeführt, welche an das letzte CompletableFuture-Objekt übergeben wurde – welcher als Argumente die Ergebnisse der beiden zuvor aufgerufen Functions übergeben werden.

Das Ergebnis dieser BiFunction wird schließlich von get zurückgeliefert.

Die bislang durchgeführte Berechnung hatte nur einen einzigen "Parameter". Wie kann eine Berechnung ablaufen, die mehrere Parameter verlangt?

Pytagoras berechnet c = Math.sqrt(a \* a + b \* b). Die Berechnug hat zwei Parameter: a und b. Sie kann auf verschiedene Weise ausgeführt werden.

Hier die erste Variante:

static void **demoPythagoras**() throws Exception {

double a = 3.0;

double b = 4.0;

final CompletableFuture<Double> s0 =

CompletableFuture.supplyAsync(() -> a);

final CompletableFuture<Double> s1 =

CompletableFuture.supplyAsync(() -> b);

final CompletableFuture<Double> f0 =

s0.thenApplyAsync(x -> x \* x);

final CompletableFuture<Double> f1 =

s1.thenApplyAsync(x -> x \* x);

final CompletableFuture<Double> bif =

f0.thenCombine(f1, (x, y) -> x + y);

final CompletableFuture<Double> f =

bif.thenApply(x -> Math.sqrt(x));

Double result = f.get();

System.out.println(result);

}

Hier das Ablaufdiagramm:

s0 : S

f0 : F

f1 : F

bif : F

s1 : S

f : F

Der Ablauf könnte sich im Viewer wie folgt präsentieren:

![](data:image/png;base64,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)

Eine zweite Variante (eine ohne Supplier):

static void **demoPythagorasComplete**() throws Exception {

final CompletableFuture<Double> future0 = new CompletableFuture<>();

final CompletableFuture<Double> future1 =

new CompletableFuture<>();

final CompletableFuture<Double> f0 =

future0.thenApplyAsync(x -> x \* x);

final CompletableFuture<Double> f1 =

future1.thenApplyAsync(x -> x \* x);

final CompletableFuture<Double> bif =

f0.thenCombine(f1, (x, y) -> x + y);

final CompletableFuture<Double> f =

bif.thenApply(x -> Math.sqrt(x));

System.out.println("before complete...");

future0.complete(3.0);

future1.complete(4.0);

final Double result = f.get();

System.out.println(result);

}

f1 und f2 müssen nun via complete "von außen" mit Werten versorgt werden:

futur0

f0

f1

bif

futur1

f

Die dritte Variante nutzt eine Helper-Klasse Pair:

static class **Pair**<X, Y> {

public final X **x**;

public final Y **y**;

public **Pair**(X x, Y y) {

this.x = x;

this.y = y;

}

@Override

public String **toString**() {

return "Pair [x=" + x + ", y=" + y + "]";

}

}

Die zwei Input-Parameter können nun zu einem einzigen zusammengefaßt werden:

static void **demoPythagorasCompleteWithPair**() throws Exception {

final CompletableFuture<Pair<Double, Double>> future =

new CompletableFuture<>();

final CompletableFuture<Double> f0 =

future.thenApplyAsync(p -> p.x \* p.x);

final CompletableFuture<Double> f1 =

future.thenApplyAsync(p -> p.y \* p.y);

final CompletableFuture<Double> bif =

f0.thenCombine(f1, (x, y) -> x + y);

final CompletableFuture<Double> f =

bif.thenApply(x -> Math.sqrt(x));

future.complete(new Pair<>(4.0, 3.0));

final Double result = f.get();

System.out.println(result);

}

Natürlich könnte man hier statt mit complete auch wieder mit einem (einzigen!) Supplier arbeiten.

Ein letztes Beispiel soll zeigen, dass ein Netz von Einzelschritten spezifiziert werden kann, welches erst später dann ausgeführt wird.

Ein Context referenziert zwei CompletableFutures – und erlaubt ein complete auf das erste CompletableFuture und ein get auf das zweite:

static class **Context**<S,E> {

public final CompletableFuture<S> **start**;

public final CompletableFuture<E> **end**;

public **Context**(CompletableFuture<S> start, CompletableFuture<E> end) {

this.start = start;

this.end = end;

}

public Context<S,E> **complete**(S value) {

this.start.complete(value);

return this;

}

public E **get**() throws Exception {

return this.end.get();

}

}

Die Methode buildContext erzeugt ein Netz – und liefert den Startknoten und den Endknoten dieses Netzes in Form eines Context-Objekts zurück (ohne aber bereits die Ausführung des Netzes zu starten):

static Context<Integer, Integer> **buildContext**() {

final CompletableFuture<Integer> f1 = new CompletableFuture<>();

final CompletableFuture<Integer> f2 = f1.thenApplyAsync(

x -> x + 1);

final CompletableFuture<Integer> f3 = f1.thenApplyAsync(

x -> x - 1);

final CompletableFuture<Integer> f4 = f2.thenCombine(f3,

(x1, x2) -> x1 \* x2);

return new Context<>(f1, f4);

}

Die folgende Methode führt drei Berechnungen aus (man beachte, dass das Netz stets neu erzeugt wird!):

static void **demoBuildAndCalculate**() throws Exception {

System.out.println(buildContext().complete(3).get());

System.out.println(buildContext().complete(4).get());

System.out.println(buildContext().complete(5).get());

}

Die Ausgaben:

8

15

24

## CompletableFuture - Details

Dieser Abschnitt stellt einige weitere Details der Klasse CompletableFuture vor.

Zunächst werden einige statische Methoden von CompletableFuture vorgestellt, welche allesamt als Factory-Methoden für CompletableFutures fungieren.

### runAsync

static void **demoRunAsync**() throws Exception {

final CompletableFuture<Void> f = CompletableFuture.runAsync(

() -> XRunnable.xrun(() -> Thread.sleep(1000)));

tlog("f.isDone = " + f.isDone());

final Void result = f.get();

tlog("after f.get: " + result);

tlog("f.isDone = " + f.isDone());

}

An runAync wir ein Runnable übergeben. (Der Status eines CompletableFutures kann mittels der Instanzmethode isDone ermittelt werden – beim ersten der beiden obigen Aufrufe wird false, beim Aufruf wird true ausgegeben.)

An eine überladene Variante von runAsync kann auch zusätzlich ein Executor übergeben werden:

static void **demoRunAsyncExecutor**() throws Exception {

final ExecutorService executor = Executors.newFixedThreadPool(2);

mlog();

final CompletableFuture<Void> f = CompletableFuture.runAsync(

() -> XRunnable.xrun(() -> Thread.sleep(1000)), executor);

final Void result = f.get();

System.out.println(result);

executor.shutdown();

}

Falls kein expliziter Executor übergeben wird, wird der ForkJoinPool.commonPool verwendet.

### supplyAsync

static void **demoSupplyAsync**() throws Exception {

final CompletableFuture<Integer> f =

CompletableFuture.supplyAsync(() -> 42);

final Integer result = f.get();

System.out.println(result);

}

Die supplyAsync-Methode wurde bereits im letzten Abschnitt verwendet.

Auch supplyAsync kann mit einem expliziten Executor aufgerufen werden:

static void **demoSupplyAsyncExecutor**() throws Exception {

final ExecutorService executor = Executors.newFixedThreadPool(2);

final CompletableFuture<Integer> f = CompletableFuture.supplyAsync(

() -> 42, executor);

final Integer result = f.get();

System.out.println(result);

executor.shutdown();

}

### allOf

An allOf können beliebig viele CompletableFutures übergeben werden. allOf wartet, bis alle diese Objekte ihre Arbeit getan haben:

static void **demoAllOf**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

CompletableFuture<Void> f = CompletableFuture.allOf(f1, f2);

final Void result = f.get();

System.out.println(result);

}

allOf liefert ein CompletableFuture<Void> (auf welches dann im obigen Beispiel die get-Methode aufgerufen wird – welche dann ihrerseits natürlich auch ein Void-Resulat liefert (und damit den einzig möglichen Wert null). Der Grund ist klar: beliebig viele Resultate (möglicherweise unterschiedlichen Typs) können nicht auf einen vernünftigen Resultat-Typ abgebildet werden (oder?...)

### anyOf

Auch an anyOf können beliebig viele CompletableFutures übergeben werden. Sie kehrt zurück, wenn das erste dieser CompletableFutures seine Arbeit erledigt hat. anyOf liefert im Unterschied zu allOf ein CompletableFuture<Object> zurück – da nur ein Resultat weiterverarbeitet wird, kann die get-Methode Object liefern (statt Void).

static void **demoAnyOf**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

CompletableFuture<Object> f = CompletableFuture.anyOf(f1, f2);

final Object result = f.get();

System.out.println(result);

f1.get();

f2.get();

}

Der oben aufgerufen swork-Methode werden zwei Millisekunden-Werte übergeben: min und max. Es wird dann eine Zufallszahl zwischen min und max berechnet.

Mittels f1.get() und f2.get() warten wir darauf, dass beide Supplier ihrer Arbeit getan haben.

Das Resultat von f wäre dann 42.

Im folgenden werden die verschiedenen then...-Methoden vorgestellt. All diese Methoden sind Instanzmethoden.

### thenRun

static void **demoThenRun**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Void> f2 = f1.thenRun(

() -> { });

final Void result = f2.get();

System.out.println(result);

}

An thenRun wird ein Runnable übergeben; sie liefert CompletableFuture<Void> zurück.

### thenAccept

An thenAccept wird ein Consumer übergeben. Sie liefert CompletableFuture<Void> zurück.

static void **demoThenAccept**() throws Exception {

final CompletableFuture<Void> f = CompletableFuture.supplyAsync(

() -> 42)

.thenAccept(x -> { });

final Void result = f.get();

System.out.println(result);

}

### thenApply

Die Methode thenApply ist bereits aus dem letzten Abschnitt bekannt:

static void **demoThenApply**() throws Exception {

final CompletableFuture<Integer> f = CompletableFuture.supplyAsync(

() -> 42)

.thenApply(x -> x + 1);

final Integer result = f.get();

System.out.println(result);

}

### Eine then-then-then-Folge

static void **demoThenApplyThenAcceptThenRun**() throws Exception {

final CompletableFuture<Void> f = CompletableFuture.supplyAsync(

() -> 42)

.thenApply(x -> x + 1)

.thenApply(x -> x + 1)

.thenAccept(x -> { })

.thenRun(() -> { });

final Void result = f.get();

System.out.println(result);

}

Im folgenden werden ...either- und ...both-Methoden vorgestellt.

### applyToEither

An applyToEither wird ein weiteres CompletableFuture und eine Function übergeben. Je nachdem, welches der beiden CompletableFutures eher zurückkehrt, wird dessen Output als Input für das neu erzeugte CompletableFuture verwendet. Im folgenden Beispiel wird wieder diejenige swork-Methode verwendet, die eine Zufalls-Sleeptime benutzt:

static void **demoApplyToEither**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Integer> f = f1.applyToEither(f2,

x -> x + 1);

final Integer result = f.get();

System.out.println(result);

f1.get();

f2.get();

}

Neben applyToEither gibt's auch applyToEitherAsync:

static void **demoApplyToEitherAsync**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Integer> f = f1.applyToEitherAsync(f2,

x -> x + 1);

final Integer result = f.get();

System.out.println(result);

f1.get();

f2.get();

}

### acceptEither

An acceptEither wird statt einer Function (wie bei applyEither) ein Consumer übergeben:

static void **demoAcceptEither**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Void> f = f1.acceptEither(f2,

x -> { });

final Void result = f.get();

System.out.println(result);

f1.get();

f2.get();

}

Neben acceptEither gibt's auch acceptEitherAsync.

### runAfterEither

An runAfterEither schließlich wird ein Runnable übegeben. (Auch hier gibt's runAfterEitherAsync).

static void **demoRunAfterEither**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Void> f = f1.runAfterEither(f2,

() -> { });

final Void result = f.get();

System.out.println(result);

f1.get();

f2.get();

}

### runAfterBoth

runAfterBoth startet erst dann, wenn von zwei CompletableFutures auch das letzte seine Arbeit erledigt hat:

static void **demoRunAfterBoth**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Void> f = f1.runAfterBoth(f2,

() -> { });

final Void result = f.get();

System.out.println(result);

}

### thenAcceptBoth

An thenAcceptBoth wird neben dem anderen CompletableFuture ein BiConsumer übergeben – der die Ergebnisse von zwei CompletableFutures konsumiert:

static void **demoThenAcceptBoth**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<String> f2 = CompletableFuture.supplyAsync(

() -> "Hello");

final CompletableFuture<Void> f = f1.thenAcceptBoth(f2,

(i, s) -> { });

final Void result = f.get();

System.out.println(result);

}

Im folgenden geht's um einige weitere Methoden von CallableFuture.

### complete

Die complete-Methode ist bereits aus dem letzten Abschnitt bekannt.

complete kann auf ein CompletableFuture-Objekt in demjenigen Thread aufgerufen werden, in welchem das CompletableFuture erzeugt wurde:

static void **demoComplete1**() throws Exception {

final CompletableFuture<Integer> f = new CompletableFuture<>();

f.complete(42);

final Integer result = f.get();

System.out.println(result);

}

Als Resultat wird 42 geliefert.

complete kann auch in einem anderen Thread aufgerufen werden:

static void **demoComplete2**() throws Exception {

final CompletableFuture<Integer> f = new CompletableFuture<>();

new Thread() {

public void run() {

XRunnable.xrun(() -> Thread.sleep(1000));

f.complete(42);

}

}.start();

final Integer result = f.get();

System.out.println(result);

}

### combine

combine wurde bereits im letzten Abschnitt verwendet. An die Methode wird neben dem "anderen" CompletableFuture eine BiFunction übergeben:

static void **demoCombine**() throws Exception {

final CompletableFuture<Integer> f1 = CompletableFuture.supplyAsync(

() -> 42);

final CompletableFuture<Integer> f2 = CompletableFuture.supplyAsync(

() -> 77);

final CompletableFuture<Integer> f3 = f1.thenCombine(f2,

(x, y) -> x + y);

final Integer result = f3.get();

System.out.println(result);

}

### Warten mit get

Mehrere Threads können gleichzeitig mittels des Aufrufs von get auf das Ergebnis eines CompletableFutures warten. Alle get-Aufrufe kehren zurück, wenn das Ergebnis vorliegt:

static void **demoWait**() throws Exception {

final CompletableFuture<Integer> f = new CompletableFuture<>();

class MyThread extends Thread {

@Override

public void run() {

try {

final int value = f.get();

System.out.println(value);

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

}

for (int i = 0; i < 5; i++)

new MyThread().start();

XRunnable.xrun(() -> Thread.sleep(1000));

f.complete(42);

final int result = f.get();

System.out.println(result);

}

Man beachte, dass neben der parameterlosen get-Methode noch eine parametrisierte existiert: als Parameter wird ihr die maximale Zeit, die gewartet werden soll. In der Regel sollte diese parametrisierte Methode genutzt werden...

### CallableFutures mit verschiedenen Typ-Parametern

Z.B. kann das erste CallableFuture einen String liefern; das zweite aus diesem String einen Integer bauen; und das letzte aus dem Integer einen Double produzieren:

static void **demoDifferentTypes1**() throws Exception {

final CompletableFuture<String> f1 =

CompletableFuture.supplyAsync(() -> "10");

final CompletableFuture<Integer> f2 =

f1.thenApply(Integer::parseInt);

final CompletableFuture<Double> f3 =

f2.thenApply(r -> r \* r \* Math.PI);

final Double result = f3.get();

System.out.println(result);

}

Natürlich kann das Ganze auch fluent programmiert werden:

static void **demoDifferentTypes2**() throws Exception {

CompletableFuture<Double> f =

CompletableFuture.supplyAsync(() -> "10")

.thenApply(Integer::parseInt)

.thenApply(r -> r \* r \* Math.PI);

Double result = f.get();

System.out.println(result);

}

### Exceptions

static void **demoExceptions**() throws Exception {

CompletableFuture<Void> f = CompletableFuture.supplyAsync(

() -> 42

).thenApplyAsync((i) -> {

tlog("thenApply");

throw new RuntimeException("abc");

}).exceptionally(e -> {

tlog("exceptionally");

return -1;

}).thenAcceptAsync((i) -> {

tlog("i = " + i);

});

Void result = get("f.get", f);;

}

Da das Parsen von "abc" zu einer Exception führt, wird der exceptionally-Zweig ausgeführt. Es wird der Text "exceptionally" ausgegeben. Da exceptionally nun den Wert -1 liefert, wird eben dieser Wert als Input für thenAcceptAsync verwendet – dessen Consumer dann diesen Wert (-1) ausgibt.

### CompletableFutures und Streams

CompletableFutures scheinen irgendetwas mit Streams gemeinsam zu haben. Die Gemeinsamkeiten beschränken sich aber darauf, dass sowohl bei Streams als auch bei CompletableFutures Parallelität unterstützt wird – und dass es "Abschnitte" gibt, die aufeinander folgen.

Die Unterschiede:

Streams:

* Die Quelle eines Streams ist in irgendeiner Art und Weise eine Kollektion von Werten – von Werten, die i.d.R. individuell weitergereicht und verarbeitet werden.
* Jeder Abschnitt hat genau einen einzigen Nachfolger (oder keinen) – jeder genau einen (oder keinen) Vorgänger
* Am Ende steht genau ein einziges Resultat – welches von einer terminale Operation geliefert wird (oder: void – wie etwa bei forEach).
* Verschiedene Element können sich zu einem bestimmten Zeitpunkt in verschiedenen Abschnitten befinden.
* Die Stream-Berechung startet erst beim Aufruf einer terminalen Operation.

CompletableFutures:

* Jeder Abschnitt baut genau ein einzigen (womöglich komplexes!) Element – auf welches der Nachfolger (oder: die Nachfolger) warten muß (müssen).
* Ein Abschnitt kann mehrere Vorgänger haben – und mehrere Nachfolger.
* Ein Abschnitt muss komplett "fertig" sein, bevor Nachfolger ihre Arbeit beginnen können.
* Am Ende können mehrere Resultate stehen.
* Auch CompletableFutures starten die Berechnung erst beim Aufruf einer get-Methode.

## StampedLock

StampedLock ist nicht reentrant. Ein Read-Lock, den man von einem StampedLock erhalten hat, kann in einen WriteLock konvertiert werden. StampedLock ermöglicht optimistisches Lesen.

Wir benutzen zur Demonstration verschiedene Klassen, die allesamt das folgende Interface implementieren:

package **appl**;

public interface **Account** {

public abstract void **withdraw**(int amount);

public abstract int **getAvailable**();

public static void **check**(int amount) {

if (amount < 0)

throw new IllegalArgumentException();

}

}

Von einem Konto kann man etwas abheben – aber nur soviel, wie verfügbar ist. getAvailable liefert den verfügbaren Bestand. Dieser Bestand wird sich jeweils zusammensetzen aus dem tatsächlichen Bestand und einem Kreditlimit.

### ReentrantReadWriteLock

Um die Eigenschaften von StampedLock darstellen zu können, beginnen wir mit der seit Java 5 existierenden Klasse ReentrantReadWriteLock –– also mit einer Implementierung des Account-Interfaces, welche einen ReentrantReadWriteLock nutzt.

package appl;

// ...

public class **Account1** implements Account {

private int **balance**;

private int **credit**;

private final ReadWriteLock **lock** = new ReentrantReadWriteLock();

public **Account1**(int balance, int credit) {

Account.check(balance);

Account.check(credit);

this.balance = balance;

this.credit = credit;

}

public void **withdraw**(int amount) {

Account.check(amount);

final Lock l = this.lock.writeLock();

l.lock();

tlog("\t\twithdraw: after writeLock");

try {

if (amount > this.getAvailable())

throw new IllegalArgumentException();

xrun(() -> Thread.sleep(1000));

this.balance -= amount;

}

finally {

tlog("\t\twithdraw: before unlock");

l.unlock();

}

}

public int **getAvailable**() {

final Lock l = this.lock.readLock();

l.lock();

tlog("\t\tgetAvailable: after readLock");

try {

return this.balance + this.credit;

}

finally {

tlog("\t\tgetAvailable: before unlock");

l.unlock();

}

}

}

withdraw forder einen Write-Lock an; getAvailable einen Read-Lock. withdraw legt sich zwischen der Anforderung des Write-Locks und seiner Freigabe eine Sekunde schlafen (der Bankangestellte muss das Geld erst aus dem Tresor holen).

Man beachte, dass in dem kritischen Abschnitt von withdraw die getAvailable-Methode aufgerufen wird. Damit soll demonstriert werden, dass der Lock reentrant ist (im Unterschied zum StampedLock).

Alle Ausgaben, die in der Klasse produziert werden, werden eingerückt dargestellt.

Hier die erste Demo-Methode:

static void **demoConcurrentWriteRead**(Account account) {

mlog(account.getClass().getSimpleName());

Thread t1 = new Thread(() -> {

tlog(">> deposit");

account.withdraw(4000);

tlog("<< deposit");

});

t1.start();

xrun(() -> Thread.sleep(500));

Thread t2 = new Thread(() -> {

tlog(">> getAvailable");

tlog("available = " + account.getAvailable());

tlog("<< getAvailable");

});

t2.start();

xrun(() -> t1.join());

xrun(() -> t2.join());

}

Die Methode startet einen Thread, in welchem deposit aufgerufen wird, Kurze Zeit später – der Bankangestelle ist noch im Tresor – wird die getAvailable-Methode aufgerufen.

Angenommen, die Methode wird mit einer Account1-Instanz aufgerufen. Dann werden folgende Ausgaben produziert:

+------------------------------------------------

| demoConcurrentWriteRead [Account1]

+------------------------------------------------

[ 8 ] >> deposit

[ 8 ] withdraw: after writeLock

[ 8 ] getAvailable: after readLock

[ 8 ] getAvailable: before unlock

[ 9 ] >> getAvailable

[ 8 ] withdraw: before unlock

[ 9 ] getAvailable: after readLock

[ 9 ] getAvailable: before unlock

[ 9 ] available = 2000

[ 9 ] << getAvailable

[ 8 ] << deposit

Von deposit konnte getAvailable aufgerufen werden; die von der Anwendung aufgerufene getAvailable-Methode erhält den Read-Lock erst dann, wenn deposit seinen Write-Lock freigegeben hat.

### StampedLock – eine einfache Verwendung

Account2 implmentiert das Account-Interface mittels StampedLock. Wie auch im letzten Beispiel wird in deposit wird ein Write-Lock, in getAvailable ein Read-Lock angefordert:

package **appl**;

// ...

public class **Account2** implements Account {

// ...

private final StampedLock **lock** = new StampedLock();

public void **withdraw**(int amount) {

Account.check(amount);

final long stamp = this.lock.writeLock();

tlog("\t\twithdraw: after writeLock : " + stamp);

try {

if (amount > this.balance + this.credit)

// if (amount > this.getAvailable()) // this will not work...

throw new IllegalArgumentException();

xrun(() -> Thread.sleep(1000));

this.balance -= amount;

}

finally {

tlog("\t\twithdraw: before unlock");

this.lock.unlockWrite(stamp);

}

}

public int **getAvailable**() {

final long stamp = this.lock.readLock();

tlog("\t\tgetAvailable: after readLock : " + stamp);

try {

return this.balance + this.credit;

}

finally {

tlog("\t\tgetAvailable: before unlock");

this.lock.unlockRead(stamp);

}

}

}

Anders als bei der Klasse ReentrantReadWriteLock liefern die Methoden readLock und writeLock nun einen long-Wert zurück, der den Lock identifiziert. Um einen Lock freizugeben, wird unlockRead resp. unlockWrite aufgerufen, wobei der "Stamp" als Parameter übergeben wird.

Wird nun ein Account2 an die demoConcurrentWriteRead-Methode übergeben, sieht die Ausgabe wie folgt aus:

+------------------------------------------------

| demoConcurrentWriteRead [Account2]

+------------------------------------------------

[ 10 ] >> deposit

[ 10 ] withdraw: after writeLock : 384

[ 11 ] >> getAvailable

[ 10 ] withdraw: before unlock

[ 10 ] << deposit

[ 11 ] getAvailable: after readLock : 513

[ 11 ] getAvailable: before unlock

[ 11 ] available = 2000

[ 11 ] << getAvailable

Der entscheidende Unterschied in der Implementierung liegt in der ersten der beiden folgenden Zeilen der deposit-Methode:

if (amount > this.balance + this.credit)

throw new IllegalArgumentException();

Hier wird – anders als in Account1 – nicht die getAvailable-Methode aufgerufen! Würde man getAvailable aufrufen, würde ein Deadlock entstehen: StampedLocks sind nicht reentrant.

### StampedLock – Weiterreichen des Stamps

Um in withdraw dennoch die getAvailable-Methode aufrufen zu können, könnte man sich eines Tricks bedienen – man muss den Stamp an getAvailable weiterreichen. Da die Schnittstelle dieser Methode natürlich nicht geändert werden kann, nutzen wir ThreadLocal:

package appl;

// ...

public class **Account3** implements Account {

// ...

private final StampedLock **lock** = new StampedLock();

private final ThreadLocal<Long> **stamps** = new ThreadLocal<>();

public void **withdraw**(int amount) {

Account.check(amount);

stamps.set(this.lock.writeLock());

tlog("\t\twithdraw: after writeLock : " + stamps.get());

try {

if (amount > this.getAvailable())

throw new IllegalArgumentException();

xrun(() -> Thread.sleep(1000));

this.balance -= amount;

}

finally {

tlog("\t\twithdraw: before unlock");

this.lock.unlockWrite(stamps.get());

stamps.remove();

}

}

public int **getAvailable**() {

long stamp = 0;

Long s = stamps.get();

if (s == null)

stamp = this.lock.readLock();

tlog("\t\tgetAvailable: after readLock : " + stamp);

try {

return this.balance + this.credit;

}

finally {

tlog("\t\tgetAvailable: before unlock");

if (s == null)

this.lock.unlockRead(stamp);

}

}

}

withdraw stellt den Write-Stamp in den stamps-ThreadLocal ab – und entfernt ihn natürlich in dem finally-Zweig. getAvailable schaut nach, ob mit dem aktuellen Thread bereits ein Stamp assoziiiert ist – und fordert den Read-Lock nur dann an, wenn der ThreadLocal nichts hergibt (und gibt ihn natürlich auch nur dann frei).

Wird also getAvailable von "außen" aufgerufen, wird ein Read-Lock angefordert; wird die Methode aber von withdraw aufgerufen, wird kein Lock angerfordert.

Wird ein Account3 an demoConcurrentWriteRead übergeben, wird folgende Ausgabe produziert:

+------------------------------------------------

| demoConcurrentWriteRead [Account3]

+------------------------------------------------

[ 12 ] >> deposit

[ 12 ] withdraw: after writeLock : 384

[ 12 ] getAvailable: after readLock : 0

[ 12 ] getAvailable: before unlock

[ 13 ] >> getAvailable

[ 12 ] withdraw: before unlock

[ 13 ] getAvailable: after readLock : 513

[ 13 ] getAvailable: before unlock

[ 13 ] available = 2000

[ 13 ] << getAvailable

[ 12 ] << deposit

### StampedLock – optimistisches Lesen

Die folgende Klasse Account4 demonstiert optimistisches Lesen:

package appl;

// ...

public class **Account4** implements Account {

// ...

private final StampedLock **lock** = new StampedLock();

public void **withdraw**(int amount) {

Account.check(amount);

final long stamp = this.lock.writeLock();

tlog("\t\twithdraw: after writeLock : " + stamp);

try {

if (amount > this.balance + this.credit)

throw new IllegalArgumentException();

xrun(() -> Thread.sleep(1000));

this.balance -= amount;

}

finally {

tlog("\t\twithdraw: before unlock");

this.lock.unlockWrite(stamp);

}

}

public int **getAvailable**() {

long stamp = this.lock.tryOptimisticRead();

int result = this.balance + this.credit;

if (this.lock.validate(stamp)) {

tlog("\t\tvalidate okay");

return result;

}

stamp = lock.readLock();

tlog("\t\tgetAvailable: after readLock : " + stamp);

try {

return this.balance + this.credit;

}

finally {

tlog("\t\tgetAvailable: before unlock");

this.lock.unlockRead(stamp);

}

}

}

In withdraw wird der verfügbare Bestand wieder an Ort und Stelle berechnet – ohne also auf das Reentrant-Problem zu stoßen.

tryOptimisticRead liefert einen Stamp zurück – ohne allerdings bereits eine reale Sperre zu setzten. Dann kann in aller Ruhe ein Ergebnis berechnet werden (balance + credit). Dieses Ergebnis kann natürlich falsch sein – ein Schreiber könnte dazwischen funken (oder ein solcher Schreiber könnte bereits existieren). Nach der Berechnung wird validate aufgerufen – und diese Methode liefert false, wenn tatsächlich ein Schreiber dazwischen gefunkt hat. Dann muss die Berechnung natürlich erneut ausgeführt werden – mittels einer normalen Lesesperre. Liefert validate dagegen true, dann ist das Ergebnis der ersten Berechnung korrekt – und kann zurückgeliefert werden.

Wird ein Account4 an demoConcurrentWriteRead übergeben, wird sich natürlich zeigen, dass der Optimismus fehl am Platz war (validate liefert false, weil bereits ein Schreiber existiert: deposit läuft gerade...):

+------------------------------------------------

| demoConcurrentWriteRead [Account4]

+------------------------------------------------

[ 14 ] >> deposit

[ 14 ] withdraw: after writeLock : 384

[ 15 ] >> getAvailable

[ 14 ] withdraw: before unlock

[ 15 ] getAvailable: after readLock : 513

[ 15 ] getAvailable: before unlock

[ 15 ] available = 2000

[ 15 ] << getAvailable

[ 14 ] << deposit

Angenommen aber, die Zugriffe (die Aufrufe von deposit und getAvailable) finden nicht parallel, sondern sequentiell statt:

static void **demoSequentialWriteRead**(Account account) {

mlog(account.getClass().getSimpleName());

Thread t1 = new Thread(() -> {

tlog(">> deposit");

account.withdraw(4000);

tlog("<< deposit");

});

t1.start();

xrun(() -> t1.join());

Thread t2 = new Thread(() -> {

tlog(">> getAvailable");

tlog("available = " + account.getAvailable());

tlog("<< getAvailable");

});

t2.start();

xrun(() -> t2.join());

}

Dann werden, sofern dieser Methode ein Account4 übergeben wird, folgende Ausgaben produziert:

+------------------------------------------------

| demoSequentialWriteRead [Account4]

+------------------------------------------------

[ 18 ] >> deposit

[ 18 ] withdraw: after writeLock : 384

[ 18 ] withdraw: before unlock

[ 18 ] << deposit

[ 19 ] >> getAvailable

[ 19 ] validate okay

[ 19 ] available = 2000

[ 19 ] << getAvailable

validate würde dann true liefern – eine Lese-Sperre ist also nicht erforderlich.

### StampedLock – Konvertierung eines Locks

Ein Read-Lock kann bei Bedarf in einen Write-Lock konvertiert werden. Angenommen, es ist sehr wahrscheinlich, dass die Verfügbarkeitsprüfung in withdraw negativ ausfällt. In solchen Situationen ist dann der Write-Lock eigentlich zuviel des Guten – ein Read-Lcok genügt. In denjenigen Fällen, in denen die Prüfung aber positiv ausfällt, muss dann der Read-Lock in einen Write-Lock konvertieren werden können – unter dessen Kontrolle dann die Dekrementierung des Bestands ausgeführt wird.

Hier die Lösung:

package **appl**;

// ...

public class **Account5** implements Account {

// ...

private final StampedLock **lock** = new StampedLock();

public void **withdraw**(int amount) {

Account.check(amount);

long stamp = this.lock.readLock();

tlog("\t\twithdraw: after readLock : " + stamp);

try {

if (amount > this.balance + this.credit)

throw new IllegalArgumentException();

long writeStamp = this.lock.tryConvertToWriteLock(stamp);

if (writeStamp == 0) {

this.lock.unlock(stamp);

tlog("\t\twithdraw: unlock readLock : " + stamp);

stamp = this.lock.writeLock();

tlog("\t\twithdraw: after writeLock");

}

else {

tlog("\t\twithdraw: convert done");

stamp = writeStamp;

}

xrun(() -> Thread.sleep(1000));

this.balance -= amount;

}

finally {

tlog("\t\twithdraw: before unlock");

this.lock.unlock(stamp);

}

}

public int **getAvailable**() {

final long stamp = this.lock.readLock();

tlog("\t\tgetAvailable: after readLock : " + stamp);

try {

return this.balance + this.credit;

}

finally {

tlog("\t\tgetAvailable: before unlock");

this.lock.unlockRead(stamp);

}

}

}

Hier eine letzte Demo-Methode:

static void **demoPositiveNegativeTest**(Account account) {

mlog(account.getClass().getSimpleName());

Thread t1 = new Thread(() -> {

tlog(">> deposit");

account.withdraw(4000);

tlog("<< deposit");

});

t1.start();

xrun(() -> t1.join());

Thread t2 = new Thread(() -> {

try {

tlog(">> deposit");

account.withdraw(1000000);

tlog("<< deposit");

}

catch(Exception e) {

tlog("expected exception");

}

});

t2.start();

xrun(() -> t2.join());

}

Die beiden deposit-Threads werden nacheinander ausgeführt. Beim ersten deposit-Aufruf fällt die Prüfung positiv aus; beim zweiten negativ.

Hier die Ausgaben:

+------------------------------------------------

| demoPositiveNegativeTest [Account5]

+------------------------------------------------

[ 22 ] >> deposit

[ 22 ] withdraw: after readLock : 257

[ 22 ] withdraw: convert done

[ 22 ] withdraw: before unlock

[ 22 ] << deposit

[ 23 ] >> deposit

[ 23 ] withdraw: after readLock : 513

[ 23 ] withdraw: before unlock

[ 23 ] expected exception

Man sieht: der letzte Thread hat keinerlei Schreibsperre angefordert. Der erste konnte seine Lese- in eine Schreibsperre konvertieren.

### Resultat

StampedLock erlaubt eine sehr feingranulare Steuerung – ist aber eben deshalt auch nicht einfach zu handhaben.

## Aufgaben

### CompletableFuture 1

Implementieren Sie folgende Funktion (ohne Helper-Klasse!) - achten Sie dabei auf größtmögliche Parallelität!:

f(a, b, c) = (a + 1) \* (b + 2) \* (c + 3)

### CompletableFuture 2

Implementieren Sie obige Funktion mit einer Helper-Klasse namens Triple!

### CompletableFuture 3

Programmieren Sie folgendes Netz:

f1 : S

f2 : F

f3 : C

f 4 : F

f1 (ein Supplier) soll Integer liefern; f2 (eine Function) soll Integer verlangen und einen neuen Integer liefern; f3 (ein Consumer!) soll einen Integer verlangen (und kann, weil Consumer, natürlich nichts liefern). f4 soll erst dann starten werden, wenn sowohl f2 als auch f3 ihre Arbeit erledigt haben. Was ist das Resultat?

### CompletableFuture 4

Programmieren Sie folgendes Netz:

f1 : S

f2 : F

f 3 : F

# Nashorn

Nashorn ist die neue JavaScript-Engine von Java. Mittels dieser Engine können JavaScript-Programme interpretativ ausgeführt werden.

Der Nashorn-Interpreter löst den "alten" Rhino ab.

Hier eine Übersicht zu den folgenden Abschnitten:

* Im folgenden wird zunächst gezeigt, wie ein Nashorn erzeugt wird – und dieses mittels der Methode eval dazu veranlasst werden kann, ein Sript auszuführen.
* Dann wird gezeigt, wie aus einem Java-Programm JavaSript-Funktionen aufgerufen werden können (mittels der Methode invokeFunction).
* Im dritten Abschnitt wird gezeigt, wie ein Skript geladen werden kann, welches auf mehrere js-Dateien verteilt ist.
* Der letzte Abschnitt zeigt schließlich, wie aus JavaScript heraus Methoden auf Java-Objekte aufgerufen werden können.

Natürlich gäbe es zu der Verbindung von Java und JavaScript weitaus mehr zu sagen...

Die folgenden Projekte verwenden u.a. folgende Importe:

import javax.script.ScriptEngine;

import javax.script.ScriptEngineManager;

import javax.script.ScriptException;

## Start

Zunächst benötigen wir eine SriptEngine. Die besorgen wir uns mittels eines ScriptEngineManagers. Die Engine wird mittels eines Namens angefordert: entweder "nashorn" oder allgemeiner: "JavaScript". Egal, welchen dieser beiden Namen wir verwenden, wir bekommen jeweils eine NashorhnScriptEngine (ScriptEngine ist natürlich nur ein Interface):

static void **demoCreateEngine**() throws ScriptException {

ScriptEngine engine1 =

new ScriptEngineManager().getEngineByName("nashorn");

ScriptEngine engine2 =

new ScriptEngineManager().getEngineByName("JavaScript");

System.out.println(engine1.getClass().getName());

System.out.println(engine2.getClass().getName());

System.out.println(engine1 == engine2);

}

Die Ausgaben:

jdk.nashorn.api.scripting.NashornScriptEngine

jdk.nashorn.api.scripting.NashornScriptEngine

false

Wie können JavaScript-Anweisungen (also ein Skript) an die ScriptEngine übergeben werden? Im folgenden werden drei Varianten vorgestellt. Dabei produzieren die demo-Methoden allesamt dieselbe Ausgabe:

Hello World!

Die erste Variante ruft die eval-Methode der ScriptEngine auf und übergibt ihr einen String, der das JavaScript-Statement enthält:

static void **demoEvalString**() throws ScriptException {

ScriptEngine engine =

new ScriptEngineManager().getEngineByName("nashorn");

engine.eval("print('Hello World!');");

}

Hier wird eine print-Methode aufgerufen. Diese print-Methode ist natürlich Nashorn-spezifisch. Sie wird von Nashorn in das globale JavaScript-Objekt eingehängt.

Die eval-Methode ist überladen. Statt eines Strings, welcher das Script enthält, kann auch ein Reader übergeben werden. Im folgenden Beispiel wird ein StringReader übergeben:

static void **demoEvalStringReader**() throws ScriptException {

Reader reader = new StringReader("print('Hello World!')");

ScriptEngine engine =

new ScriptEngineManager().getEngineByName("nashorn");

engine.eval(reader);

}

In der letzten Variante wird das Script aus einer Datei gelesen – mittels eines FileReaders, welcher dann als Reader an eval übergeben wird:

static void **demoEvalFileReader**()

throws ScriptException, FileNotFoundException {

Reader reader = new FileReader("src/hello.js");

ScriptEngine engine =

new ScriptEngineManager().getEngineByName("nashorn");

engine.eval(reader);

}

}

## Invocable

Wie kann via Java eine JavaScript-Funktion aufgerufen werden?

Das Beispiel-Script (plus.js) definiert eine plus-Funktion:

var **plus** = function(x, y) {

print('plus(' + x + ', ' + y + ')');

return x + y;

};

Diese kann von Java wie folgt aufgerufen werden:

public static void **main**(String[] args) throws Exception {

ScriptEngine engine =

new ScriptEngineManager().getEngineByName("nashorn");

engine.eval(new FileReader("src/plus.js"));

Invocable invocable = (Invocable) engine;

int sum = (int)invocable.invokeFunction("plus", 40, 2);

System.out.println(sum);

}

Die Ausgaben:

plus(40, 2)

42

(Die erste Ausgabe kommt von JavaScript, die zweite von Java.)

Zunächst wird das Skript mittels eval geladen. (Da das Skript keine Anweisungen enthält, werden beim eval auch noch keine Anweisungen ausgeführt – sondern nur die darin enthaltene Funktion registriert).

Um via Java nun die plus-Funktion aufzurufen, muss die ScriptEngine nach Invocable gecastet werden. Über das Invocable-Interface kann dann die Methode invokeFunction aufgerufen werden, welcher der Name der JavaScript-Funktion und die beim Aufruf dieser Funktion zu übergebenden Parameter übergeben werden (in Form von varArgs). invokeFunction liefert dann das von der ausgeführten JavaScript-Funktion returnierte Ergebnis zurück (als Object-Referenz). Wir wissen, dass ein Integer geliefert wird...

## Multiple Files

Das Projekt enthält drei Skript-Dateien: calculator.js, pythagoras.js und main.js. Die ersten beiden Dateien befinden sich im Verzeichnis js, die zweite im Verzeichnis src.

Das Skript js/calculator.js definiert die Funktionen sqr und sqrt:

var **sqr** = function(x) {

return x \* x;

};

var **sqrt** = function(x) {

return Math.sqrt(x);

};

Das Skript js/pythagoras.js definiert die Funktionen c (Berechnung der Hypothenuse) und a (Berechnung einer Kathete) – und nutzt dabei die in Funktionen sqr und sqrt:

var **c** = function(a, b) {

return sqrt(sqr(a) + sqr(b));

};

var **a** = function(c, b) {

return sqrt(sqr(c) - sqr(b));

};

Das dritte Skript (src/main.js) definiert eine main-Funktion, welche die Pythagoras-Funktionen c und a aufruft:

function **main**() {

print(c(3.0, 4.0));

print(a(5.0, 3.0));

print(a(5.0, 4.0));

};

Um die drei Skripts zu laden, wird eine allgemein verwendbare Utility-Methode genutzt: util.JSLoader:

package **util**;

import java.io.File;

import java.io.FileReader;

import javax.script.ScriptEngine;

import javax.script.ScriptEngineManager;

public class **JSLoader** {

public static ScriptEngine **load**(String... files) {

final ScriptEngine engine =

new ScriptEngineManager().getEngineByName("nashorn");

for (String file : files) {

try {

engine.eval(new FileReader(file));

}

catch (Exception e) {

throw new RuntimeException(e);

}

}

return engine;

}

}

Der load-Methode werden beliebig viele Dateinamen übergeben. Für jede dieser Dateien eval aufgerufen. Auf diese Weise wird der Code aller js-Dateien sukzessive geladen.

Die main-Methode von Java ruft die main-Funktion aus src/main.js auf:

package appl;

import javax.script.ScriptEngine;

import util.JSLoader;

public class **Application** {

public static void **main**(String[] args) throws Exception {

final ScriptEngine engine = JSLoader.load(

"js/calculator.js", "js/pythagoras.js", "src/main.js"

);

engine.eval("main()");

}

}

Die Ausgaben:

5

4

3

## Calling Java Methods

Wie können in einem JavaScript-Programm Java-Methoden aufgerufen werden?

Es existiert folgende Java-Klasse:

package **appl**;

public class **Calculator** {

public static int **plus**(int x, int y) {

System.out.println("Calculator.plus(" + x + ", " + y + ")");

return x + y;

}

public int **minus**(int x, int y) {

System.out.println(this + ".minus(" + x + ", " + y + ")");

return x - y;

}

public int **times**(int x, int y) {

System.out.println(this + ".times(" + x + ", " + y + ")");

return x \* y;

}

}

plus ist eine statische Methode, minus und times sind Instanzmethoden.

In calulator.js sind drei gleichnamige Funktionen vereinbart – Funktionen, welche die entsprechenden Java-Methoden aufrufen:

var **plus** = function(x, y) {

print('plus(' + x + ', ' + y + ')');

var cls = Java.type('appl.Calculator');

return cls.plus(x, y);

};

var **minus** = function(obj, x, y) {

print('minus(' + obj + ', ' + x + ', ' + y + ')');

return obj.minus(x, y);

};

var **times** = function(x, y) {

print('times(' + x + ', ' + y + ')');

var cls = Java.type('appl.Calculator');

var obj = new cls();

return obj.times(x, y);

};

Der plus- und der times-Funktion werden nur die Parameter x und y übergeben; der minus-Funktion wird zusätzlich ein obj-Parameter übergeben (über welchen jeweils eine Instanz der Java-eigenen Calculator-Klasse referenziert werden wird).

Um in der plus-Funktion die statische Calculator.plus-Methode aufzurufen, muss das Class-Objekt ermittelt werden, welches die Calculator-Klasse beschreibt:

var cls = Java.type('appl.Calculator');

Und über die so erhaltene cls-Variable kann dann die plus-Methode aufgerufen werden (und ihr Resultat zurückgeliefert werden):

return cls.plus(x, y);

Die minus-Funktion ruft die minus-Methode eines Calculators einfach über die ihr übergebene obj-Referenz auf (die hoffentlich tatsächlich ein Calculator-Objekt referenziert...):

return obj.minus(x, y);

Die times-Funktion ermittelt zunächst das Class-Objekt, welches die Calculator-Klasse beschreibt:

var cls = Java.type('appl.Calculator');

Dann wird ein Objekt dieser Klasse erzeugt:

var obj = new cls();

Und auf dieses mittels JavaScript erzeugte Calculator-Objekt wird dann dessen times-Methode aufgerufen:

return obj.times(x, y);

Hier schließlich die main-Methode, welche mittels der bereits vorgestellten invokeFunction-Methode die JavaScript-Funktionen plus, minus und times aufruft:

package appl;

// ...

public class **Application** {

public static void **main**(String[] args) throws Exception {

ScriptEngine engine =

new ScriptEngineManager().getEngineByName("JavaScript");

engine.eval(new FileReader("src/calculator.js"));

Invocable invocable = (Invocable) engine;

int sum = (int)invocable.invokeFunction("plus", 40, 2);

System.out.println(sum);

Calculator calculator = new Calculator();

int diff = (int)invocable.invokeFunction("minus", calculator , 40, 2);

System.out.println(diff);

int product = (int)invocable.invokeFunction("times", 40, 2);

System.out.println(product);

}

}

Die Ausgaben:

plus(40, 2)

Calculator.plus(40, 2)

42

minus(appl.Calculator@1083826, 40, 2)

appl.Calculator@1083826.minus(40, 2)

38

times(40, 2)

appl.Calculator@168ef40.times(40, 2)

80

## Aufgaben

Wie können in Java Methoden auf Objekte aufgerufen werden, die im JavaScript-Kontext definiert sind?
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