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## I. Import Libraries and Data

### A. Libraires

library(readr)  
library(dplyr)  
library(jsonlite)  
library(RCurl)  
library(stringr)  
library(ggplot2)  
library(gridExtra)  
library(DataCombine)

### B. Data

#### 1. Quick peek

This is large dataset with 515k rows at 80MB, so read in small amount to get a peek and see how to preformat it before importing full set

mindata <- read\_csv('Hotel\_Reviews.csv', n\_max=10)  
View(mindata)

glimpse(mindata)

## Observations: 10  
## Variables: 17  
## $ Hotel\_Address <chr> "s Gravesandestraat...  
## $ Additional\_Number\_of\_Scoring <dbl> 194, 194, 194, 194,...  
## $ Review\_Date <chr> "8/3/2017", "8/3/20...  
## $ Average\_Score <dbl> 7.7, 7.7, 7.7, 7.7,...  
## $ Hotel\_Name <chr> "Hotel Arena", "Hot...  
## $ Reviewer\_Nationality <chr> "Russia", "Ireland"...  
## $ Negative\_Review <chr> "I am so angry that...  
## $ Review\_Total\_Negative\_Word\_Counts <dbl> 397, 0, 42, 210, 14...  
## $ Total\_Number\_of\_Reviews <dbl> 1403, 1403, 1403, 1...  
## $ Positive\_Review <chr> "Only the park outs...  
## $ Review\_Total\_Positive\_Word\_Counts <dbl> 11, 105, 21, 26, 8,...  
## $ Total\_Number\_of\_Reviews\_Reviewer\_Has\_Given <dbl> 7, 7, 9, 1, 3, 1, 6...  
## $ Reviewer\_Score <dbl> 2.9, 7.5, 7.1, 3.8,...  
## $ Tags <chr> "[' Leisure trip ',...  
## $ days\_since\_review <chr> "0 days", "0 days",...  
## $ lat <dbl> 52.36058, 52.36058,...  
## $ lng <dbl> 4.915968, 4.915968,...

rm(mindata)

There are 17 columns. ReviewDate needs to be in date format, but will have to be dealt with after import. Some doubles should be integers. Need to rename the columns to make them smaller.

#### 2. Adjust column names

colnames <- c('Address', 'AddNumOfScoring', 'ReviewDate', 'AvgScore', 'Hotel', 'ReviewerNationality', 'NegReview', 'NegReviewWordCount', 'TotalReviews', 'PosReview', 'PosReviewWordCount', 'TotReviewsByReviewer', 'ReviewerScore', 'Tags', 'DaysSinceReview', 'Lat', 'Long')

#### 3. Read in full data set

alldata <- read\_csv('Hotel\_Reviews.csv', col\_types='cicdccciiciidccdd', skip=1, col\_names=colnames)  
glimpse(alldata)

## Observations: 515,738  
## Variables: 17  
## $ Address <chr> "s Gravesandestraat 55 Oost 1092 AA Amste...  
## $ AddNumOfScoring <int> 194, 194, 194, 194, 194, 194, 194, 194, 1...  
## $ ReviewDate <chr> "8/3/2017", "8/3/2017", "7/31/2017", "7/3...  
## $ AvgScore <dbl> 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7...  
## $ Hotel <chr> "Hotel Arena", "Hotel Arena", "Hotel Aren...  
## $ ReviewerNationality <chr> "Russia", "Ireland", "Australia", "United...  
## $ NegReview <chr> "I am so angry that i made this post avai...  
## $ NegReviewWordCount <int> 397, 0, 42, 210, 140, 17, 33, 11, 34, 15,...  
## $ TotalReviews <int> 1403, 1403, 1403, 1403, 1403, 1403, 1403,...  
## $ PosReview <chr> "Only the park outside of the hotel was b...  
## $ PosReviewWordCount <int> 11, 105, 21, 26, 8, 20, 18, 19, 0, 50, 10...  
## $ TotReviewsByReviewer <int> 7, 7, 9, 1, 3, 1, 6, 1, 3, 1, 2, 12, 7, 6...  
## $ ReviewerScore <dbl> 2.9, 7.5, 7.1, 3.8, 6.7, 6.7, 4.6, 10.0, ...  
## $ Tags <chr> "[' Leisure trip ', ' Couple ', ' Duplex ...  
## $ DaysSinceReview <chr> "0 days", "0 days", "3 days", "3 days", "...  
## $ Lat <dbl> 52.36058, 52.36058, 52.36058, 52.36058, 5...  
## $ Long <dbl> 4.915968, 4.915968, 4.915968, 4.915968, 4...

rm(colnames)

## II. Cleaning

### A. Convert column types

Need to convert ‘DaysSinceReview’ to integer format and convert ‘ReviewDate’ to Datetime format

alldata$DaysSinceReview <- as.integer((gsub("[^0-9]", "", alldata$DaysSinceReview)))  
  
alldata$ReviewDate <- as.Date(alldata$ReviewDate, '%m/%d/%Y')  
glimpse(alldata[c(3,15)]) # Verify that the changes were made

## Observations: 515,738  
## Variables: 2  
## $ ReviewDate <date> 2017-08-03, 2017-08-03, 2017-07-31, 2017-07-3...  
## $ DaysSinceReview <int> 0, 0, 3, 3, 10, 10, 17, 17, 25, 26, 27, 28, 28...

### B. Find NAs

dfNAs <- alldata[colSums(is.na(alldata)) > 0]  
writeLines(paste('There are', length(names(dfNAs)), 'columns with NA values:'))

## There are 5 columns with NA values:

writeLines(names(dfNAs))

## ReviewerNationality  
## NegReview  
## PosReview  
## Lat  
## Long

rm(dfNAs)

Of these 5 columns, I am only going to handle ‘Lat’ and ‘Long’.

### C. Fix Missing Lat and Long

#### 1. Preparation

Collect the rows with NA.

nolatlong <- filter(alldata,is.na((alldata$Lat) | (alldata$Long)))  
writeLines(paste('Number of rows missing a Lat or Long:', nrow(nolatlong)))

## Number of rows missing a Lat or Long: 3268

I assume that if a hotel is missing the Lat, that it will also be missing the Long. So that there aren’t any hotels that have one, but not the other, of the Lat/Long pair.

writeLines(paste('Number of rows missing a Lat and Long:', nrow(filter(alldata,is.na((alldata$Lat) & (alldata$Long))))))

## Number of rows missing a Lat and Long: 3268

Since the number missing a Lat OR Long is the same as the number missing a Lat AND Long, then each row that is missing one is also missing the other.

uniqueaddresses <- distinct(nolatlong, Address)  
writeLines(paste('There are', nrow(uniqueaddresses), 'distinct addresses with no Lat or Long'))

## There are 17 distinct addresses with no Lat or Long

Need to add empty columns to ‘uniqueaddresses’ for the missing ‘Lat’ and ‘Long’

uniqueaddresses <- mutate(uniqueaddresses, Lat='', Long='')

#### 2. Google Geocoding API

Need to use Google’s Geocoding API to find and fill in the missing Lat/Long based off the hotels address. To do this, I will need a Google APIKey. This key is not provided in this document, so you will need to provide your own to run the code. I concatenate the address with the API key and base url to access Google’s Geocoding API to grab the Lat/Long and add it to the ‘uniqueaddresses’ dataframe.

googleaddress <- 'https://maps.googleapis.com/maps/api/geocode/json?address='  
APIKey <- 'Need to provide your own'  
for (i in 1:nrow(uniqueaddresses)){  
 address <- uniqueaddresses[i,1]  
 address <- gsub(' ', '+', address)  
 address <- paste(address, '&key=', APIKey, sep='')  
 address <- paste(googleaddress, address, sep='')  
 jdata <- getURL(address) # Fetch JSON data.  
 rdata <- fromJSON(jdata, flatten=TRUE) # Convert a JSON object into an R object.  
 results <- rdata[[1]]  
 latlong <- select(results,Lat=geometry.location.lat, Long=geometry.location.lng)  
 uniqueaddresses[i,2:3] <- latlong  
}  
rm(list=setdiff(ls(), c('alldata', 'uniqueaddresses', 'nolatlong')))

#### 3. Insert missing Lat and Long

The ‘uniqueaddresses’ dataframe now has the correct Lat/Long with each address and now needs to be added back to the ‘alldata’ dataframe. I start by splitting ‘alldata’ into those that have Lat/Long and those without. I already have those without in the ‘nolatlong’ dataframe. Then sort both dataframes by address and find on which row each new address begins.

havelatlong <- filter(alldata,!is.na((alldata$Lat)))  
nolatlong <- arrange(nolatlong, Address) # Sort by address  
uniqueaddresses <- arrange(uniqueaddresses, Address) # Sort by address  
# Find where each new address begins in nolatlong.  
index <- match(uniqueaddresses$Address, nolatlong$Address)  
index[18] <- nrow(nolatlong)+1 # Create an ending point for the loop

Now I loop through the indexes of where each new row starts, to put correct lat/long in nolatlong based off the start and end points of each address in nolatlong.

for (i in 1:(length(index)-1)){  
 start <- index[i]  
 end <- index[i+1]-1  
 for (j in start:end){  
 nolatlong[j,16:17] <- uniqueaddresses[i,2:3]  
 }  
}

Finally I combine nolatlong with havelatlong to get back the original dataframe with the missing Lat/Long values now filled in. Then verify that there are now only three columns with NA values.

newdata <- rbind(havelatlong, nolatlong)  
# Verify no NAs in Lat or Long  
writeLines(paste('There are now', length(newdata[colSums(is.na(newdata)) > 0]), 'columns with NA values'))

## There are now 3 columns with NA values

rm(list=setdiff(ls(), 'newdata'))

### D. Duplicate Hotel Names or Addresses

#### 1. How many unique hotels and addresses are there?

disthotadd <- distinct(newdata, Hotel, Address)  
writeLines(paste('There are', nrow(disthotadd), 'rows with a distinct pair of hotel names and addresses.'))

## There are 1494 rows with a distinct pair of hotel names and addresses.

writeLines(paste(nrow(distinct(newdata, Hotel)), 'distinct hotels'))

## 1492 distinct hotels

writeLines(paste(nrow(distinct(newdata, Address)), 'distinct addresses'))

## 1493 distinct addresses

So there are hotels with duplicate addresses, and addresses with duplicate hotel names. I need to find hotels with extra addresses, and addresses used by multiple hotels.

# Hotels with more than one address  
extraaddresses <- disthotadd %>% group\_by(Hotel) %>% filter(n()>1)  
glimpse(extraaddresses)

## Observations: 3  
## Variables: 2  
## Groups: Hotel [1]  
## $ Hotel <chr> "Hotel Regina", "Hotel Regina", "Hotel Regina"  
## $ Address <chr> "Bergara 2 4 Eixample 08002 Barcelona Spain", "Rooseve...

Here we see that Hotel Regina has three different locations.

# Address with more than one hotel name  
extrahotels <- disthotadd %>% group\_by(Address) %>% filter(n()>1)  
glimpse(extrahotels)

## Observations: 2  
## Variables: 2  
## Groups: Address [1]  
## $ Hotel <chr> "The Grand at Trafalgar Square", "Club Quarters Hotel ...  
## $ Address <chr> "8 Northumberland Avenue Westminster Borough London WC...

And there are two hotels at ‘8 Northumberland Avenue…’.

#### 2. Fix Duplicate Hotels

For Hotel Regina, the addresses are:

print(extraaddresses[,2])

## # A tibble: 3 x 1  
## Address   
## <chr>   
## 1 Bergara 2 4 Eixample 08002 Barcelona Spain   
## 2 Rooseveltplatz 15 09 Alsergrund 1090 Vienna Austria   
## 3 Via Cesare Correnti 13 Milan City Center 20123 Milan Italy

Each Hotel Regina is in a different county, so I can simply rename each based off its location. Thus I will have Hotel Regina Spain, etc.

spainaddress <- as.character(extraaddresses[1,2])  
austriaaddress <- as.character(extraaddresses[2,2])  
italyaddress <- as.character(extraaddresses[3,2])  
newdata[(newdata$Address == spainaddress), 5] <- 'Hotel Regina Spain'  
newdata[(newdata$Address == italyaddress), 5] <- 'Hotel Regina Italy'  
newdata[(newdata$Address == austriaaddress), 5] <- 'Hotel Regina Austria'

There were originally 1492 distinct hotel names. Since I added two additional ones, I should be at 1494.

disthotadd <- distinct(newdata, Hotel, Address)  
writeLines(paste(nrow(distinct(newdata, Hotel)), 'distinct hotels'))

## 1494 distinct hotels

rm(extraaddresses, spainaddress, austriaaddress, italyaddress)

#### 3. Fix Duplicate Addresses

print(extrahotels[,1])

## # A tibble: 2 x 1  
## Hotel   
## <chr>   
## 1 The Grand at Trafalgar Square   
## 2 Club Quarters Hotel Trafalgar Square

These are the two hotel names that share the same address. But here I have to determine if the hotels are the same. I start by seeing if they have reviews during the same time to see if they were in operation at the same time. I need to make sure one didn’t buy out or replace the other, which would be evident by the review dates either not overlapping or just barely overlapping.

hotel1 <- filter(newdata, Hotel==as.character(extrahotels[1,1]))  
hotel2 <- filter(newdata, Hotel==as.character(extrahotels[2,1]))  
mindate1 <- min(hotel1$ReviewDate)  
maxdate1 <- max(hotel1$ReviewDate)  
mindate2 <- min(hotel2$ReviewDate)  
maxdate2 <- max(hotel2$ReviewDate)  
writeLines(paste('The Grand has reviews from', mindate1, 'to', maxdate1))

## The Grand has reviews from 2015-08-04 to 2017-08-03

writeLines(paste('Club Quarters has reviews from', mindate2, 'to', maxdate2))

## Club Quarters has reviews from 2015-08-04 to 2017-08-03

rm(mindate1, mindate2, maxdate1, maxdate2)

They have reviews during the exact same time period. Perhaps this is the the time period that all results lie in. Need to make sure, as this is too coincidental otherwise.

writeLines(paste('Dates in the data set run from', min(newdata$ReviewDate), 'to', max(newdata$ReviewDate)))

## Dates in the data set run from 2015-08-04 to 2017-08-03

So this is the extent of the time period the data is from. Since they have reviews throughtout this same time period, they are either the same hotel or share an address. Possibly they operate under different names but share a staff. I can check the reviews for mentions of the one hotel in a review of the other. I start with reviews of Club Quarters that mention The Grand.

reviews <- filter(hotel2, (grepl('rand', hotel2$NegReview)))  
print(reviews$NegReview)

## [1] "The double room was very small The lobby was not very grand nowhere to sit"   
## [2] "A bit pricey eat out if possible loads of places in Whitehall and The Strand"   
## [3] "Bed was very small for a double and very uncomfortable There were no bar facilities after 11 0 clock so coming in after a lovely evening on the river we were unable to warm up with a coffee and brandy The staff were very dismissive about it It didn t have the feel of a hotel just almost an apartment block Very impersonal"

There is no mention of The Grand in the negative comments. Next scan the positive reviews.

reviews <- filter(hotel2, (grepl('rand', hotel2$PosReview)))  
print(reviews$PosReview)

## [1] "Excellent location within steps to Embankment tube station shopping strand and theatres Small exercise room on site Kettle and flat screen telly in room Bottled water on every floor Quiet in room despite being in the middle of all the action Staff were friendly and helpful throughout Good wifi in room and common areas of hotel"   
## [2] "Always stay at the Grand when we are in London Staff are always pleasant and helpful Rooms Clean and well stocked The effort made for my wife s birthday stay a card a bottle of wine and some sweet treats a gesture well appreciated Well Done"   
## [3] "I mentioned when I booked the hotel that it was my Birthday on the date of stay and when I arrived at the hotel we were informed that we had been placed in 2 rooms with great views which was a nice surprise and they also wished me happpy birthday during the check in which was lovely When I got to my room they had left a bottle of wine and some snacks and a little London fridge magnet which I thought was another lovely touch There was also a card wishing me a happy birthday from the hotel management Needless to say this started my visit to London off very well indeed The room was larger than I expected despite only being the Small room as described on the website and the bed was very comfortable I could hear no road noise or noise from other guests at all over night and I was generally very happy overall with the room standard and all it s decor furniture and supplies The shower was hot and very powerful and the complimentary toiletries were of a high standard Check in out was very quick and the staff were cheerful and professional The entrance hall looks great it is shared by the Grand Hotel and the bar and lobby area is beautiful"  
## [4] "I was with my daughter 2 grandchildren we had everything they wanted to see within walking distance fab location"   
## [5] "We booked in an emergency from the hotel lobby Our other hotel reservation was cancelled by the Hotwire Risk Management team without any kind of notice so we were in total surprise We walked back to The Grand this was our other hotel of choice when we were booking the previous day talked with James on the reception booked online and had two room keys in about 6 7 minutes after entering Two 8 floor rooms with actual view over the adjacent rooftops The potential view less room s was the reason we put The Grand on a second place on our initial choice Breakfast was nice and plentiful tendering to the room and our belongings was perfect the personnel was polite helpful and fast Great stay thanks for saving us in the middle of London P S The mattresses and linens were just perfect"   
## [6] "Great central place to stay when sight seeing Lots of places walkable other can be easily reach by tube from Charing Cross tube The grand children loved every minute"   
## [7] "Lucky to get a room with brand new carpet Great bed Overall an OK stay nothing negative nothing impressive except for location Would stay again value for the money very good"   
## [8] "Amazing location Right in the heart of London with Trafalgar Square a 30 second walk away The Strand 1 minute away and Covent Garden a 10 minute stroll Great lobby impressive bar area Good cocktail menu Like the water refill stations on each floor too Very clean"

Reviews 2 and 5 seem to think they are staying at The Grand or that the two hotels are the same. Next I look at the negative reviews of The Grand that mention Club Quarters.

reviews <- filter(hotel1, (grepl('lub', hotel1$NegReview)))  
print(reviews$NegReview)

## [1] "Effectively this is Club Quarters the two are in the same building and share a front desk The rooms and public spaces are definitely not as nice as the pictures And query the cleanliness when I opened the curtains moths flew out"   
## [2] "Traffic noise heard from front facing room but moved to very quiet room in Club Quarters"   
## [3] "Well we booked the Grand and ended up in Club Quarters I use them on business but would not have used them for a weekend away they make me feel as if I am still working so I felt I had been missold why not promote as CQ if thats what you are selling I guess I am not alone and that fills the rooms at the weekend"  
## [4] "Fairly small room if you think you have booked The Grand you have actually booked Club Quarters We booked Club last year and this year booked the Grand we ended up in the same room as last year just 1 door down No drinking water in the room Only two small lifts"

Review 1 claims that the two are effectively the same as they share a building and front desk. Reviews 3 and 4 say that even when booking The Grand, they may put you in Club. I could probably stop here, but might as well look at the positive reviews.

reviews <- filter(hotel1, (grepl('lub', hotel1$PosReview)))  
print(reviews$PosReview)

## [1] "Beautiful building decor really salubrious beautiful entrance lobby good size rooms and comfortable beds too"

rm(reviews)

No mention of Club Quarters here.

Since these appear to be the same, I could name them the same. However, I’d like to first check their reviews to see if there is a substantial difference.

writeLines(paste('The Average Review Score of The Grand is:', max(hotel1$AvgScore)))

## The Average Review Score of The Grand is: 8.3

writeLines(paste('The Average Review Score of Club Quarters is:', max(hotel2$AvgScore)))

## The Average Review Score of Club Quarters is: 8.5

I think it is acceptable to merge these two hotels into one hotel named, ‘Club Quarters / The Grand’, since they appear to be acting as one.

address <- as.character(extrahotels[1,2])  
newdata[(newdata$Address == address), 5] <- 'Club Quarters / The Grand'  
rm(address, extrahotels, hotel1, hotel2, extraaddresses, austriaaddress, italyaddress, spainaddress)

## Warning in rm(address, extrahotels, hotel1, hotel2, extraaddresses,  
## austriaaddress, : object 'extraaddresses' not found

## Warning in rm(address, extrahotels, hotel1, hotel2, extraaddresses,  
## austriaaddress, : object 'austriaaddress' not found

## Warning in rm(address, extrahotels, hotel1, hotel2, extraaddresses,  
## austriaaddress, : object 'italyaddress' not found

## Warning in rm(address, extrahotels, hotel1, hotel2, extraaddresses,  
## austriaaddress, : object 'spainaddress' not found

I started with 1492 distinct hotels. This increased to 1494 after separating out the Hotel Reginas. After combining these two, I now verify there are only 1493 unique hotels.

disthotadd <- distinct(newdata, Hotel, Address)  
writeLines(paste('Distinct hotels:', nrow(distinct(newdata, Hotel))))

## Distinct hotels: 1493

rm(disthotadd)

### E. Touch up

Great. Now take another quick look at our data.

glimpse(newdata)

## Observations: 515,738  
## Variables: 17  
## $ Address <chr> "s Gravesandestraat 55 Oost 1092 AA Amste...  
## $ AddNumOfScoring <int> 194, 194, 194, 194, 194, 194, 194, 194, 1...  
## $ ReviewDate <date> 2017-08-03, 2017-08-03, 2017-07-31, 2017...  
## $ AvgScore <dbl> 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7.7, 7...  
## $ Hotel <chr> "Hotel Arena", "Hotel Arena", "Hotel Aren...  
## $ ReviewerNationality <chr> "Russia", "Ireland", "Australia", "United...  
## $ NegReview <chr> "I am so angry that i made this post avai...  
## $ NegReviewWordCount <int> 397, 0, 42, 210, 140, 17, 33, 11, 34, 15,...  
## $ TotalReviews <int> 1403, 1403, 1403, 1403, 1403, 1403, 1403,...  
## $ PosReview <chr> "Only the park outside of the hotel was b...  
## $ PosReviewWordCount <int> 11, 105, 21, 26, 8, 20, 18, 19, 0, 50, 10...  
## $ TotReviewsByReviewer <int> 7, 7, 9, 1, 3, 1, 6, 1, 3, 1, 2, 12, 7, 6...  
## $ ReviewerScore <dbl> 2.9, 7.5, 7.1, 3.8, 6.7, 6.7, 4.6, 10.0, ...  
## $ Tags <chr> "[' Leisure trip ', ' Couple ', ' Duplex ...  
## $ DaysSinceReview <int> 0, 0, 3, 3, 10, 10, 17, 17, 25, 26, 27, 2...  
## $ Lat <chr> "52.3605759", "52.3605759", "52.3605759",...  
## $ Long <chr> "4.9159683", "4.9159683", "4.9159683", "4...

The Lat and Long were converted to characters when I added the missing ones. Let’s convert them to doubles and verify.

newdata$Lat <- as.numeric(newdata$Lat)  
newdata$Long <- as.numeric(newdata$Long)  
glimpse(newdata[16:17])

## Observations: 515,738  
## Variables: 2  
## $ Lat <dbl> 52.36058, 52.36058, 52.36058, 52.36058, 52.36058, 52.3605...  
## $ Long <dbl> 4.915968, 4.915968, 4.915968, 4.915968, 4.915968, 4.91596...

At this point, I am going to save this cleaned data into a csv file so that I can import it into Tableau or if I want to further analyze this data I can speed up the process by starting with this revised version.

write\_csv(newdata, 'CleanedHotelReviews.csv')

There is a lot more cleaning that can be done, but this will suffice for the purpose of this report. I did look at cleaning the Reviews. The word count is off and much can be done by looking at misspellings and trying to condense this some. I started down this track, but time is limited so I decided not to go further with this. What I did do can be seen in Section IV.

## III. Plotting the Data

### A. Nationality that reviews the most (Barplot)

There are too many nationalities to plot them all. After a quick sort and peek at the data there are only 15 nations with more than 5000 reviews. Let’s just look at those.

nationality <- arrange(filter(count(newdata, ReviewerNationality), n>5000), n)  
ggplot(nationality, aes(x=reorder(ReviewerNationality,n), y=n)) +  
 geom\_bar(stat='identity', fill='steelblue') +   
 ggtitle('Number of Reviews by Nationality') +   
 xlab('Nationality') + ylab('Numer of Reviews') +  
 theme\_classic() + theme(axis.text.x = element\_text(angle = 45, vjust=1, hjust=1)) +  
 geom\_text(aes(label=n), stat='identity', vjust=-.3, color='red', size=2.5)
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rm(nationality)

The reviewers from the United Kingdom have reviewed about 7 times as many hotels as the next country.

### B. Word count in positive reviews vs negative reviews (Histogram)

After peeking at the data, the reviews contained anywhere from 0 words to over 400. To make a more legible plot, I eliminated any reviews with more than 80 words. As you can see, the number of reviews continues to decrease as the word count increases. Plotting more than 80 words was just not meaningful.

poswords <- filter(newdata, PosReviewWordCount < 81)  
negwords <- filter(newdata, NegReviewWordCount < 81)  
p <- ggplot(poswords, aes(x=PosReviewWordCount)) +  
 geom\_histogram(fill='green', color='white', binwidth=1) +   
 ggtitle('Word Count Frequency in Positive Reviews') +   
 xlab('Positive Review Word Count') + ylab('Frequency') +  
 scale\_x\_continuous(breaks = seq(0,80,5))  
n <- ggplot(negwords, aes(x=NegReviewWordCount)) +  
 geom\_histogram(fill='red', color='white', binwidth=1) +   
 ggtitle('Word Count Frequency in Negative Reviews') +   
 xlab('Negative Review Word Count') + ylab('Frequency') +   
 scale\_x\_continuous(breaks = seq(0,80,5)) +  
 scale\_y\_continuous(breaks = seq(0,120000, 40000))  
grid.arrange(p, n, nrow = 2)
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rm(n, p, poswords, negwords)

The number of zero word negative reviews is about 4 times that of 0 word positive reviews. As is shown in Section IV, 0 word reviews means ‘nothing negative’ or ‘nothing positive’. Thus people are much more likely to find nothing wrong than to find nothing right.

### C. Reviewer score base off word count (Boxplot)

#### 1. Small number of words

Since the number of words in a review is continuous, I needed to select just a few words to compare so that it was a discrete variable. To start with, I did reviews with 0, 1, 2, or 3 words. There weren’t any reviews with just 1 word. The word count wasn’t right either. It was usually off by 1 or two words. More about this can be found in Section IV.

# Separate out negative reviews with 0, 1, 2, or 3 words.  
bad0 <- filter(newdata, NegReviewWordCount == 0) # 127890 rows  
bad1 <- filter(newdata, NegReviewWordCount == 1) # 0  
bad2 <- filter(newdata, NegReviewWordCount == 2) # 24647  
bad3 <- filter(newdata, NegReviewWordCount == 3) # 18144  
# Concatenate these dataframes into one and convert WordCount to factor  
lownegwords <- rbind(bad0, bad2, bad3)  
lownegwords$NegReviewWordCount <- as.factor(lownegwords$NegReviewWordCount)  
# Do the same thing for positive reviews  
good0 <- filter(newdata, PosReviewWordCount == 0) # 35946 rows  
good1 <- filter(newdata, PosReviewWordCount == 1) # 0  
good2 <- filter(newdata, PosReviewWordCount == 2) # 20934  
good3 <- filter(newdata, PosReviewWordCount == 3) # 22533  
lowposwords <- rbind(good0, good2, good3)  
lowposwords$PosReviewWordCount <- as.factor(lowposwords$PosReviewWordCount)  
  
p <- ggplot(lowposwords,   
 aes(x=PosReviewWordCount, y=ReviewerScore, fill=PosReviewWordCount)) +  
 geom\_boxplot() +   
 scale\_fill\_brewer(palette='Set1') +  
 xlab('Positive Review Word Count') + ylab('Reviewer Score') +   
 theme(legend.position='none')  
n <- ggplot(lownegwords,   
 aes(x=NegReviewWordCount, y=ReviewerScore, fill=NegReviewWordCount)) +  
 geom\_boxplot() +   
 scale\_fill\_brewer(palette='Dark2') +  
 xlab('Negative Review Word Count') + ylab('Reviewer Score') +   
 theme(axis.title.y=element\_blank(), legend.position='none')  
grid.arrange(p, n, nrow = 1)
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rm(list=setdiff(ls(), 'newdata'))

From this we can conclude that people use less words when there is less to say. So if they gave that hotel high rating, then they had less negative things to say. And if they said little under positive, they likely gave it a lower score. That’s pretty intuitive.

#### 2. Higher word count

How about if they used a lot of words? To test this, I’ll group them by the following: 25-50 words, 51-100 words, 101+ words.

# Separate positive and negative reviews into bins based off word count  
goodlow <- filter(newdata, PosReviewWordCount > 24 & PosReviewWordCount < 51)  
goodlow$PosReviewWordCount <- '25-50'  
goodmed <- filter(newdata, PosReviewWordCount > 50 & PosReviewWordCount < 101)  
goodmed$PosReviewWordCount <- '51-100'  
goodhigh <- filter(newdata, PosReviewWordCount > 100)  
goodhigh$PosReviewWordCount <- 'Over 100'  
badlow <- filter(newdata, NegReviewWordCount > 24 & NegReviewWordCount < 51)  
badlow$NegReviewWordCount <- '25-50'  
badmed <- filter(newdata, NegReviewWordCount > 50 & NegReviewWordCount < 101)  
badmed$NegReviewWordCount <- '50-100'  
badhigh <- filter(newdata, NegReviewWordCount > 100)  
badhigh$NegReviewWordCount <- 'Over 100'  
# Concatenate those dataframes  
poswords <- rbind(goodlow, goodmed, goodhigh)  
poswords$PosReviewWordCount <- as.factor(poswords$PosReviewWordCount)  
negwords <- rbind(badlow, badmed, badhigh)  
negwords$NegReviewWordCount <- as.factor(negwords$NegReviewWordCount)  
# Plot it  
p <- ggplot(poswords,   
 aes(x=PosReviewWordCount, y=ReviewerScore, fill=PosReviewWordCount)) +  
 geom\_boxplot() +   
 scale\_fill\_brewer(palette='Set1') +  
 xlab('Positive Review Word Count') + ylab('Reviewer Score') +   
 theme(legend.position='none')  
n <- ggplot(negwords,   
 aes(x=NegReviewWordCount, y=ReviewerScore, fill=NegReviewWordCount)) +  
 geom\_boxplot() +   
 scale\_fill\_brewer(palette='Dark2') +  
 xlab('Negative Review Word Count') + ylab('Reviewer Score') +   
 theme(axis.title.y=element\_blank(), legend.position='none')  
grid.arrange(p, n, nrow = 1)
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rm(list=setdiff(ls(), 'newdata'))

This reflects what we would expect. People tend to say more in whichever review reflected more of how they felt. For example, the more words a person used under negative reviews, the lower score they gave the hotel.

### D. Ratings of hotels (Barplot)

As we saw earlier, there are 1493 hotels. This is too many to view on a plot. So I took the 3 lowest and 7 highest and plotted their average scores. Their average score rating is listed on each row and is part of the dataset. I did not verify that this average is correct.

highlow <- arrange(newdata[!duplicated(newdata$Hotel), ], AvgScore) # Get one row from each hotel  
highlow <- rbind(head(highlow, 3), tail(highlow, 7)) # Grab the lowest 3 and highest 7  
ggplot(highlow, aes(x=reorder(Hotel, AvgScore), y=AvgScore)) +   
 geom\_bar(stat='identity', fill='darkslateblue') +  
 xlab('Hotel') + ylab('Average Score') +  
 theme(axis.text.x=element\_blank()) +  
 geom\_text(aes(label=AvgScore), stat='identity', hjust=2, color='white', size=4) +   
 coord\_flip()

![](data:image/png;base64,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)

rm(highlow)

## IV. Abandoned Cleaning

### A. Filter by Word Count

This is being included because it is the direction I would have taken this if more time were available. I would like to clean this data up much more. Time is limited though. Here is what I had started though. I did not change the full data set with this. I made a copy to play with.

As we saw in section III.C.1, there are no 1 word reviews. Actually there are plenty of them, but the ReviewWordCount is not quite accurate. I need to get a group of negative reviews that contain 0, 2, or 3 words.

neg0 <- filter(newdata, NegReviewWordCount == 0)   
neg2 <- filter(newdata, NegReviewWordCount == 2)   
neg3 <- filter(newdata, NegReviewWordCount == 3)  
writeLines(paste('Number of negative reviews that contain 0 words:', nrow(neg0), '\nNumber of negative reviews that contain 2 words:', nrow(neg2), '\nNumber of negative reviews that contain 3 words:', nrow(neg3)))

## Number of negative reviews that contain 0 words: 127890   
## Number of negative reviews that contain 2 words: 24647   
## Number of negative reviews that contain 3 words: 18144

Let’s look at how many distinct reviews I have for each word count.

writeLines(paste('Unique entries for reviews with 0 words: ', nrow(distinct(neg0, NegReview)), '\nUnique entries for reviews with 2 words: ', nrow(distinct(neg2, NegReview)), '\nUnique entries for reviews with 3 words:', nrow(distinct(neg3, NegReview))))

## Unique entries for reviews with 0 words: 1   
## Unique entries for reviews with 2 words: 919   
## Unique entries for reviews with 3 words: 3992

But the word count isn’t accurate:

cat('First 3 reviews with 0 words:', neg0$NegReview[1], ',', neg0$NegReview[2], ',', neg0$NegReview[3],'\n')

## First 3 reviews with 0 words: No Negative , No Negative , No Negative

cat('First 3 reviews with 2 words:', neg2$NegReview[1], ',', neg2$NegReview[2], ',', neg2$NegReview[3],'\n')

## First 3 reviews with 2 words: Nothing , Construction , Nothing

cat('First 3 reviews with 3 words:', neg3$NegReview[1], ',', neg3$NegReview[2], ',', neg3$NegReview[3],'\n')

## First 3 reviews with 3 words: Nothing , n a , Loud aircondition

What is interesting is that the 0 word reviews actually contain the words ‘No Negative’. The 2 word reviews may only contain one word and the 3 word reviews sometimes contain 1 or 2 words. So the word count is off to begin with. Additionally, there are plenty of reviews that only have one word that is “nothing”, “na” or the equivalent. These could all be manipulated so that they read “nothing”. I suspect that in the review form, there was a box that could be checked that indicated that there was “No Negative”. These got marked by most people and was assigned a 0 word review. This was done over 120,000 times, as seen in the plot from section III.B. Others, though, missed that box and decided to put the word “nothing” in the review section. These have been treated differently, but the intent is the same.

writeLines(paste('No Negative was indicated', nrow(neg0), 'times out of', nrow(newdata), 'total reviews.'))

## No Negative was indicated 127890 times out of 515738 total reviews.

cat('That equates to', round(100\*nrow(neg0)/nrow(newdata), 2), '% of the reviews.')

## That equates to 24.8 % of the reviews.

### B. Correct Reviews and Word Count

How many more actually meant that there was nothing negative, but it was scored otherwise? I will check the 2 and 3 word reviews to see what I can find that is equivalent to No Negative. I need to remove the words ‘No Negative’ from the 0 word reviews so that there truly are no words in the review.

neg0$NegReview <- ''

Next I combine all the 0, 2, and 3 word reviews together and do an actual word count to replace what was provided.

negs <- rbind(neg0, neg2, neg3)  
negs$NegReviewWordCount <- sapply(strsplit(negs$NegReview, " "), length)  
rm(neg2, neg3)

After glancing throught the data, I see many misspellings and different use of capital letters. I need to convert all to lower case and arrange in alpha order. I wrote this list as a text file.

negs$NegReview <- str\_to\_lower(negs$NegReview)  
negwords <- negs %>% arrange(NegReview) %>% distinct(NegReview)  
write(negwords$NegReview, 'negreviews.txt')  
rm(negwords)

Opening the text file shows 3848 unique reviews. Many are non-sensical and consist of a single digit or letter. In order to save time, I quickly went down the file looking for things that indicated that nothing was wrong. This included “all positive”, “amazing location”, “cannot complain”, “excellent everything”, etc, as well as assumed misspellings of “nothing”, such as “bothing”, jothing“, etc. I very quickly located 338 words that should most likely be converted into No Negative. These were saved into a file named “negreviews-to-nonegative.txt”. This file will be used to convert all of these to 0 word reviews and see how the total No Negative amount changes.

changenegs <- read\_delim('negreviews-to-nonegative.txt', delim='\n', col\_names='ToChange')  
changenegs <- mutate(changenegs, Replacement='') # Add replacement values  
negs <- as.data.frame(negs)  
negs <- FindReplace(negs, 'NegReview', changenegs, from='ToChange', to='Replacement', exact=TRUE, vector=FALSE)  
rm(changenegs)

Now to change the NegReviewWordCount to accurately reflect the 0 word word count

negs$NegReview <- trimws(negs$NegReview, which='both') # Remove leading/trailing whitespace  
negs <- mutate(negs, NegReviewWordCount=str\_count(negs$NegReview, "\\w+"))

There were originally 127,890 reviews with ‘No Negative’. After this adjustment, how many are there now?

newnonnegs <- nrow(filter(negs, NegReviewWordCount==0))  
cat("There are now", newnonnegs, "reviews with 'No Negative'.\n")

## There are now 155772 reviews with 'No Negative'.

cat('This is an increase of', round(100\*((newnonnegs-nrow(neg0))/nrow(neg0)), 2), '%')

## This is an increase of 21.8 %

rm(list=ls())

I wish I had more time to spend on this as there are many words that can be searched and used to find out the major complaints with the hotel, like”pricey“,”expensive“, etc. Also, looking for qualifiers like”very" or “too” would give more information. I could also do a word cloud that would reflect which words or tags are most associated with a rating less than 7. Those would be interesting and I may look into them in the future.